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Abstract

Digital technologies are changing the skills young people need in the future. To prepare school students for these anticipated changes, a metacognitive skill called Computational Thinking (CT) has been integrated into new and revised Digital Technologies content (DTC) in the Technology learning area of the New Zealand Curriculum (NZC). Interdisciplinary approaches to develop CT may be a partial solution to growing concerns about teacher capability on delivering the DTC in an already overcrowded school timetable. For example, Sonic Pi is a relatively new programming platform (based on Ruby) that is designed to help beginners at a school level, which can combine both music composition and programming into one activity. Sonic Pi may promote more positive attitudes towards programming because it enables a creative introduction to this skill with music making. However, there is a lack of research on how to effectively teach and assess both CT and Sonic Pi due to a paucity of case study research at a school level.

This research examined how interdisciplinary CT supports learning outcomes in music and programming with the Sonic Pi platform. Additionally, it investigated the extent to which the creative activity of music composition with the Sonic Pi platform could potentially promote more positive attitudes towards programming. A mixed-method case study with a designed unit of work by the researcher was conducted. Action research framed the methodology of the unit of work, which was trialed in a music classroom and led by the researcher with 22 Year 8 participants and their regular classroom music teacher (taking on a support teacher role).

Overall, the findings illuminated many successes and challenges not reported in the literature on how CT can support learning outcomes in music and programming. It is recommended educators seriously consider the identified challenges on integrating the CT concepts of conditions and operators as well as the CT practice of abstracting and modularising. However, the findings also highlighted pedagogical benefits unique to programming in Sonic Pi, which supported overlapping learning outcomes in music and
programming. For example, the CT programming concepts of parallelism and sequences in Sonic Pi overlapped in a way that was beneficial to emphasise the importance of silence (or time) between sounds in music. On measuring pre and post attitudes, the findings were especially encouraging because they suggested the unit of work promoted an increased sense of programming self-confidence and that programming is an important skill to learn for both the student participants and the participant music teacher. The major implication of these findings suggest educators can use Sonic Pi and the designed unit of work to: (a) teach interdisciplinary CT to meet many learning outcomes in music and programming; and (b) to potentially promote more positive attitudes towards programming for those students interested in music composition.

Thus, Sonic Pi is recommended as a unique and creative way to introduce both programming and music composition to school students in Year 8. The overall contributions for both research questions indicate the designed unit of work and the Sonic Pi platform may aid the successful integration of the DTC in NZ. Moreover, this case study expands the literature on both interdisciplinary CT and the Sonic Pi platform.
Chapter 1: Introduction

Rapid innovations in digital technologies are changing the skills young people need in the future. Computation in the digital world is a key driver of this change, which is the process of complex calculation when computers execute algorithms (Shute, Sun & Asbell-Clarke, 2017). As a result, many predict that those who possess the ability to use computation effectively will have a competitive edge in the modern workforce (Barr & Stephenson, 2011; Wing, 2011; Mohaghegh & McCauley, 2016).

A metacognitive skill called Computational Thinking (CT) is being promoted to develop this ability to use computation effectively in schools (Wing, 2011). Metacognitive skills involve ‘thinking about thinking’, as higher-order cognition, and play an important role in the development of a broad range of core competencies, like problem solving (Flavell, 1979). CT involves the various thinking habits of solving problems for computers (Grover & Pea, 2013; Kalelioğlu, Gülbahar, & Kukul, 2016; Shute et al., 2017; Wing, 2011) and is being recommended to assist with students’ preparation for a modern workforce in New Zealand (Hipkins, 2017; Mohaghegh & McCauley, 2016).

Wing (2006) is credited for sparking the support needed to integrate CT into schools, and has since boldly declared it as the “new literacy of the 21st Century” (Wing, 2011, p. 4). Wing’s idea resulted in enough backing from governments, schools, and industries to integrate CT into many curricula internationally (Bell, 2015; Grover & Pea, 2013; Kalelioğlu et al., 2016; Webb et al., 2017). For example, in 2018, the New Zealand Government formally introduced CT as one of two strands as new and revised Digital Technologies content (DTC) in the Technology learning area of the New Zealand Curriculum (NZC), which will be mandatory for all school students in 2020 (Ministry of Education [MoE], n.d.c). This change to the DTC in New Zealand (NZ) strengthens Digital Technologies importance in the Technology learning area, which can include other subjects in schools, like Food Technology (MoE, n.d.a).
The NZ Minister of Education in New Zealand, Chris Hipkins, stated in 2018 that the DTC is intended to teach “children how to design their own digital solutions and become creators of, not just users of, digital technologies, to prepare them for the modern workforce” (MoE, n.d.c, para. 3). The new CT strand in the DTC is a key element to enable this intention. Brown, Czerniewicz, and Noakes (2016) also reinforce this overarching notion that students should learn to be creators of digital technologies (rather than passive users) to gain a competitive edge in the future job market.

A major challenge concerning the DTC’s integration of CT is the ability to fit it into the school timetable (Mohaghegh & McCauley, 2016; MoE, 2017). One potential solution could be to take an interdisciplinary approach to CT, with learning outcomes in two (or more) subjects as one unit of work (Shute et al., 2017; Weintrop et al., 2016). In addition to saving time, this interdisciplinary approach could also offer opportunities to introduce the subject of Digital Technologies (DT) in new creative ways with subjects like music (Bell & Bell, 2018; Burnard, Lavicza, & Philbin, 2016). An emphasis on creativity through combining CT with music may shift the extrinsic focus away from only preparing young people for the modern workforce, and more towards intrinsic motivations. For example, interdisciplinary creative activities with music composition and programming may be a powerful way for students to develop an expressive voice with digital devices, which could also promote more positive attitudes towards programming (Burnard et al., 2014; Davies et al., 2013; Engelman et al., 2017).

Programming is often viewed as a core part of CT because it enables humans to easily test new designs of computational agents (Shute et al., 2017; Tedre & Denning, 2016). Computational agents could include mechanical machines (or even humans), however, today most people use digital devices and make software through a programming language (Wing, 2008). A programming language and platform called Sonic Pi (based on the Ruby programming language) provides a unique opportunity for beginners to learn programming through the creative activity of making music with code (Aaron, 2016). Sonic Pi was built in collaboration with teachers and many hours of
observation of students to ensure it is pedagogically sound (Blackwell & Aaron, 2015; Burnard et al., 2014).

A difference between Sonic Pi and many other learn to code platforms aimed at school students is that it is both text-based (forcing students to type instructions – rather than dragging and dropping commands with the mouse), and it primarily deals with audio output (typical programming languages have capabilities for a range of outputs) (Aaron, 2016). For example, to test output similar to a ‘Hello, World!’ statement, you can simply type “play 60”, where the number corresponds to midi notes on a keyboard (60 plays C in the 4th octave). Parallel voices (e.g. chords) can be simply be programmed by typing these play commands on adjacent lines. However, in order to compose melodies, a “sleep” command is needed with the number of desired seconds following each note so that the computer knows when to execute them. In this way, the general nature of coding in Sonic Pi is initially counterintuitive because it is designed for music making.

A study on Sonic Pi by Burnard et al. (2016) observed learning overlaps between music and programming that also positively contributed to students’ confidence in both subjects. However, while learning was claimed to have taken place in both music and programming, useful details for teachers on specifically what was learnt and how students were learning are not reported.

Thus, this thesis conducted a mixed-methods case study, with a designed unit of work, which aimed to understand how CT can support learning outcomes in both music and programming. The main purpose was to expand the research on interdisciplinary CT and Sonic Pi through designing learning outcomes in music and programming as one unit of work. Moreover, a sub-purpose of this research was to investigate the extent to which the creative activity of making music with Sonic Pi may help to promote more positive attitudes towards programming.

1.1 Rationale and Research Questions

A growing body of literature is calling for more case studies on CT to be conducted in regular school classroom settings to better understand how teachers can
teach and assess this metacognitive skill (Denning, 2017; Grover & Pea, 2013; Lye & Koh, 2014; Mannila et al., 2014). This thesis helps to addresses this need with a mixed-methods case study, which was conducted in a school classroom context. It was also conducted at a time when CT was first being introduced to all students in New Zealand and about to be made mandatory in the year 2020.

Previous studies on metacognition have suggested young people only start to develop metacognitive skills when they reach eight years of age, with most development starting in early adolescence (Flavell, 1979; Mannila et al., 2014). CT requires many metacognitive abilities, like sequencing instructions, problem solving, and self-reflection (Brennan & Resnick, 2012; Kalelioğlu et al., 2016; Shute et al., 2017). Thus, the ideal time to start developing CT is in middle school. For this reason, Year 8 has been chosen as the ideal school level to conduct this research.

Many students view programming as difficult and complicated (Grover, Pea, & Cooper, 2016; Margolis & Goode, 2016; Anderson, Lankshear, Timms, & Courtney, 2008). However, linking programming with the creative activity of music composition has been shown to potentially promote more positive attitudes towards programming (Burnard et al., 2014; Cheng, 2018). In turn, an interdisciplinary approach could increase both music students’ interest in programming and programming students’ interest in music composition. This approach may also provide insights into ways music teachers could participate in students’ development of CT skills (Aaron, Blackwell, & Burnard, 2016), which has the potential to increase teacher capability to aid the successful integration of the DTC.

From a music perspective, CT may highlight the development of skills that may be useful for music composition, for example: pattern recognition, abstraction, algorithmic thinking, and decomposition (Bell & Bell, 2018; Edwards, 2011). With Sonic Pi, there may be transferable and overlapping concepts to strengthen learning outcomes in both music and programming (Aaron & Blackwell, 2013; Burnard et al., 2016).

The aim of this mixed-methods study was to connect music and programming through the Sonic Pi platform with support from CT for learning outcomes in both
subjects. A designed unit of work was trailed in a music classroom (teaching was led by the researcher) with 22 Year 8 student participants their regular classroom music teacher (who took on a support teacher role). The project sought to: (1) see how CT can support learning outcomes in music and programming using the Sonic Pi platform; and (2) to investigate the extent to which the creative activity of making music with Sonic Pi helps to promote more positive attitudes towards programming. Thus, the research questions for this study are:

Main research question: How can computational thinking (CT) support learning outcomes in Programming and Music with the Sonic Pi platform?

Sub-research question: To what extent can the creative activity of composing music with the Sonic Pi platform help to promote more positive attitudes towards programming?

These questions were answered through conducting a mixed-method case study with a designed unit of work by myself. Action research framed the methodology of the designed unit of work. Theoretical frameworks were also employed for both research questions to help design instruments and code the data gathered as part of a directed content analysis approach recommended by Hsieh and Shannon (2005). The main research question employed the CT assessment framework by Brennan and Resnick (2012) with the three CT dimensions of concepts, practices and perspectives. The sub-research question used a modified framework used by (Teo, 2007) for measuring participant attitudes, which had the elements of enjoyment, importance, and self-confidence. In addition, research and policy recommendations for both questions will be made in Chapter 5 as a result of reflecting on this study.

I led the teaching of the unit of work and the participant teacher’s role was to help students where he could. So that my perspective and possible influence is clearly established, I will briefly introduce myself as recommended by Herr and Anderson (2015):
The lens I am considering the results of this research is from having over ten years’ experience teaching music and computer science at a high school level in Wellington and Auckland (New Zealand). One of the unique aspects about my professional life in education is the unusual breadth of experience I have had with a wide range of learners from different backgrounds, cultures, and ages. For example, I have taught students in New Zealand (state, kura kaupapa, private and Montessori), Germany (international) and Nepal as a volunteer (Montessori). In music, my training involved learning jazz saxophone, classical piano, music composition and production. In programming, my training largely focused on web development with JavaScript, however, I have also taught Python and Scratch. Moreover, I have completed two years of Masters level coursework on teaching computer programming (2016) and computer science (2017) at the University of Canterbury.

The following chapters present a literature review (Chapter 2), the methodology used for this study (Chapter 3), findings from the data gathered (Chapter 4), and a discussion of the findings (Chapter 5).
Chapter 2: Literature Review

To position this study within existing research, this Chapter aims to present a review of literature relating to the research questions previously stated in the introduction (see Chapter 1). It is structured in two parts as follows: first, literature on Computational Thinking (CT) and how interdisciplinary links between music and programming can support learning outcomes is reviewed for the main research question; second, literature relating to creative activities promoting more positive attitudes towards programming is reviewed for the sub-research question.

2.1 Literature Review of the Main Research Question

The ideas around CT have been in development and discussion since the 1950s (Tedre & Denning, 2016), however, Seymour Papert is often credited as the first to describe the idea of computational thinking at a school level (Papert, 1980). Papert initiated the first major research group to understand how best integrate CT for school students with a programming language called Logo (Lye & Koh, 2014). In his book, *Mindstorms*, Papert (1980) presents his ideas on CT as a mental skill children develop so they can use computers as instruments for powerful learning. This effort to make CT widespread from Papert and others during the 1980s and 1990s did not gain widespread adoption at the time, largely because digital devices were considered too costly for the majority of schools to purchase (Lye & Koh, 2014).

Since then, efforts to promote the benefits of CT at a school level have seen a resurgence, both because first world countries today can afford powerful digital devices and from an urgent push to prepare children for the modern workforce (Barr & Stephenson, 2011; Mohaghegh & McCauley, 2016). Wing (2006) is credited with sparking this resurgence; she argued CT is now a “fundamental skill for everyone, not just computer scientists” (p. 33), and later declared CT as a “new literacy of the 21st Century” (Wing, 2011, p. 3). These articles by Wing sparked a groundswell of support to integrate CT into schools across the world (Tedre & Denning, 2016), which influenced
the New Zealand Government to add CT into their curriculum (Ministry of Education [MoE], n.d.a).

The New Zealand Government started implementation of a new and revised Digital Technologies content (DTC) in the Technology learning area of the New Zealand Curriculum (NZC) in 2018 that includes CT as one of two strands, which is to be made mandatory for all schools by 2020 (MoE, n.d.c). CT was not explicitly included in the original DTC prior to this change. Despite the pedagogical benefits CT has been promoted to offer, major concerns are growing in New Zealand (NZ) around insufficient teacher capability and a lack of time for current teachers to upskill (Martin Jenkins, 2017; MoE, 2017). Similar issues have been voiced in other countries on the integration of CT into their curricula (Denning, 2017; Mannila et al., 2014; The Royal Society, 2017). As a result, the DTC is likely to be implemented at a low standard from teachers who struggle to understand CT, which may promote more negative attitudes towards Digital Technologies (DT) as a subject in both teachers and students.

2.1.1 Definition of computational thinking. CT is a metacognitive skill being promoted as essential to students of all years in their preparation for a less predictable future (Wing, 2006; 2011). Flavell (1979) defines metacognitive skills to involve ‘thinking about thinking’ – as a higher order of cognition – that play an important role in students’ development for a broad range of competencies, like problem solving. Metacognitive skills are said to require both self-awareness and regulation (Cox, 2005). In order for students to exercise regulation, they need to plan, monitor, and evaluate their thinking (Flavell, 1979).

Denning (2017) states that a high proportion of educational research focuses only on students acquiring knowledge, and a metacognition like CT is a paradigm shift in the kinds of skills teachers are familiar with delivering. The introduction of metacognitive skills in schools (like CT) present many significant challenges for implementation because there is a lack of understanding in the best ways to teach and assess them (Lye & Koh, 2014; Denning, 2017). Moreover, there are less obvious limitations for the way metacognition (planning, monitoring and evaluating) can generally happen in a
developing child’s brain (Flavell, 1979; Mannila, et al., 2016), which will be explored later in this Chapter.

Definitions of CT vary in their balance between knowledge and skill acquisition (Curzon, Bell, Waite, & Dorling, 2019; Denning & Tedre, 2019). Knowledge can be described as the memorisation and recalling of ideas (Flavell, 1979), whereas a skill is a core ability practised and improved over time (Denning, 2017; Shute et al., 2017). For example, in a programming context, a student may simply understand the knowledge of conditional logic, but not yet have the cognitive skill to recognise when it is essential to solve a given problem (Brennan & Resnick, 2012). In a music context, developing skills can be in the form of purposeful practise of the piano over time that can improve a player’s scope for a wider range of musical expression – as opposed to the memorisation of music theory concepts like key signatures (Aaron, 2016; Burnard et al., 2014). A debate in the literature exists around the right balance of the knowledge and skills required in CT, consequently, a widely agreed upon CT definition has yet to be established (Curzon et al., 2019; Denning & Tedre, 2019; Grover, 2018; Denning, 2017; Kaelioglu et al., 2016; Grover & Pea, 2013).

Current definitional debates also generally divide around whether CT is a transferable skill that can be used in other domains for interdisciplinary learning (Denning, 2017; Denning & Tedre, 2019). Tedre and Denning (2016) claim that “everyone, not just those who major in computer science, can benefit from thinking like a computer scientist” (p. 120). However, Doleck, Bazelaïs, Lemay, Saxena, and Basnet (2017) and Denning (2017) found CT skill transfer to other disciplines has yet to be been substantiated in case studies, which makes Wing’s (2011) claim problematic for the widespread adoption of CT in non-computing subjects.

The New Zealand e-Learning website *Te Kete Ipurangi* at the time of this writing provide a range of resources to explain CT from organisations such as: CAS Barefoot, Google, International Society for Technology in Education, and New Zealand Curriculum Online (MoE, n.d.c). The high number of links to outside sources suggest educators can adopt any one of the definitions of CT in these to suit their purpose. However, the range
of information provided is likely to cause confusion and mixed perspectives amongst educators. For example, many are not clear on whether programming is essential to develop CT, which Denning (2017) argues it is. If programming is essential, then school teachers without programming knowledge and skills will need to learn and apply it to their discipline if they are to develop CT skills in their students.

Despite this confusion, a pattern is emerging where the literature finds common ground on how CT can aid general problem solving skills without programming. For example, an empirical review from 125 papers on the topic of CT by Kalelioğlu et al. (2016) found that the top five most commonly used words were: abstraction, problem solving, algorithmic, and thinking. Developing CT skills based on these terms can give a relatively robust degree of assurance to educators on what skills could be common across domains for interdisciplinary overlaps. Nevertheless, most definitional debates on CT still divide into two opposing camps: CT is only for programming and CT is for all subjects.

**2.1.2 CT is only for programming.** CT may be easily confused with many other terms associated with computing subjects for non-specialists. For example, ICT, IT, Digital Technologies, Informatics, Coding, Programming, and Computer Science all have different meanings and historical associations (Abbiss, 2011; Bell, Andreae, & Robins, 2014; The Royal Society, 2012). Consequently, these subject terms also all have different emphases, scopes, and depths in the extent CT can be developed within them (Mannila et al., 2014). For example, Abbiss (2009) states ICT or Text and Information Management were historically classes that mainly focused on office work tasks, which provided little or no opportunity to develop CT.

For subjects involving programming, CT helps to dismantle a common misconception that it only involves ‘coding’ (Bell, 2015; Brennan & Resnick, 2012). The activity of coding is predicted as taking only a relatively small fraction of the total time it takes to create software in a professional setting (Fronza, Ioini, & Corral, 2017). Lye and Koh (2014) found when students only learn about programming language syntax without CT, they often create code in an impulsive manner, which lacks structure and focus. For example, in the popular introductory programming language Scratch (scratch.mit.edu), a
study by Brennan and Resnick (2012) found students can make projects that have many sprites (characters in an interactive game or story) that serve no dynamic function for the overall purpose of the project. To avoid this issue, CT may help to focus the conception, refinement, optimisation and purpose of using computation to solve problems (Wing, 2008). This indicates CT can promote a more holistic awareness of the range of skills needed to develop software (Grover, 2018).

Relatively few case studies were found when reviewing the literature on CT at a school level. Lye and Koh (2014) conducted a review of computational thinking and found only nine case-studies on various aspects of CT for school level students. Of the nine identified, three were aimed at kindergarten and one aimed for the learning impaired (Lye & Koh, 2014); these were all not considered similar enough for the focus of this thesis to review. The remaining five case studies gave little information about the nature of the code students wrote and predominantly reported general observations in students’ use of programming concepts. Nevertheless, some of the challenging CT concepts were identified, which helped to highlight areas of programming and CT beginners at a school level find difficult. In summary, these studies in the Lye and Koh (2014) review have generally indicated across a range of programming languages and environments that students could find the following CT concepts particularly challenging:

- Conditional logic in Scratch (Burke, 2012) and Stagecast Creator (Denner, Werner, & Ortiz, 2012)
- Variables in Scratch (Lee, 2010; Burke, 2012) and Stagecast Creator (Denner et al., 2012)
- Events in Scratch (Lee, 2010), and Boolean logic in Scratch (Burke, 2012).

None of these studies highlighted the programming concepts of sequences and loops to be challenging for participants to implement.

It was difficult to compare similarities and differences with other case studies since they had entirely different foci. For example, Kafai et al. (2014) used a CT assessment framework by Brennan and Resnick (2012) for an electronic textiles approach
to programming in high school and found the CT practice of remixing was important to students’ learning and creative expression. Kafai et al. (2014) observed some students found the testing and debugging process in programming to be challenging. Moreover, Allsop (2018) in a case study on CT with student participant programming in Scratch and Alice 2.4 found most student code had the following overall findings:

- no student used custom built functions
- sequences were used in a complex way by almost all students
- confident use of parallelism and conditionals
- little use of operators
- most projects used loops
- variables were used in around half of all projects.

With the focus of this thesis being on the Sonic Pi platform for creating music compositions, comparisons with all the reviewed case studies on CT at a school level are difficult because of the highly unique differences between the programming languages used. Additionally, the types of projects (for example: games, interactive stories, and e-textiles) and length of units varied considerably (from weeks to a whole school year), which significantly changed the level of sophistication expected from participants for each study. Therefore, the reviewed literature can only give tentative indications on what CT concepts and practices students found challenging and successful to support learning outcomes at a school level.

The identified challenges in these studies may also reinforce a limitation when developing metacognitive skills in young people. Research has shown the abilities of self-monitoring in memory, comprehension and other cognitive skills do not commonly develop until early adolescence (Flavell, 1979). CT requires metacognitive abilities to sequence instructions in logical order with algorithms, and reflect on what happens when testing to solve problems (Cox, 2005; Grover & Pea, 2013; Wing, 2006). Thus, the various challenges identified in the reviewed literature may be a result of limitations in developing metacognitive abilities in young people. Therefore, the ideal time to start
teaching CT is in middle school (around 12 or 13 years of age), and efforts to integrate CT earlier run counter to the literature on metacognition by Flavell (1979).

Assessment of CT. To further complicate the integration of CT in the NZ DTC, a weakness exists in the literature of established assessment frameworks and approaches due to the low volume of CT research at a school level (Allsop, 2018; Brennan & Resnick, 2012; Lye & Koh, 2014; Selby, Dorling, & Woollard, 2014). The creators of Scratch have conceptualised a possible framework for researching and assessing CT after several years of studying the online Scratch community (Brennan & Resnick, 2012). This research and assessment approach to CT has been also used as a theoretical framework in research for the review of CT case studies at a school level by Lye and Koh (2014) and another case study on programming with electronic textiles by Kafai et al. (2014). The Brennan and Resnick (2012) framework involves the three key dimensions computational concepts, computational practices, and computational perspectives to collectively cover the range of knowledge and skills required to develop CT. A recent study on assessing CT by Allsop (2018) with thirty children aged 10-11 reinforce it is not possible to assess CT solely through CT concepts, and emphasized the role of metacognitive skills that involve CT practices and CT perspectives. Allsop (2018) proposes a CT assessment model with metacognitive practices, and learning behaviours, which are reflective of the practices and perspectives dimensions in Brennan and Resnick’s (2012) CT framework.

Lye and Koh (2014) have also argued this framework by Brennan and Resnick (2012) to be appropriate for assessing computational thinking because it is in agreement with the Logo programming language (Scratch adopted much of the design and research conducted on Logo). Therefore, it is backed by decades of pedagogical research at a school level since the 1970s. Moreover, Scratch is appropriate for learning in schools because it is designed with “low-floor and high-ceiling” principles (Lye & Koh, 2014, p. 54), which enables beginners to start easily and more advanced students to develop their understanding to a high level of sophistication. Thus, the CT framework by Brennan and Resnick (2012) will likely be suitable for the purposes of this study as Sonic Pi shares the low-floor and high-ceiling design of Scratch (Aaron, 2016).
However, Brennan and Resnick (2012) found CT is not easily and convincingly evidenced in a single test or project outcome. For a student to describe how they formulate a solution to an example problem, they need to practice the skills of metacognitive reflection in their own thinking processes. Familiar skills like catching a ball and riding a bike are often difficult to reflect on and describe, therefore, capturing evidence of CT development is likely to be demanding for adolescents (Denning, 2017; Lye & Koh, 2014). To overcome this difficulty, assessment recommendations from various studies offer promising solutions, for example:

- check-ins at multiple points as recommended by Brennan and Resnick (2012)
- on-screen recordings (Lye & Koh, 2014)
- and a think out loud protocol (Vivian, Lozanovski, & Falkner, 2017).

These approaches indicate a shift towards performance based assessment practices, which are recommended by Denning (2017). Moreover, these recommendations for CT assessment are similar to what a professional computer scientist may expect at a professional programming interview, where candidates can be asked to think out loud on their process to solve a given problem (Google, 2016). Thus, the assessment framework by Brennan and Resnick (2012) provides a holistic way to assess CT for the Sonic Pi platform, which will be employed for this research and outlined in Chapter 3. This research is needed because the current version of the DTC provides progress outcomes at each year level but no guidelines on how CT can be assessed from student work (MoE, n.d.c).

2.1.3 CT is for all subjects. A common misconception with CT is that computation and algorithms need to be executed by the digital devices we are familiar with today (Denning & Tedre, 2019; Wing, 2011). CT can be broadly described as the thinking process for humans to express themselves through a computational agent, which do not need to be digital (Shute et al., 2017; Tedre & Denning, 2016). For example, Ada Lovelace is often credited as the world’s first programmer with mechanical machines in the 19th century (Başer, 2013). Humans can be a computational agent as well; for
example, *Computer* was a job title for women at Harvard University (also in the late 19th century) who looked over photographic plates of the night sky and compared the positions of stars (Howell, 2016). Moreover, in a similar way to the rationale behind teaching the basics of science in school, *intradisciplinary* topics in computing (like Human Computer Interaction or HCI, artificial intelligence, computer vision, algorithm design and many more) are also generally useful to teach because of the increasing importance of digital technologies in our daily lives (Denning & Tedre, 2019). Thus, the skill of CT can also go beyond learning programming language syntaxes to a much broader meaning of the thinking processes involved when solving problems for computers (including non-digital computers). This flexibility suggests that CT may be used to benefit problem solving in other subjects through the power of computation that Papert originally envisaged (Anderson, 2016; Papert, 1980).

Another common justification for interdisciplinary CT is that many supporters claim it as a generic skill necessary to prepare everyone for the future workforce regardless of their chosen profession (Barr & Stephenson, 2011; Mohaghegh & McCauley, 2016; Wing, 2011). These arguments are often rationalised through citing reports predicting technological innovation will change the nature of all work and outdate many jobs the current education system is training children for (World Economic Forum, 2018; Frey & Osborne, 2017). Thus, interdisciplinary CT is promoted in schools because it is anticipated to improve students’ future employability (Wing, 2011). However, teachers are often confused on specifics about how to develop CT in both an interdisciplinary and effective way (Denning, 2017).

Another related narrative in support of CT for all subjects is the gender and diverse cultural underrepresentation issues pervading computing education and the computing industry (Brown, 2016; Google & Gallup, 2016; Margolis & Fisher, 2002). For example, many studies on the gender balance in computing subjects found high school girls do not consider enrolling in these subjects because of many associated negative stereotypes (Brown, 2016; Google & Gallup, 2016; Gough-Jones, 2008; Margolis & Fisher, 2002). Consequently, Abbiss (2011) warns that as business and
industries become software driven at an accelerating pace, a male-dominated and culturally skewed world view could be promulgated through the software we all use. Algorithmic bias can manifest in algorithms that control what we get access to, which may not be fair and neutral because they are designed by humans with their own set values and targeted goals (Garcia, 2016). For example, a research group called the Algorithmic Justice League at Massachusetts Institute of Technology Media Lab found that major face recognition algorithms uncovered severe gender and skin shade bias in the classification of people (Buolamwini, 2017; Buolamwini & Gebru, 2018). If computer algorithms control more of our lives in the future, then an emphasis on promoting a diverse workforce in computing will become increasingly important for education to help mitigate against inequities like these.

To help prevent these inequities, Abbiss (2008) has suggested computing subjects should be broadened to help break down the perception that only “computer nerds” (p. 11) are capable of pursuing knowledge in this domain. This suggestion supports the need to find common ground with other school subjects. The idea of broadening the computing curriculum with interdisciplinary links has been echoed by Kafai and Burke (2013) in their conceptual paper on CT. Thus, teaching other subjects with the support of CT could be an efficient way to meet learning outcomes for both subjects simultaneously, which saves time and helps to overcome the problem of fitting CT into an overcrowded curriculum (Barr & Stephenson, 2011). Specifically, interdisciplinary links between music composition and programming could help expose students to computing through a subject they are already passionate about (Bell & Bell, 2018; Burnard et al., 2016). This opportunity to link subjects like music may also help to improve participation in computing subjects as a creative and enjoyable introduction to programming (Burnard et al., 2014).

**Interdisciplinary challenges.** Despite the potential of CT as a problem solving skill to support any domain, evidence of skill transfer to learning outcomes in subjects other than computing and mathematics have yet to be substantiated at a school level (Denning, 2017; Doleck et al., 2017). Historically, there was also little evidence found in
the 1980s that learning programming with the introductory programming language Logo helped students’ math or general problem solving skills (Klahr & Carver, 1988). Therefore, it is currently unclear how CT in non-computing subjects will benefit learning outcomes in other domains at a school level.

Furthermore, instances Wing (2008) uses to illustrate how CT benefit other disciplines are often with high level ground breaking research: for example, sequencing the human genome through the shotgun algorithm. These examples provide instances where experts at the edges of known knowledge use computation to make advances in the science and engineering fields. Wing (2008) does provide possibilities where students already use aspects of CT in their everyday life, but concrete examples on how non-computing subjects can utilise this skill that support learning outcomes is in its infancy (Grover, 2018; Mannila et al., 2014). To help overcome this issue, Grover (2018) suggests a spectrum from low CT to high CT be established as a progression of learning of year levels in schools (yet to be published). Consequently, many have recommended more case studies are needed on the integration of CT with other subjects in regular school classrooms (Brennan & Resnick, 2012; Lye & Koh, 2014; Grover & Pea, 2013; Wing 2008).

Another major challenge for inexperienced students and teachers is knowing when it is appropriate to use CT. Papert (1980) originally promoted a rich variety of approaches to solving problems with CT being only one of them and advocated to select the most appropriate for the task. A danger exists with the promotion of CT for all subjects that it will be applied in inappropriate contexts without an experienced understanding of what it is and when it is useful. For example, isolating and putting data into algorithms can limit understanding in qualitative contexts (Blackwell, Church, & Green, 2008; Denning, 2017; Resnick, 2017). With the definition of CT being unclear, these methodological tensions are likely to cause issues in schools between CT and disciplinary thinking native to each subject (Tedre & Denning, 2016). However, many disciplinary metacognitive thinking skills likely share overlaps of reasoning and problem solving with CT (Grover,
Thus, the benefits that CT can offer each subject and year level need to be made clearer through more case study research at a school level.

2.1.4 Interdisciplinary links between music composition and programming. Webster (1990) believes that the creativity in music composition involves problem solving with sound, which creates a link between music and CT. Interdisciplinary CT with music composition and programming could offer many opportunities to support learning outcomes in both domains, with overlapping concepts like pattern recognition, abstraction, algorithmic thinking and decomposition (Aaron, 2016; Bell & Bell, 2018; Edwards, 2011; Ruthman, Heines, Greher, Laidler, & Saulters II, 2010). For example, counterpoint in classical music is the skill of constructing voices that are interdependent yet are independent in rhythm and contour (Fux, Mann, & Edmunds, 1971). Training in counterpoint has been developed as a widely used pedagogical tool in a book by Johann Joseph Fux called Gradus ad Parnassum (Fux et al., 1971). In this book, students progress through several ‘species’ as music composition exercises of increasing complexity and calculate intervals between notes within set rules for the development of harmonically strong polyphony. The thinking involved in intervallic calculation between voices is just one example that may develop transferable and overlapping CT skills in music composition. Another possible link was claimed by Leung (2004), who suggested that music composition requires effective metacognitive reflective abilities to develop and refine a piece of music to a high standard. Thus, it is possible that transferable and overlapping skills in CT can support learning outcomes in programming and music composition at a school level, which have yet to be substantiated in the literature.

The Sonic Pi platform. The Sonic Pi platform is open-source software designed to enable anyone to learn programming in an interdisciplinary way through coding music (Aaron, 2016). Sonic Pi was developed by Sam Aaron in collaboration with the Raspberry Pi team and has been reported to be downloaded more than 1000 times per week (Burnard et al., 2016).

To date, there has been a paucity of research on the teaching of Sonic Pi. However, student participants in three scenarios bound together in a research project
called *Sonic Pi: Live & Coding* (Burnard et al., 2014) has been conducted. In this study, experimental units of work were made into both formal (school music education classrooms in six-week blocks) and informal (a five-day summer school at a performing arts venue) learning environments. Burnard et al. (2016) found a synergistic relationship between music and programming, which also engaged the participant students to a high degree. Further positive reports claimed that learning in maths, music, CT and programming took place: “While coding and composing, students often didn’t even realize that they were learning mathematics and computational thinking in our environment” (Burnard et al., 2016, p. 347). However, it is unclear *what* students learnt and *how* these disciplines were assessed from the data gathered (observations, interviews, and student artefacts). Furthermore, a student voice of what they explicitly learnt in each domain was lacking in their reflections beyond general positive reports of increased enthusiasm and improvements to their learning (Burnard et al., 2014). If teachers in schools are to use the Sonic Pi platform for the assessment of learning outcomes linked with the curricula of DT and music, then an investigation of robust assessment practices in each domain using the Sonic Pi platform needs to be studied with a designed unit of work for this purpose.

Emphasis in these studies was placed on *live-coding*, where students made music in-front of an audience as a form of performance. Live-coding is a new activity for schools, however, it does not fit neatly into traditional assessments in music (because it is both composition and performance combined) and programming (because students are under pressure to *perform* to a set of requirements) (Burnard et al., 2014). Live-coding performance may become an overly stressful experience for an introduction to music composition and programming (Blackwell, McLean, Noble, & Rohrhuber, 2014). This issue could be avoided for beginners through first focusing on music composition for a non-performance based project.

**Music composition in middle school.** The current Music Curriculum (MC) was introduced in the year 2000, which helped to strengthen the place of music composition in schools (McPhail, 2012; MoE, 2000). However, many music teachers have had little
training and experience in composition (McPhail, 2012). Consequently, understanding on how to best teach creating the vast range of music styles is relatively underdeveloped at a school level relative to music performance. However, group music composition has been found as an effective way for students with little experience and confidence to engage in this creative activity (Thorpe, 2017). Cloud based technologies and phone applications have also revolutionised music composing to the extent that many consider it to be a recreational activity for young people outside of school (Aaron, 2016). Therefore, many students today may already be aware of common music making practices on computers.

A music composition software package on Apple computers called GarageBand® is being used in many schools in New Zealand as an introduction to making, recording, and arranging music on computers (Bolton, 2008). This software is partly intended as an easy introduction to music composition, which is available for free on Apple computers since 2004 (Väkevä, 2010). However, little research has been conducted on the best ways to align activities using GarageBand with the New Zealand MC. Thus, comparisons of studies between GarageBand and Sonic Pi on challenges and successes with both platforms to meet learning outcomes in the MC are difficult.

GarageBand comes with many pre-programmed sequences, pre-set effects, and loops that make it easier to get started in making digital music for those with no music training (Ricket & Salvo, 2006). Some music teachers describe the use of these pre-made resources in GarageBand as “just cutting and pasting”, “not a composition tool”, and “not composing” (Wise, Greenwood, & Davis, 2011, p. 126). However, others thought GarageBand allowed for more freedom and creativity because it was perceived as easier than traditional music notation software for composition (Wise et al., 2011). One major pedagogical benefit for music education that Sonic Pi has over GarageBand is it unlocks understanding of these pre-sets for making music on computers because students have to create these pre-sets from scratch themselves (Aaron, 2016; Aaron & Blackwell, 2013). Therefore, this notable benefit of Sonic Pi supports the motivation behind the DTC for students to become creators of digital technologies.
2.1.5 Conclusion. CT is being promoted as an essential skill because: (a) it is predicted to give a competitive advantage for the modern workforce; (b) in a similar way to the rationale behind teaching science in school, *intradisciplinary* topics related to computing (like artificial intelligence and algorithm design) are also generally useful to teach in schools because of the increasing importance of digital technologies in our daily lives; and (c) it highlights that programming involves more than demonstrating knowledge of programming syntaxes. However, definitional issues around CT create a lack of clarity in its scope and application at a school level. In particular, there are problematic debates over whether programming is essential to CT (Denning, 2017) and if transferable problem solving skills to non-computing subjects are possible (Mannila et al., 2014). However, commonly agreed upon elements of CT like abstraction, problem-solving, algorithms, and thinking from the literature review by Kalelioglu et al. (2016) provide some guidance for educators that are widely agreed upon.

Despite these definitional issues, the New Zealand Government has started the implementation of DTC in 2018 to be made compulsory for all schools and levels in 2020 (MoE, n.d.c). Insufficient teacher capability and time to upskill for these changes likely mean that the integration of CT will be implemented at a low standard, which may negatively influence the attitudes of teachers and students. Furthermore, literature on developing metacognitive skills in young people have previously indicated limitations, with development only beginning to be possible in the early adolescent years (Flavell, 1979). Therefore, more case studies on CT at a school level have been called for to understand these challenges more deeply (Denning, 2017; Lye & Koh, 2014; Grover & Pea, 2013).

There have been relatively few case studies at a school level on CT. Those found were conducted for a wide range of purposes and programming languages (Allsop, 2018; Kafai et al., 2014; Lye & Koh, 2014), which makes it hard to compare findings between them. However, patterns across these studies indicate students find the challenging CT concepts are variables, conditional statements, Boolean logic, functions, and events.
These challenges may also reinforce studies by Flavell (1979) that metacognitive skills only start to develop in the early adolescent years.

CT has the potential to benefit other disciplines, which may help increase participation from underrepresented groups in computing related professions. Increasing participation of underrepresented groups in computing will become essential as equitable issues are likely to become more of an issue in the future (Buolanwini, 2017; Garcia, 2016). Abbiss (2008) suggests broadening computing subjects to increase participation of girls in computing. CT being taught in an interdisciplinary way could become a key link to computing with other subjects to enable this wider scope. However, transferable CT skills in other non-computing subjects have yet to be substantiated at a school level (Doleck, et al., 2017; Harel & Papert, 1990; Tedre & Denning, 2016). Therefore, more case studies on how CT can support learning outcomes in other subjects at a school level are needed.

Another challenge with the implementation of the DTC in NZ, is that there is little information for educators on how to effectively assess the development of CT. However, Brennan and Resnick (2012) published a holistic approach to assess CT, with the addition of the practices and perspectives dimensions. This framework has also been recommended by Lye and Koh (2014) in their review of 27 studies on CT and used in a case study on CT by Kafai et al. (2014). However, CT was still found to be difficult to assess using traditional forms of assessment with a single test or project outcome (Allsop, 2018; Brennan & Resnick, 2012; Lye & Koh, 2014). Recommendations to use check-ins at multiple points and think-out-loud protocols provide suggestions for possible ways to overcome these issues (Lye & Koh, 2014). This CT framework by Brennan and Resnick (2012) is appropriate for assessing CT with the Sonic Pi platform because it shares the low-floor and high-ceiling design principle of Scratch (Aaron, 2016). For these reasons, the Brennan and Resnick (2012) CT framework and recommendations by Lye and Koh (2014) have been employed into the methodology of this thesis.

Interdisciplinary CT could support learning outcomes in programming and music composition with the Sonic Pi platform (Burnard et al., 2014), which may help to save
class time in school to deliver CT (Bell & Bell, 2018). However, a paucity of research has been conducted on Sonic Pi, which are also limited because they do not indicate what and how students were achieving learning outcomes in both subjects (Burnard et al., 2014). Furthermore, the focus on live-coding with Sonic Pi create assessment challenges (Burnard et al., 2014). Simply focusing on music composition could be a valid way to overcome these challenges. Thus, further case study research is needed to understand how CT can support learning outcomes in music composition and programming with the Sonic Pi platform.

Overall, this literature review on CT indicates research into interdisciplinary CT and Sonic Pi is not well understood at the school level. Therefore, robust case study research in a school setting is needed to help understand how to best implement the DTC in New Zealand. Consequently, this thesis proposes to expand the research on the Sonic Pi study by Burnard et al. (2014), and the research on CT reviewed by Lye and Koh (2014) with a mixed-method case study. Moreover, this literature review found the assessment framework by Brennan and Resnick (2012) provides an appropriate framework to assess CT with the Sonic Pi platform at a school level, which is employed as a theoretical framework in this thesis.

2.2 Literature on the Sub-Research Question

Studies on attitude recognise its importance as playing a crucial role in the aims of many educational endeavours relating to computing subjects (Özyurt & Özyurt, 2015; Başer, 2013; Kong, Chiu, & Lai, 2018). Fishbein and Ajzen (1975) defined attitude as feelings (positive or negative) towards behaviours that could affect aspects contributing in the success of a behaviour’s aim; for example, enjoyment, anxiety, and importance (Teo, 2007). Research from many disciplines for various educational contexts reinforce more broadly that students’ attitudes are a main factor affecting learning efficacy (Bovée et al., 2007; Özyurt & Özyurt, 2015; Teo, 2007). Moreover, a positive attitude may be critical around Years 7 and 8 in school because these years dominantly inform students’
enrolment choices in senior high school and university (Fronza et al., 2017; Grover et al., 2016; Margolis & Fisher, 2002).

More exposure to computers in middle school may lead to increased self-confidence (Teo, 2008), which could improve more positive attitudes towards computing subjects (Barron, Walter, Martin, & Schatz, 2010). The case studies conducted on Sonic Pi have reinforced this idea and generally indicated that it promoted positive attitudes in young people to music and programming both in and out of school contexts (Burnard et al., 2014; Cheng, 2018). For example, an interviewed student after experiencing a unit on Sonic Pi said “It [Sonic Pi] just makes people happy” (Burnard, et al., 2014, p. 19). However, no pre and post measures were collected, therefore, comparisons demonstrating how creative activities with the Sonic Pi platform helped to promote more positive attitudes in programming were not possible. The study was also conducted closely with the creator of Sonic Pi (Sam Aaron), thereby having a likely confirmation bias towards positive findings, which was found to be an issue for studies on the Logo programming language with the involvement of Seymour Papert (Klahr & Carver, 1988). Thus, more rigorous independent studies are needed to help understand the changes that may occur on attitudes towards programming as a result of exposure to Sonic Pi.

There are relatively few studies conducted for school-aged students when compared with studies at a university level on relating attitudes towards programming achievement (Başer, 2013; Karaci, 2016). The scope, rigour, and challenges of learning programming at a school level are vastly different to learning this skill at university level (Özyurt & Özyurt, 2015). Furthermore, studies on feelings towards computer programming have found it is commonly perceived as a complicated and unappealing skill to learn (Anderson et al., 2008; Margolis & Fisher, 2002). Many previous studies on measuring programming attitudes have largely focused on gender differences, with the majority reporting that males generally have more self-confidence that females (Başer, 2013; LaBouliere, Pelloth, Lu, & Ng, 2015; Papastergiou, 2008; Vekiri, 2010). This difference often results with males reporting more positive attitudes towards programming, which has been shown to be positively correlated to academic performance.
in programming with university students (Başer, 2013). Moreover, Cazan, Cocoradă, and Maican (2016) found that attitude towards computers is a significant contributing factor in the extent students use them for learning, which has been reinforced by Teo (2006; 2007). These studies collectively indicate that negative attitudes can be a barrier for young people learning to program on computers.

2.2.1 Measuring attitude. Reliable quantitative instruments measuring attitudes towards programming have not been widely developed and studied at a school level (LaBouliere et al., 2015; Kong et al., 2018). The majority of instruments used to measure attitudes towards computer programming are self-developed for university students, with few that have reinforced their validity and reliability in other contexts (Karaci, 2016; Özyurt & Özyurt, 2015). Furthermore, the studies on Sonic Pi by Burnard et al. (2014) only gathered qualitative post unit of work data from short semi-structured interviews with five students. Thus, a gap in the literature exists on reliable instruments for quantitatively measuring attitudes towards computer programming at a school level.

However, research on attitudes towards general computer usage has been studied relatively often in a variety of settings (including school-aged participants) with instruments that have found to be reliable (Cazan et al., 2016; Bovée, Voogt, Meelissen, 2007; Teo, 2006). For example, the computer attitude questionnaire developed by Knezek, Christensen, and Miyashita (1998) has been found to be reliable with the subscales enjoyment, importance, and anxiety (Teo, 2007;2006). These subscales can be defined as follows:

- enjoyment can be defined as the degree to which the student likes to work on computers
- importance can be defined as the perceived need for the present and future
- anxiety can be defined as the apprehension towards activities that involve computers (Teo, 2007).

These three subscales also link to Fishbein and Ajzen (1975) three attitude elements of affective (associated with the subscale of enjoyment), cognitive (associated with the subscale of importance), and conative (associated with the subscale of anxiety) (Teo,
Moreover, these subscales have been reinforced to be effective to measure computer attitudes for middle school students in South Africa (Bovée, Voogt, & Meelissen, 2007). Because programming in Sonic Pi involves a high degree of computer usage, using this established theoretical framework from questionnaires employing these subscales will help to ensure a valid and reliable instrument is created to measure changes in attitudes towards programming for this study.

2.2.2 The importance of creativity in programming. The development of students’ creativity is seen as important by many education experts (Davies et al., 2013; Kafai et al., 2014; Peppler & Kafai, 2009; Resnick, 2017; Vekiri, 2010). This is because the issues current students will have to work on in the future are likely to be large and complex, which will require creative approaches to solving problems (Resnick, 2017; Frey & Osborne, 2017). Creativity can commonly be defined as the making of both original and useful outcomes (Runco & Jaeger, 2012). In an educational context, Resnick (2017) suggests that creativity involves the novel connection of ideas that diverge from established solutions, which can be made from iterating through a creative learning spiral:

1. Starting an idea
2. Building prototypes
3. Sharing work and getting feedback
4. Running experiments
5. Revising these experiments based on feedback received (Resnick, 2017).

Moreover, activities that involve the freedom to be creative are said to help promote more positive attitudes as they enable students to align their interests and passions with the activity (Davies et al., 2013; Guzdial, 2003; Papert, 1980; Resnick, 2017; Vekiri, 2010). Thus, the creative activity of composing music with Sonic Pi could help to promote more positive attitudes to programming because it allows students to arrange and modify sound aligned with their intrinsic preferences through code.

However, educators need to be aware of romantic preconceptions of creativity with students (Glăveanu, 2018; Edwards, 2011). Idealist student preconceptions on
creativity may result in reduced self-confidence in learning when engaging with creative activities because of a perceived right way to do it. Resnick (2017) provides some guidance here for educators, where he promotes the task design principle of wide-walls, which aim for a diverse range of outcomes from students (rather than many similar outcomes). He states that if student outcomes are too similar, then the growth of creativity could be stunted as the walls or requirements of the task are too restrictive. Therefore, creative activities designed with a wide-wall principle will be beneficial to develop for the successful integration of the DTC. The Sonic Pi platform allows for a wide-walls principle because students can learn programming as a highly creative activity with the freedom to explore and experiment through making music with code (Arron, 2016).

2.2.3 Conclusion. Attitude has been established as important because it potentially influences the outcomes of educational endeavours (Fishbein & Ajzen, 1975). Students’ attitudes towards subjects in school is also especially important around Years 7 and 8 because it significantly impacts their direction in senior high school and university (Abbiss, 2008; Margolis & Fisher, 2002). However, previous studies on attitudes towards programming have predominantly been at a university level with self-developed instruments that focus on gender stereotypes (LaBouliere et al., 2015; Başer, 2013). Few reliable quantitative instruments on measuring programming attitudes have been developed at a school level (LaBouliere et al., 2015; Kong et al., 2018). However, attitudes toward general computer usage have been studied and found to be reliable with the subscales of enjoyment, importance, and anxiety (Teo, 2007). This framework has also found to be reliable multiple times in other contexts (Bovée et al., 2007; Teo, 2006), which could be adapted for a programming context at a school level for the purposes of this thesis.

Creativity is also being advocated as an important skill to develop in the future for increasing student interest and participation in computing subjects from more diverse groups (Resnick, 2017). The creative activity of making music with the Sonic Pi platform
may potentially improve more positive attitudes towards programming (Burnard et al., 2014; Burnard et al., 2016). However, Glăveanu (2018) warns educators of idealist preconceptions of creativity, which may influence students’ sense of self-confidence in creative activities. To counter this preconception, Resnick (2017) promotes the task design principle of wide walls that emphasises a diverse range of creative responses from students. Sonic Pi enables creative activities in programming with a wide walls principle through the diverse ways of making music compositions and enabling students to engage with their intrinsic preferences to select and arrange sound (Aaron, 2016). Thus, the creative activity of making music compositions through programming in Sonic Pi has the potential to improve more positive attitudes towards programming.

Studies have found positive attitudes towards programming were recorded from participants through exposure to Sonic Pi (Burnard et al., 2014). However, these findings are likely to be subject to confirmation bias because they were closely conducted with the creator of Sonic Pi, which was also discovered to be an issue when comparing findings for the Logo programming language with the involvement of Seymour Papert (Klahr & Carver, 1988). Additionally, no pre and post measures were collected in the study by Burnard et al. (2014), therefore, comparisons demonstrating how creative activities with the Sonic Pi platform helped to promote more positive attitudes in programming were not possible. Therefore, independent and rigorous studies are needed on Sonic Pi, which measure pre and post changes in student attitudes.

Overall, this literature review for the sub-research question suggests creative activities with the Sonic Pi platform have the potential to promote more positive attitudes towards programming. This potential may support the successful integration of the DTC in New Zealand. However, robust case studies on attitudes towards programming are lacking in the literature. Thus, this thesis hopes to expand our understanding through case study research on how the creative activity of music composition using Sonic Pi can promote more positive attitudes towards programming.
The two aims of this study were: (a) to determine how Computational Thinking (CT) can support Year 8 students’ learning outcomes in programming and music with the Sonic Pi platform (main question); and (b) to determine what extent the creative activity of music composition using the Sonic Pi platform can help to promote more positive attitudes towards programming (sub-question). To answer both questions, a mixed-method case study using an experimental unit of work designed by the researcher was used to frame the methodology of this research.

A key advantage of case studies is they can illuminate a detailed snapshot of reality (Cohen, Manion, & Morrison, 2011). A case study is an appropriate methodology for this research because it closely investigated a unit of work in a school classroom. The participants involved were volunteers in an existing compulsory Year 8 music class with 22 students (10 female and 12 male) and their music teacher. The research site was an urban state primary and intermediate school in a well-resourced music classroom with 25 desktop computers that could run Sonic Pi.

Creswell (2014) recommends case studies use a mixed-method approach to support the different strengths and weaknesses of both qualitative and quantitative methods. A mixed-method approach may also provide a higher degree of validity and reliability through the merging and triangulation of data. For these reasons, this case study used a mixed-method methodology to answer both research questions. Mixed-method methodologies are relatively new to educational research and were originally founded in psychology (Cohen et al., 2011). Creswell (2014) states that many terms have been used for this approach; for example: multimethod, integrating, and synthesis. Since then, mixed-method studies have developed in education research with its own distinguishable method of inquiry (Creswell, 2014).

The designed unit of work used an action research methodology. Cohen et al. (2011) state action research is about the improvement of a study's focus (with collaboration with its participants) to bridge the gap between research and practise. In this
thesis, the teaching methods and learning strategies designed for the unit of work aimed to improve the educational outcomes and experiences for the participants involved. However, the scope of this research is small and its main purpose is to increase understanding of both research questions. Cohen et al. (2011) recommend an eight stage workflow for designing and conducting action research, which was followed in this study (described under the following sub-headings in this Chapter).

3.1 Design of the Unit of work

The unit of work was developed by the researcher prior to selecting the specific participants for this research and designed for a class of beginner programmers and music composers at a Year 8 school level. It first adopted aspects from Phase 2 of the Sonic Pi Live and Coding Research Project (Burnard et al., 2014) in the following four ways:

- it was designed for Year 8 students
- it consisted of six one-hour and 40-minute lessons in their regular school music class with their music teacher
- it incorporated projects with students grouped in pairs
- it had a final presentation of students’ work.

Adopting these aspects enabled comparisons to be more easily drawn with the study on Sonic Pi by Burnard et al. (2014). Furthermore, the decision to focus on Year 8 students is reinforced with existing literature on metacognition, because early adolescence has been found as the age most young people start developing a skill like CT (Flavell, 1979).

Many positive findings were reported from the Sonic Pi Live and Coding study, but it was unclear specifically what and how the participants were learning (Burnard et al., 2014). Therefore, three major modifications and additions were made to align with the research questions in this study:

- learning outcomes were created that aligned with the new and revised Digital Technologies content (DTC) in the Technology learning area of the New Zealand Curriculum (NZC) and the Music Curriculum (MC) in New Zealand (NZ) for the main research question.
it integrated measures for assessing student attitudes towards programming for the sub-research question

- students focused on music composition (rather than live-coding performance).

The decision to focus on music composition was made because the pressure to perform with live-coding was likely to be a stressful experience for beginner students. For example, negative experiences were reported in the previous study on Sonic Pi where two female students said performing on stage was “a bit scary” because the boys “booed” the girls when their code did not work (Burnard et al., 2014, p. 23). Moreover, Burnard et al. (2014) found assessment challenges in using live-coding for traditional forms of assessment, which are difficult to align with the DTC. These issues can be avoided for beginners through a focus on music composition with the Sonic Pi platform instead.

After these considerations were made, the overall design of this unit of work employed the four principles of projects, passion, peers, and play advocated by Mitchel Resnick (Resnick, 2017). These principles could help with the successful integration of the DTC through making learning more meaningful and engaging (Petrie, 2018). Projects, passion, peers, and play were predominantly applied through a music composition brief students were assigned to complete by the end of the unit of work. Students worked on two music composition projects based on this brief (one individual and one in pairs).

**Pair programming and music compositions in pairs.** Pair programming has shown to be effective for sharing knowledge between students in middle school classrooms (Werner & Denning, 2009) and in higher education music technology courses (Moore, 2014). Moreover, CT thought processes were more likely to be revealed through student interactions if they worked in groups to help provide data for the main research question (Brennan & Resnick, 2012; Lye & Koh, 2014). The activity of pair programming has one student on a keyboard coding, while the other reviews their code (Werner & Denning, 2009). Additionally, group music composition has also been found as an effective way introduce music composition to students for those with less confident
music ability (Thorpe, 2017). Thus, this unit of work had students work on a music composition in pairs, which utilised these benefits of both pair programming and group music composition.

**Individual composition.** Each individual contribution in group work has been evaluated as difficult to assess and track (Van Aalst, 2013). Therefore, to more effectively track individual differences between students for the main research question, they were also assigned an individual music composition based on the same designed project brief. Student work from this project helped to understand if the set learning outcomes were able to be met by each student.

3.1.1 Project brief. The Level 4 DTC emphasise authentic projects for both strands (Ministry of Education [MoE], n.d.c). Resnick (2017) also recommend authentic projects be given to students to increase student engagement and interest in programming. The designed project brief had students create two music compositions for videos on topical issues facing the world today based on the United Nations 17 Sustainable Development Goals (SDG) (United Nations, n.d.). This authentic purpose of composing music in response to current events was intended to engage students in highly individual musical responses to the topics depicted in the videos.

Three video topics were chosen based on the 17 SDGs: climate change (goal 13), plastic in the oceans (goal 14), and the refugee crisis (goal 16). Because of the limited time assigned to this unit of work, videos were required to be between 1 and 2 minutes in length. Therefore, the videos were selected from short public service advertisements freely available on YouTube (www.youtube.com) featuring an aspect of the problem for each sustainability goal (see Appendix J for a links to these). In total, five videos were curated based on these topics from the organisations Greenpeace, UNICEF, and the United Nations Refugee Agency. It was not deemed necessary to seek permission to use these videos because they were not used outside of the classroom, not downloaded, and were freely available for the public to watch online.

The terms ‘project’ and ‘music composition’ will be referred to throughout this thesis. The term ‘project’ refers to the brief students were given (see Appendix B) and
‘music composition’ will refer specifically to the audio output from code students wrote in Sonic Pi.

**Algorithmic music.** Sonic Pi code is unique in comparison to traditional forms of music composition in popular genres (Burnard et al., 2016). The advantage for music composition through Sonic Pi is programming can leverage the computer’s power to execute algorithms (Edwards, 2011). Making music compositions through designing algorithms provides a deep link between music and programming (Burnard et al., 2014). As Edwards (2011) observes, algorithmic music composition has been in the Western music tradition for over a millennium. For example, a piece called Musikalisches Würfelspiel by Wolfgang Amadeus Mozart (1793) generates short compositions from harmonically compatible music fragments that are randomly selected with the roll of dice. Thus, an algorithmic style of music composition was made a focus of the unit of work through the design of the lesson tasks because of these links between music and programming.

### 3.1.2 Lesson tasks.

It was anticipated that technical problems could become an obstacle in the beginning lesson. Therefore, Lesson 1 introduced only a few simple commands that aimed to get students comfortable with the Sonic Pi platform. Three main tasks were then selected that were deemed appropriate for Year 8 beginners in music composition and programming. These tasks were the main foci in Lessons 2, 3, and 4 as follows:

- **Lesson 2:** This lesson focused on giving students the opportunity to make their own music scale (or ladder of notes). For this task, an interdisciplinary link with making a scale in music and learning about lists in programming was intended (see Lesson 2 of Appendix A).

- **Lesson 3:** The second major task engaged students in making algorithmic music with conditions and random number generators. Based on Lesson 2, students could creatively make algorithms that produced a potentially infinite variety of melodies and chords from the scale they made (e.g. the way windchimes make infinite variations within its scale or collection of notes).
• **Lesson 4**: The third and final task required students to sculpt their own electronic instrument or synthesiser with simple audio waveforms (sine, square, triangle). With this final task, features in the Sonic Pi platform were used to sculpt a waveform with its attack, release, sustain, and decay.

Lesson 5 was dedicated to students refining their music composition for a final hand in. Lesson 6 was entirely dedicated to the presentation and sharing of all final music compositions. Thus, the six lessons in the unit plan main activities can be summarised as follows:

1. Lesson 1: Get comfortable – Students get comfortable making a few sequences and loops in Sonic Pi
2. Lesson 2: Scales – Students create their own unique music scale (ladder of notes) that suits the mood of their chosen video
3. Lesson 3: Algorithms in Music – Students explored various ways to make algorithmic music with random numbers and conditional statements
4. Lesson 4: Synthesisers – Students created their own synthesizer (electronic instrument) from various waveforms (sine, triangle, square)
5. Lesson 5: Finalising each project – Students refine, finalise and hand-in both projects
6. Lesson 6: Showcase of all projects – All students’ music compositions are presented to the class

Except for Lesson 6, all lessons also planned the following activities:

• Revision of any previous concepts covered at the beginning of each lesson to aid learning retention and inform the teacher of student gaps
• Time for reviewing students’ music compositions and for students to give feedback to aid the process of refinement
- Large chunks of time for students to make their music compositions to ensure they had enough time to meet the requirements of project briefs
- Time for end of lesson quizzes and individual reflections before the end of class to inform the teacher of student understanding to aid refinement and optimisation of processes
- Time to introduce any new concepts through a class demonstration from myself to ensure new concepts were appropriately introduced to students
- Students were exposed to algorithmic music listening examples to help inspire and illustrate links between music and programming

After all lessons were sequenced with a progression of learning activities, students had an approximate total time of four hours over five lessons to complete their individual and group music compositions. A detailed view of this arrangement can be seen in the unit plan (see Appendix A, which includes links to all individual lesson plans).

3.1.3 Learning outcomes. Appropriate learning outcomes were then created to be in line with the main lesson activities and curricula links in the MC and DTC (see Appendix A). The process for designing learning outcomes was through identifying elements of Level 4 Curriculum Statements in both subjects (MoE, 2000; MoE, n.d.a) that could fit with achievable and appropriate outcomes by the end of each lesson. These learning outcomes were designed to: (a) develop understanding of programming and music composition through breaking down the skills and knowledge needed into achievable tasks for beginners; and (b) to help the development of their final music compositions. For example, a music learning outcome in Lesson 1 was “All students will compose a melody in Sonic Pi” (see Appendix A), which helped students to think about the CT concept of sequences in programming and melodies as a sequence of notes in music (which feature in both Curricula at Level 4).

3.1.4 Teaching the unit of work: pedagogy and teaching strategies. The teaching pedagogy of constructionism was adopted as recommended by Lye and Koh (2014) for the effective development of CT. In adopting this pedagogy, I aimed to guide students
through problems with targeted questioning, rather than providing answers and solutions. As recommended by Grover (2018), I also encouraged students to adopt a ‘thinking before doing’ approach as opposed to trial and error approach to solve problems.

A student directed style of learning like constructionism is most effective when it is scaffolded with guidance to aid understanding of new concepts with beginners (Kirchner, Sweller, and Clark, 2006; Schwartz & Bransford, 1998). Thus, the introduction of new programming concepts in this unit of work utilised a think out loud protocol recommended by Lye and Koh (2014). Live-coding is where someone types code in-front of an audience while voicing their decision-making out loud in real-time – thereby revealing their thinking and problem solving processes for others (Werner & Denning, 2009). This strategy has shown to be effective in demonstrating the process of developing algorithms (Rubin, 2013), which helps to unravel CT for students. This protocol was adopted to guide students with the understanding of new Sonic Pi syntax, programming and music concepts.

3.2 Data Collection

Three instruments and a measurement tool were designed to gather data to answer both research questions:

- pre (T1) and post (T2) unit of work questionnaires (see Appendix D and E)
- pre and post interviews (see Appendix H for interview guides)
- end of class quizzes and student reflections (see Appendix C)
- measurement tool as a marking rubric for all final music compositions (see Appendix B).

3.2.1 Pre and post unit of work questionnaires. Questionnaires are recommended to quickly gather data about participants (Cohen et al., 2011). Pre and post
unit of work questionnaires were designed for all participants and had three main sections.

1. The first section (pre-questionnaire only) gathered information about prior experiences in music and programming to help understand if participants’ previous experiences influenced results for both research questions.
2. Also for both research questions, the second section helped to assess changes in perspectives on music and programming.
3. Using a Likert scale, the third section’s purpose was to measure changes in attitudes towards music composition and programming to help answer the sub-research question. Likert scales are commonly used as a way to quantitatively measure intensity of responses from participants in educational research (Cohen et al., 2011).

The pre and post-questionnaires were modified minimally for the participant music teacher where they focused more on the teaching of both subjects, rather than the learning designed for student participants. All questionnaires can be viewed in Appendix D and E.

**The first section (pre questionnaire only).** Because participants’ prior experiences were likely to influence learning outcomes and attitudes, this section intended to provide some background perspective for both research questions. Design of the first section’s items included seven questions. The first question asked participants their name. Next, three questions followed that asked participants’ prior experiences in programming about:

- the length of their programming experience
- what programming language(s) they have used
- if they completed any programming projects.

Then, three items on prior music experiences asked:

- about previous music training and for how long this training was
- if they had made their own music before
- if they had made music on computers.
The second section (pre and post questionnaire). The second section had three items:

- The first two items asked students what their feelings were towards programming and music composition to help record changes in perspective for both research questions.
- The third item asked students if they thought programming can be creative to help assess individual thoughts towards creativity in programming for the sub-research question.

The third section (pre and post questionnaire). The reviewed literature found no reliable quantitative instrument that specifically measured attitudes towards programming for middle school students. To help structure this section, a related theoretical framework used by Teo (2007) on computer usage was adapted for this study because programming involves using a computer. This framework had the three subscales of enjoyment, importance, and anxiety to assess different factors that may contribute to an attitude towards using computers. Teo’s (2007) reliability estimates found that these subscales had internal consistency and acceptable intercorrelations. These subscales are also linked with the three components of attitude defined by Fishbein and Ajzen (1975) of affective (enjoyment), cognitive (importance), and conative (anxiety). With previous reliability to measure computer usage, these attitude subscales were considered appropriate to measure pre and post differences in programming and music for the sub-research question in this study. However, a self-confidence subscale was considered more relevant for the context of this research than the factor of anxiety because this study was about how students learn to program and compose music. Therefore, self-confidence replaced anxiety for one subscale from the original framework by Teo (2007). Thus, the three subscales of enjoyment, importance and self-confidence were used for this study.

The sub-research question asked to measure attitudes towards programming only. However, attitudes to music composition were also measured in this section to provide a comparison of similarities and differences with programming. This additional gathered data helped to reinforce the extent of the impact this unit of work had on attitudes for the
sub-research question. Thus, design of this section of the questionnaire included 18 items total that measured attitudes towards music composition and programming (nine for each subject). The pre and post questionnaire items for this section were identical.

*Questionnaire items to measure attitude.* Teo (2007) had between five to eight items for each attitude subscale. From the original questionnaire, only three relevant items for each subscale were selected to modify as to not take up too much lesson time. These three items were modified minimally and reworded to replace aspects of computer usage with *programming or coding* and music composition. For example “I enjoy doing things on the computer” (Teo, 2007, p. 132) was modified to “I think *programming or coding* is a lot of fun” (see Appendix D).

For all music items, the text “programming or coding” was replaced with “music composition” to measure student attitudes towards music composition. This consistency in the instrument for both subjects enabled a comparison to be made between them, which could help to assess the significance of the effect size.

For each subscale, there were two positively worded items and one negative (reverse coded) to reduce acquiescent and extreme response bias (Cohen et al., 2011). However, there is also evidence that reverse items can distort or be misinterpreted by participants (Weijters, Baumgartner, & Schillewaet, 2013), which is a potential limitation of this strategy. The following nine questions were asked for each subscale in programming:

*Enjoyment* subscale:

1. I think programming (or coding) is a lot of fun.
2. I think programming (or coding) is not enjoyable. *
3. I am excited to learn the skill of programming (or coding)

*Importance* subscale:

1. I think learning programming (or coding) skills are relevant for my future.
2. I can’t see the point in learning the skill of programming (or coding). *
3. I might want to study programming (or coding) in senior high school or university.

**Self-confidence** subscale:

1. I find (or might find) programming (or coding) easy.
2. Programming (or coding) can only be learnt by really intelligent people. *
3. I feel I know what kinds of activities are involved with programming (or coding).

* reverse coded items

The Likert scale used for this study was also modified from the original Teo (2007) to a six-point Likert scale (from a five-point scale). Six-point Likert scales have shown to be more reliable than 5-point scales in psychology tests (Chomeya, 2010). They also have the advantage of forcing the participant to choose if their attitude towards a given question is positive or negative (Cohen et al., 2011). Thus, the Likert scale used for this section of the questionnaire had six-points as follows: 3 = Strongly agree; 2 = Moderately agree; 1 = Slightly agree; -1 = Slightly disagree; -2 = Moderately disagree; -3 = Strongly disagree.

**3.2.2 Pre and post interview guides.** Interviews are an effective way to gather data for descriptive insights from participants’ perspectives (Taylor, Bogden, & DeVault, 2016). All interviews intended to provide rich descriptions (not provided in the other forms of data gathered) of participant experiences and their learning to help inform both research questions. The music teacher and five pre-selected student participants were invited for a pre and post semi-structured interview with myself (see Appendix H for all interview guides). Pre-selector of the five interviewed students were based on recommendations by the participant music teacher (Zach) because they were students
likely to provide in-depth responses from both genders. All interviews were audio recorded and took place in the music classroom on the research site.

Pre-unit of work interviews were designed to take a maximum of 10 minutes for the five selected students and 15 minutes for the music teacher. All post-unit of work interviews were designed to take 5 minutes longer than pre interviews because of the need to reflect in-depth on what happened in the unit of work. As recommended by Cohen et al. (2011) in a semi-structured interview approach, each item could follow with questions related to each interviewee’s response. As all interviews were designed to be semi-structured, question items were intended as a flexible framework for the interviewer.

**Student pre-unit of work interviews.** Student pre-unit of work interviews took place during lunchtime in the week before the delivery of the unit. The questions were structured as follows (see Appendix H):

1. The first three questions were related to the three subscales that were used to measure attitude in the questionnaires for the sub-research question (enjoyment, importance, and self-confidence). These questions were asked to record rich descriptions of existing attitudes towards music composition and programming, which the questionnaires could not provide through responses to a Likert scale. For example, students were asked “Can you describe your feelings towards programming?” Follow-up questions on specific aspects that contributed to their enjoyment or displeasure were then asked.

2. Next, student interviewees were asked if they thought programming or coding can be creative and if they thought of themselves as creative. These questions were to help inform if students had pre-existing mental barriers about the creative activity of music composition with Sonic Pi for both research questions.

3. If the interviewee had prior experience composing music or programming, the last prepared question asked students to describe these experiences and their feelings towards them. The purpose of these questions was to understand a more in-depth
perspective on pre-existing attitudes towards programming and music for the sub-research question.

**Student post unit of work interviews.** After the unit of work’s final lesson, the same students who participated in the pre-unit of work interviews participated in the post-unit of work interviews. Design of the questions were structured in three main parts:

1. The same questions for the pre-unit of work interview were asked so that a comparison could be made (albeit questions relating to prior experiences were not asked a second time).
2. They were asked for their thoughts on the unit of work and programming with Sonic Pi in music class (if students had prior experiences before the unit of work, they were asked to compare both experiences).
3. Questions were asked on pre-selected saved files from their projects that were loaded on a computer in the interview to help capture CT processes, as recommended as a data gathering strategy in studies on CT (Brennan & Resnick, 2012; Lye & Koh, 2014). Code blocks from saved files were selected based on: (a) their potential to inform a dimensions and elements of Brennan and Resnick’s (2012) CT assessment framework; and (b) understanding of associated learning outcomes.

The first and second parts of this interview were to help answer the sub-research question on attitudes towards programming. The third part intended to capture what
extent students were able to describe their CT for the main research question, which included questions like:

- “Tell me what’s going on here?”
- “Step me through how each line of this code block works”
- “What does this code block do exactly?”
- “Why did you decide to have this sound/pattern?”
- “What did you struggle with the most?”
- “What did you tinker with the most, why?”

**Pre-unit of work interview with the participant music teacher.** The pre-unit of work interview with the participant music teacher (Zach) took place after a one-hour session with me that intended to prepare him for the teaching phase of the unit of work. The information gathered from this interview intended to inform both research questions. The overall design of the questions were structured in four parts:

1. Background experience and training in music and programming to help understand his perspective in both subjects.
2. Questions similar to the pre-unit of work interviews with students were asked on the subscales (enjoyment, importance, and self-confidence) to help understand his attitude towards programming. However, they focused on teaching rather than learning programming and music composition (in the student interviews).
3. He was asked if he thought programming can be creative and if he thought of himself as a creative person to help understand his predisposition towards engaging with the creative activities in this unit of work.
4. Finally, he was asked about what predictions he would make about the potential successes and challenges this unit of work may have to help understand his predisposition towards the unit of work.
**Post unit of work interview with the participant music teacher.** The post-unit of work interview with Zach took place on the day of the final lesson in a non-teaching period he had. It was structured in four parts:

1. Attitude towards teaching programming were asked again on the three subscales.
2. Again, Zach was asked if he thought programming can be creative and if he thought of himself as creative.
3. His predictions were quoted back to him from the pre-unit of work interview about potential successes and challenges of the unit of work. He was asked whether he thought these predictions turned out to be true, and why.
4. Zach was asked about his confidence levels in teaching a unit on Sonic Pi and if he intends to plan a unit with Sonic Pi in the future.

The answers to the first three parts were compared with answers in the pre-unit of work interview. Results from these comparisons were intended to help inform answering both research questions from another teacher’s perspective. The final question helped to inform the potential implications of this study in the participant music teacher’s willingness to plan a unit on Sonic Pi.

**3.2.3 End of class quizzes and reflections.** All students took part in quizzes and reflections 20 minutes before the conclusion of Lessons 1-5 (see Appendix C). Lesson 6 instead was dedicated to the presentation of all projects where a reflection only (no quiz) on evaluating all project work and the unit of work itself took place. With a provided hyperlink, all quizzes and reflections were to be completed individually in class and submitted digitally.

**Reflections.** The purpose of student reflections was to provide qualitative snapshots of how students were using CT (for the main research question) and what aspects in each lesson they liked/disliked (for the sub-research question). Because of time restrictions, all reflection questions were designed with a short-answer format. Lessons 1-5 had three items for students to answer:
1. What did you struggle with the most today? If something didn't work, how did you get it working?

2. How do you think your piece could be further developed? How do you think you would go about this?

3. What did you like most about today? Was there anything you disliked or were surprised about?

The first two questions for Lessons 1-5 aimed to help inform the main research question so that qualitative snapshots of each lesson is provided on how students developed their projects. The third reflection question aimed to gather information on how students felt about each lesson, which intended to inform the sub-research question on student attitudes.

The final reflection in Lesson 6 had two questions to evaluate the unit of work as a whole. First it asked “What parts or aspects of your projects did you tinker with the most?” to help inform the main research question; second, it asked “What did you like/dislike most about the whole unit of work? What were you most surprised about?” to help inform the sub-research question.

**Quizzes.** The purpose of the quizzes was to help provide another indication that students could use CT to understand the skills and knowledge required for the learning outcomes set in each lesson. These quizzes emphasized the understanding of: (a) all elements in the CT concepts dimension (see Table 2); and (b) the CT practices element of testing and debugging from the Brennan and Resnick (2012) framework. The other CT dimensions and elements were considered not practical (e.g. being incremental and iterative) to test in a 10-minute quiz at the end of class for beginners.

The quizzes were designed to be ‘open-book’ where students could look up the internet or documentation and test answers with Sonic Pi before submitting them. This open-book design intended to emphasise the testing of CT (as opposed to memorisation of concepts) to help inform the main research question. However, they were completed
individually under typical quiz conditions where communication (except with the teacher to help understand the question) and collaboration between students were both prohibited.

This unit of work was conducted in a general music class setting with students who already had lessons in music. Therefore, it was considered that more content was needed to be covered for programming. For this reason, the whole unit of work had a total of 50 quiz items (30 for programming and 20 for music). For each lesson, there were six items assigned to programming learning outcomes and four for music.

All quiz items were multiple-choice and had only one correct response. The multiple-choice design enabled students to be asked more questions in a shorter space of time, which reduced the amount of writing they needed to complete at the end of each lesson. They were simply marked with one mark for each question with a total of 10 marks per lesson (six for programming and four for music).

*Programming quiz items.* As mentioned, the programming question design for quizzes in Lessons 1 to 5 were designed to be aligned with the set learning outcomes in each lesson. For example, a programming learning outcome in Lesson 3 was “All students will understand how to use conditional logic (if/else) in Sonic Pi”; quiz questions for this lesson included the interpretation of code with if/else statements to predict what the resulting output may be (see Appendix C, Quiz 3). In summary, the six programming questions were in the following format and order for each quiz:

1. Understanding key Sonic Pi commands
2. Find the syntax error in a block of code
3. Selecting the right description of a code block
4. Debugging a code block (a) so it sounds as intended (according to a given description) with an audio reference
5. Debugging a code block (b) so it sounds as intended (according to a given description) with an audio reference
6. Sequencing the logical order of Sonic Pi code.
Music quiz items. Music question design for quizzes in Lessons 1-5 focused on the set music learning outcomes in each lesson. All questions had students listen to audio excerpts to identify different music composition and production concepts by ear, which is a core skill to develop for music students (MoE, n.d.b). The four music questions used the following format and order in each lesson:

1. Identifying different sounds (e.g. identifying the highest or lowest note)
2. Identifying compositional devices by ear (e.g. repetition or ostinatos)
3. Identifying the difference between two sounds (e.g. trumpet and synthesizer)
4. Questions on synthesiser or audio effect manipulation (e.g. attack and sustain).

3.2.4 Measurement tool. To measure the success of students’ final music compositions, a Structure of Observed Learning Outcomes (SOLO) Taxonomy (Biggs & Collins, 1982) was used as an assessment framework to design a suitable marking rubric. The SOLO Taxonomy has shown to provide a simple and reliable model to assess understanding of learning outcomes in project-based work (Biggs & Collins, 1982; Chan, Tsui, Chan, & Hong, 2002) and is also recommended to assess CT for a programming context (CSER, 2017; Kallia 2017; Seiter, 2015). There are five levels of understanding in this model from minimal understanding to advanced levels:

1. Pre-structural grade is given for project work that does not address the project brief.
2. Uni-structural grade is given when few disconnected and limited aspects are provided of the project.
3. Multi-structural grade is given when there is evidence of several aspects of the project, but are disconnected as a whole.
4. Relational grade is given when their evidence of aspects of the project are coherent and linked, which collectively provide a deeper understanding of the brief as a whole.
5. *Extended abstract* grade is given when a new conceptual understanding of the project is evidenced. (Briggs & Collins, 1982)

The purpose of the marking rubric with the SOLO framework was to grade students' final music compositions (see Appendix B). The core learning outcomes set in Lessons 2 (making a scale), 3 (making a musical algorithms) and 4 (making a synthesiser) for music and programming were mapped onto the rubric and written based on the SOLO Taxonomy levels of understanding. Thus, students who received higher grades achieved a higher level of understanding of the set learning outcomes. For example, a programming learning outcome in Lesson 4 was “all students will create their own personalised synthesiser”, which is reflected in the marking rubric for each SOLO level as:

1. *Pre-structural*: “No attempt or synthesiser has bugs that prevent it from running”
2. *Uni-structural*: “A functioning synthesiser has been created but with little refinement and exploration”
3. *Multi-structural*: “A synthesiser has been created which manipulates a waveform in some way”
4. *Relational*: “A synthesiser has been created which demonstrates creative sculpting of waveforms with attack, release, sustain and decay”
5. *Extended Abstract*: “Obvious demonstration of creative exploration, refinement, and optimisation in final outcome” (see Appendix B).

**Grading of projects.** A final overall grade based on this rubric for both music and programming was given for each music composition (see Appendix I). This made a total of four grades for each student based on the two music compositions they completed. The final music compositions were graded holistically, meaning they could be strong in one criterion in the rubric to compensate for another that may be weak. However, the majority of the criteria were required be at the level of the grade awarded. Thus, these grades give
some indication of the extent students were able to *integrate* the learning outcomes in Lessons 2, 3 and 4 for music and programming into a project.

### 3.3 Procedure

On the 14\(^{th}\) of March 2018, ethical approval was granted from Educational Research Humans Ethics Committee ERHEC to commence the study. At this stage, a possible research site and participants had already been established from a professional contact I previously had. This professional contact was the participant music teacher in this school (Zach). Zach introduced the research to the school’s principal and made the initial negotiations to gain approval to conduct this research (see Appendix G for all information sheets and permission forms). After a series of meetings with the school’s principal and this music teacher, permission was officially granted from the principal (April 2018) to conduct the research. Formal permission was also given at this point from the participant music teacher to participate in the research. Thus, six lessons were then planned to be conducted on Wednesday and Friday mornings between 8:50am and 10:30am over three weeks in Term 2, 2018.

Next, all students and parents gave permission after their music teacher distributed information sheets and permission forms before the unit of work took place. On these permission forms, students and parents had the opportunity to raise issues or questions. No issues or questions were noted. All student participants were also invited to participate in a semi-structured pre and post unit of work interview. Ten students agreed to be selected that also had parental permission to be interviewed. Five students were selected from recommendations by Zach from this group that were likely to give rich descriptions of their experiences and for a gender balance (see Section 3.2.2 in this Chapter). Finally, Zach and the school informed the staff, participant students and their parents that this unit of work and research was to go ahead on the planned dates.

**3.3.1 Participants.** The sample of participants for this case study were volunteers in a compulsory Year 8 music class with 22 students (10 female and 12 male) and their music teacher. I led the teaching of the unit of work and the music teacher (pseudonym
Zach) primarily was there to support students where he could at all times during lessons. Zach was included as a participant because there was mutual interest for him to help inform the study from another teacher’s perspective and as a professional development opportunity for him. The majority of students were from a Pākehā or New Zealand European descent (15/22). Other ethnicities included two Indian, two Chinese, one German, and two Samoan. As informed by Zach, no student had special needs and language issues. The pre-unit of work questionnaire revealed that:

- ten students reported prior programming experience before starting this unit of work in Scratch (five students) and Python (five students)
- eight students received (or had received) specialist music instrument training within a time range of one term to three years
- four students indicated that they had created their own music
- Sophia and Charlotte (pseudonyms) indicated they had prior experiences making music on computers.

Because no student had prior experience with the novel way of programming music with Sonic Pi, the unit of work was not modified or adapted to the students after learning assessing the prior experience of students in the pre unit of work survey.

**Student interview participants.** Five students were selected to take part in pre and post unit of work interviews (see Section 3.2.2 in this Chapter for the selection process). The selected students were given the pseudonyms: Sarah, Sam, Norman, Laura, and Ben. Table 1 provides information that was indicated from the pre-unit of work questionnaire prior to it starting.
### Table 1

*Background information gathered about the interviewed students*

<table>
<thead>
<tr>
<th>Student’s pseudonym</th>
<th>Prior programming experience</th>
<th>Learnt a musical instrument</th>
<th>Had composed music before</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sam</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Norman</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Laura</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Ben</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Sarah</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
</tbody>
</table>

**The participant music teacher (Zach).** As informed in the pre questionnaire and interview, Zach had been teaching music for over 20 years in this school. His experience in teaching and playing music has focused on piano and singing performance for approximately 30 years. He reported that he had not composed or produced music before. Consequently, he did not focus on these skills in the music classes he teaches. Zach indicated he was positive about linking music composition and programming using Sonic Pi before the unit of work because he thought it was a “… really interesting way to compose and integrate the DT [Digital Technologies] curriculum with creative outcomes” (Zach, ti, 04/05/2018). He also said that it could be “very popular” (Zach, ti, 04/05/2018) for some students.

**3.3.2 The unit of work procedure.** The unit of work was conducted in three phases: (1) preparatory phase, (2) teaching phase, and (3) reflection phase. Brief descriptions of each phase is provided in the following paragraphs to illustrate how the designed unit of work unfolded. All participants were present for the majority of the
study, and no major aberrations from the unit of work’s original design needed to be made.

**Preparatory phase.** The first phase was conducted on the 4\textsuperscript{th} of May 2018 in the assigned music classroom. First, I introduced myself and the unit of work to the class. Next, I explained each question in the pre-unit questionnaire they were about to complete. No questions were raised by any participant after giving them an opportunity to do so. Everyone individually completed the pre-unit questionnaire (including the participant music teacher) through a provided link on the computers stationed in the classroom. Pre-unit interviews were then conducted with the five selected students in their lunchtime that day. Next, one hour was spent with Zach afterschool to prepare him for the unit of work where we went over the practicalities and technical setup. Zach was told only to learn with and support students where he could. The pre-unit interview with Zach followed immediately after. All participants were present and all completed the measures for the first preparatory phase, which included the collection the following data:

- Student pre-unit questionnaire ($n = 22$)
- Five student semi-structured interviews ($n = 5$)
- Teacher (Zach) pre-unit questionnaire ($n = 1$)
- Teacher (Zach) semi-structured interview ($n = 1$).

**Teaching phase.** The second phase lasted from the 9\textsuperscript{th} of May to the 25\textsuperscript{th} of May 2018 with two scheduled lessons each week on Wednesday and Friday between 8:50am and 10:30am. No major technical issues or other interruptions were encountered throughout the whole unit of work. Two students were absent on Lesson 2 (James and Aiden), one on Lesson 3 (Sophia), and two on Lesson 4 (Aiden and Ava). The handling of the missing data for these students is explained under Section 3.4 in this Chapter. Absent students were able to catch-up missed lessons with the help from myself, Zach and other classmates.

Post-lesson reflections from myself were conducted for 30 minutes after each lesson, where observations were noted from the perspective of: (1) participant researcher;
(2) teacher of Music and Digital Technologies (DT); and (3) learning designer. These reflections observed any details about all participants relevant to answering the research questions in this study, for example: engagement levels, relevant discussions, and observed differences between students. These reflections contributed to answering the main research question and sub-question through providing qualitative perspectives of how the unit of work unfolded. All students that were present in each lesson completed the set work and had completed the set questionnaires, quizzes and reflections. This phase included collecting the following data:

- Post-lesson reflections \( (n = 22) \)
- Student reflections \( (n = 22) \)
- Student in-class quizzes \( (n = 22) \)
- Student digital artefact folders consisting of all saved code \( (n = 22) \)

* Student absences meant that there were lower numbers for these measures in Lessons, 2 \( (n = 20) \), 3 \( (n = 21) \), and 4 \( (n = 20) \).

**Reflection phase.** The reflection phase was conducted on the day of the final lesson (25/05/2018), which involved questionnaires and interviews of all participants in the music classroom. All participants were present and completed the questionnaires and interviews for this phase, which included the collection of the following data:

- Student post-unit questionnaire \( (n = 22) \)
- Five student semi-structured interviews \( (n = 5) \)
- Teacher (Zach) post-unit questionnaire \( (n = 1) \)
- Teacher (Zach) semi-structured interview \( (n = 1) \)

As recommended by Cohen et al. (2011), member checks were also conducted with all interviewed participants. Once transcribed, interview transcripts were sent to each interviewee electronically by email. Participants had the option of requesting a meeting with me on an arranged date or sending through corrections or modifications within a week. No participant returned or requested any changes.
3.4 Analysis

A convergent parallel mixed-method analysis approach was employed in this project, where each measure was first analysed separately then merged together (Creswell, 2014). This systematic merging of data compares all results with a side-by-side comparison to see if they confirmed or disconfirmed each other. Once all data had been gathered, the process for analysis commenced in four stages for both research questions:

1. All raw data was prepared for analysis (transcribing interviews, marking quizzes, and grading projects).
2. An analysis process suited to each data type and research question was executed.
3. Data was systematically triangulated for similarities and differences (according to the convergent parallel mixed-method design for analysis).
4. The resulting findings were arranged according to their significance and selected to be presented in Chapter 4.

As stated by Cohen et al. (2011), these stages were non-linear and repetitive as regular checking between raw data and my interpretation was necessary to maintain a high degree of accuracy. After the first preparation of data phase was completed, the formal analysis of each measure for each research question began (stage 2).

3.4.1 Analysis of quantitative data. As recommended by Cohen et al. (2011), a quasi-experimental single-case design for the quantitative components was used for this project when studying a single-case its natural setting. This approach was chosen because this case study experiments with a new way of learning in a real teaching environment of a selected school (as opposed to a random sample in a controlled environment).

As mentioned, no missing data cases were discovered from participants who were present in lessons. However, two students were absent on Lesson 2 (James and Aiden), one on Lesson 3 (Sophia), and two on Lesson 4 (Aiden and Ava). According to McKnight, McKnight, Sidani and Figueredo (2007), numerical missing quiz data points can be averaged from a participant’s previous and next data points. This strategy was employed for all student absences, which covered all missing quantitative data cases in
this study (individual lesson quiz scores) as no student was absent for more than one
lesson in a row. All missing qualitative data cases were left blank as recommended by
Taylor et al. (2016).

After all numerical data was analysed and filled in for missing cases, it was
imported into Microsoft Excel and SPSS for statistical analysis. Descriptive statistical
calculations (mode, mean, median, minimum and maximum scores, range, variance, and
standard deviation) were calculated according to each instrument’s design. According to
Cohen et al. (2011), correlations can also be made to understand interrelationships
between numerical data. However, with only 22 student participants, quantitative analysis
cannot make inferences and predictions. Where possible, correlations between different
numerical measures were calculated to inform both research questions (described in the
following sub-headings).

**Main research question quantitative analysis.** A one-way repeated-measures
Analysis of Variance (ANOVA) was calculated for the quiz scores as recommended by
Cohen et al. (2011). ANOVA tested if a null hypothesis indicated no change in
participants’ quiz scores in Lessons 1-5 and if there was statistical significance between
different individual quiz scores.

Correlations between grades were also calculated between the music composition
and programming grades. These calculations were made to see if the subject grades
between music and programming were related. Correlations between quiz scores and all
project grades were also calculated. These calculations were made to see if students who
received high (or low) grades in their music compositions correlated with high (or low)
quiz marks.

**Sub-research question quantitative analysis.** The sub-research question was
measured with the quantitative data gathered in section 3 from the pre and post
questionnaire items (18 total). Each questionnaire item in this section was assigned a
numerical value from negative 3 to positive 3 for each option on the Likert scale. For
each subscale, three questionnaire items were added together and divided by three to
create an average score for each student. Thus, each student had a mean attitude score for
each subscale (enjoyment, importance, and self-confidence) for both pre and post questionnaires in music and programming. These calculations created a total of 12 mean scores for each student in music and programming (see Appendix I for student results).

As recommended by Posten (1984), dependent samples $t$-tests are a robust way to test the null hypothesis that the pre and post questionnaires attitude means were equal. A dependent samples $t$-test was performed on each subscale (enjoyment, importance, and self-confidence) for programming and music. As recommended by Dowdy, Weardon and Chilko (2004), Cohen’s $d$ estimates were then calculated to compare if the effect sizes reinforced results from the dependent samples $t$-test.

Correlations for music and programming were calculated between overall attitude mean scores (between all subscales) and total quiz scores over the whole unit of work. Moreover, these means were correlated with individual project grades. The similarities and differences between these calculations were assessed to see if these attitude scores correlated with grades or quiz scores. According to Dowdy et al. (2004), a risk of multicollinearity can occur when there is a linear relationship among two or more independent variables with a variance inflation factor (VIF) above 5. Thus, multicollinearity were also calculated to see if correlations between subscales were affected.

**3.4.2 Analysis of qualitative data.** Hsieh and Shannon (2005) recommend a directed content analysis approach when qualitative data is categorised according to predetermined coding schemes. For both research questions, all qualitative data was analysed using a directed content analysis approach to align the findings with reliable frameworks for CT (main question) and attitude (sub-research question).

The same process for analysis was conducted for both research questions. First, the data was read multiple times and analysed for evidence on each predetermined code. Next, strings of text were identified and appropriately categorised under each predetermined code. As recommended by Hsieh and Shannon (2005), all qualitative data not able to be categorised with these codes were analysed to determine if any new codes
emerged. However, no new categories were discovered for both research questions throughout this analysis process.

Once all raw qualitative data had been categorised, thematic analysis was used to identify and describe emerging patterns across the data under each code as themes. Thematic analysis allows researchers to find common themes for an interpretation of qualitative data to explain its significance (Cohen et al., 2011). In an iterative way, patterns across the categorised data were identified to generate themes across the data (Cohen et al., 2011). During this process, constant comparison with the raw data was employed so that the original context of each measure was not lost. The qualitative themes drawn using this approach were then compared with the quantitative data in accordance with the convergent parallel mixed-method design (Creswell, 2014).

**Coding scheme for the main research question.** The coding scheme for the main research question used the dimensions and their elements from the Brennan and Resnick (2012) CT assessment framework (see Table 2). This framework has been chosen because it was designed for young beginners with Scratch (a popular introductory programming language), which is similar to Sonic Pi with its low floor and high ceiling design (Arron, 2016). Moreover, this CT framework has been used to analyse CT in multiple studies at a school level by Lye and Koh (2014). Lye and Koh (2014) also recommend using a coding scheme to illuminate the different phases of the testing and debugging process, which was employed in the analysis for the testing and debugging element.
Table 2

*Brennan and Resnick (2012) CT Assessment Framework*

<table>
<thead>
<tr>
<th>Computational concepts</th>
<th>Computational practice</th>
<th>Computational perspectives</th>
</tr>
</thead>
<tbody>
<tr>
<td>● sequences</td>
<td>● incremental, iterative and adaptive</td>
<td>● expressing</td>
</tr>
<tr>
<td>● loops</td>
<td>● testing and debugging – with sub-coding scheme recommended by Lye and Koh (2014)</td>
<td>● connecting</td>
</tr>
<tr>
<td>● conditionals</td>
<td>● reusing and remixing</td>
<td>● reflecting</td>
</tr>
<tr>
<td>● operators</td>
<td>● abstraction/modularisation</td>
<td></td>
</tr>
<tr>
<td>● data</td>
<td></td>
<td></td>
</tr>
<tr>
<td>● parallelism</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Brief descriptions of each CT dimension and their elements are provided as follows:

*Computational concepts.* The dimension of CT concepts by Brennan and Resnick (2012) highlighted *sequences, loops, events, parallelism, conditionals, operators,* and *data,* which are identified as core transferable programming concepts that can be applied to many programming languages. These CT concepts were also a focus in the analysis of all students’ digital artefacts to help understand the extent and the complexity they were used.

*Computational practices.* Computational practices focus on *how* students think and learn computationally (Brennan & Resnick, 2012). There are four elements that make up this dimension:

1. Being incremental and iterative: This element is defined by Brennan and Resnick (2012) as an “adaptive process, one in which the plan might change in response to approaching a solution in small steps” (p. 7). In this unit of work, students were incremental through listening and reflecting on regular audio output in their project development. They also reflected in each lesson and gave feedback as a form of iteration.

Lye and Koh (2014) proposed using a modified framework which is based on general problem solving by Polya (1957) and further modified by Klahr and Carver (1988) as a coding scheme to help assess the testing and debugging element of the computational practice dimension. Lye and Koh’s (2014, p. 58) four categories were employed as a coding scheme in my analysis, which consisted of: (1) understanding the problem, (2) devising a plan, (3) carrying out the plan, and (4) reviewing the plan.

3. Reusing and remixing: This element is defined by Brennan and Resnick (2012) as “building on other people's work” (p. 8). Students were encouraged to reuse and remix to creatively explore possibilities for their music compositions.

4. Abstracting and modularizing: Abstracting and modularising is defined by Brennan and Resnick (2012) as “building something large by putting together collections of smaller parts” (p. 9). Students regularly abstracted and modularized musical ideas through building up layers of sound and algorithms in the development of their music compositions.

Computational perspectives. Computational perspectives focus on the shifts in perspective observed in young people as they develop their computational thinking (Brennan & Resnick, 2012). Brennan and Resnick (2012) describe three elements that make up this dimension:

1. Expressing: the CT perspectives element of expressing is defined by Brennan and Resnick (2012) as “something they can use for design and self-expression” (p. 10). In this unit of work, students expressed themselves through the creative activity of developing music compositions with Sonic Pi.

2. Connecting: the CT perspectives element of connecting is defined as learning which is enriched through “interactions with others” (Brennan & Resnick, 2012, p. 10). In this unit of work, students regularly connect with each other through: the development of their group projects in pairs,
feedback sessions in each lesson, class and group discussions, and sharing of ideas.

3. Questioning: Brennan and Resnick (2012) define the CT perspectives element of questioning as how students “feel empowered to ask questions about and with technology” (p. 11). Students were regularly encouraged to ask questions through: class and group discussions, sharing of ideas, and group project work. Additionally, the teaching pedagogies employed in this study intended develop a student voice in students’ learning processes.

**Coding scheme for the sub-research question.** The sub-research question used the three attitude subscales employed by Teo (2007) as a coding scheme for the sub-research question (enjoyment, importance, and anxiety). These subscales are defined by Teo (2007) as follows: enjoyment means “enjoyment or liking” (p. 128); importance is “perceived usefulness” (p. 127); anxiety as “students' confidence” (p. 128). This framework to measure attitudes was employed in this study because: (a) there was a lack of reliable instruments to measure programming attitudes at a school level; (b) the attitudes subscales in the study by Teo (2007) were shown to be reliable to quantitatively measure them; and (c) the instrument could be easily adapted for a programming context at a school level. In this thesis, anxiety was modified to self-confidence because this focus was considered more appropriate to measure students’ attitudes towards programming.

**3.4.3 Triangulation of data.** According to Cohen et al. (2011), triangulation can be used to explain the complexity of human behaviour in a more descriptive and reliable way than what might result from a single research method or source. Multiple information sources and analyses can also be used to confirm or challenge the legitimacy of the findings (Creswell, 2014). Triangulation was embedded in the range of data
collected, which was used to help both validate and describe answers to the research questions in a more comprehensive and robust manner.

In accordance with the convergent parallel mixed-method design employed in this study, triangulation was achieved through the systematic comparison of findings with all other relevant measures to inform, reinforce or challenge results. Additionally, methodological triangulation was embedded in the research design as recommended by Cohen et al. (2011) to help confirm and disconfirm data, which was utilised in a variety of ways, for example:

- end of lesson student reflections recorded the same questions on five different occasions (before the end of Lessons 1-5)
- five students were interviewed both before and after the unit of work to record a rich variety of responses based on the same interview protocols
- the music teacher pre and post interviews were triangulated with my post-lesson reflections to see what data were similar or different from another teacher’s perspective
- all end of lesson quizzes were triangulated with the grades for students’ final projects to strengthen findings for the main research question.

When the triangulation process resulted in comparisons that challenged each other, further analyses of other data types were undertaken to see if they could be resolved as recommended by Creswell (2014). However, when this further analyses yielded no resolve for differences, the results were recognised as limited and discussed in Chapter 5. The recognition of gaps and weaknesses is also particularly essential to recognise for robust and trustworthy case study research (Cohen et al., 2011). Gaps were identified through systematically comparing the intended purpose of each data type with the data collected to see if they met expectations.

### 3.4.4 Limitations

The data obtained in this single-case study is detail oriented and only provided a snapshot in time of the designed unit of work. Therefore, the findings cannot claim to be transferable, repeatable and dependable to other educational contexts (Cohen et al., 2011). A selective sampling strategy was also employed, where a
prior professional contact was able to help the smooth inclusion of this study in their school. This sampling strategy is likely to have impacted results, thus, another researcher repeating this study could have different findings. However, the strength of this mixed-method case study is that it provides a rich description that increased understanding of the research questions (Creswell, 2014).

Additionally, I am a participant researcher and have a high influence over the data gathering process. According to Cohen et al. (2011), mitigating against this issue can include: post-lesson reflections of my different roles, reflexivity, respondent checks, and checks by external reviewers. These strategies have all been embedded in the methodology of this study as described in Section 3.5 in this Chapter.

A related limitation in answering the sub-question is the modelling effects I had as a male teacher, where reducing gender stereotypes for female participants had less impact. Being taught by a female teacher may promote more positive attitudes in female students towards computing subjects (Margolis & Fisher, 2002). Consequently, female interest and engagement was a factor I reflected on in my post-lesson reflections to help understand the sub-research question and illuminate potential differences between genders. However, findings on these gender differences only gave an indication of what occurred in this case study and cannot be generalisable due to the small amount of participants.

3.5 Trustworthiness – Validity and Reliability

Robust strategies to validate data reliability and its interpretation is necessary of trustworthy educational research (Creswell, 2014). On one hand, qualitative only research is often criticised due to the ambiguous nature of the data. On the other hand, quantitative only educational research is also criticised due to its limited ability to describe why results may have occurred when studying the complexities of human behaviour (Taylor et al., 2016). Thus, a mixed-method case study design has been employed where both qualitative and quantitative data can be triangulated to help strengthen the validity of findings (Cohen et al., 2011). A rich and thoughtful variety of data had been gathered
appropriate for this mixed-method case study. Moreover, a range of appropriate methods for analysis to cross check findings made them more likely to be trustworthy. However, the designed unit of work will inevitably be taught and interpreted differently in other contexts. Therefore, this study is limited in its transferability and dependability because it only enables researchers and educators to understand what happened in this single-case study.

**Triangulation.** As mentioned in section 3.4.3, Triangulation has been accepted as a technique to validate data from two or more different types of sources to increase the likelihood that findings are reliable (Cohen et al., 2011). In accordance with the convergent parallel mixed-methodology employed in this study for both research questions, I analysed all measures individually, then systematically triangulated each with all other data (both qualitative and quantitative). This thorough method of triangulation helped to make my interpretation of the findings more reliable (see Section 3.4.3).

**Validation of Instruments and Measurement Tool.** All instruments and the measurement tool were first checked for acceptable face and content with my supervisors. As recommended by Cohen et al. (2011), they were also piloted with professional teacher contacts I had at several points of time before they were used for the full study. Feedback from piloting the instruments with these contacts helped to iron out inconsistencies and strengthened their validity to use with the participants in this research.

**3.5.1 Reflections and involvement of others.** Action research case studies have the researcher integrally involved (Cohen et al., 2011). To help recognise my own biases, Cohen et al. (2011) recommend that reflexivity, member checks and checks by external reviewers should be employed to ensure accurate analyses are drawn from the data.

**Reflexivity.** Reflexivity recognises that researchers are both participants and practitioners of their study, which impacts the interpretation of the results (Taylor et al., 2016). Reflexivity in this project was achieved through acknowledging and disclosing my involvement in the research (researcher and lead teacher) and how it may influence the
study (see Chapter 1) as recommended by Herr and Anderson (2015). Each role I took on in this study included reflective post-lesson summaries after each lesson, which were: teacher of music, teacher of digital technologies, and participant researcher. I also kept a journal while developing the unit of work so the rationale behind design decisions are disclosed.

**Member checks.** The process of member checks involves asking participants to review the accuracy of findings drawn from data analysis (Taylor et al., 2016). In this study, all interviewees were given an opportunity to check their interview transcripts. Additionally, gathering interview and questionnaire data from the participant music teacher increased the reliability of my interpretations of the data from another teacher’s perspective.

**Checks by external reviewers.** Checks at regular points through all stages of this research were from my supervisors at the University of Canterbury. These check-points helped to address issues to do with appropriate design, clarity, consistency, and interpretation at all stages in the research process.

### 3.6 Ethical Issues

As mentioned in section 3.3, I made sure I was following the University of Canterbury’s Educational Research Human Ethics Committee’s principles and guidelines for educational research with adolescents before this study commenced (official approval on the 14th of March 2018). To minimise any ethical risks, these principles ensured all participant rights were upheld and they gave informed and voluntary consent before participating. As a visiting teacher, I was in an authoritative position over the adolescent participants who are vulnerable to exploitation and coercion (Cohen et al., 2011). Therefore, I closely followed ethical principles at all stages of this research to protect student participants from potential harm.

Potential abuse of power relationships exist in the research process (Cohen et al., 2011), and efforts to prevent coercion of the school, parents, teachers, and students were regularly repeated and reviewed at every point. This was achieved through informing
participants at every stage that they could withdraw from the study anytime. Moreover, they were provided full disclosure of: the scope, purpose, and the extent of the data gathered from them, and how this data was used. I was also available through email to answer any questions and listen to issues or concerns from any participant at any stage during the study (including student participants’ parents).

Informed and voluntary consent requires all participants agree to participation with their individual free will and not pressured or coerced into giving this consent (Cohen et al., 2011). Signed consent forms from participants were obtained from the school, participant music teacher, participant students and their parents. Students were given information on the purpose of this study that was written appropriately for their age (Year 8). I disclosed information on the study in their regular music class with the participant music teacher present. In this time, students had a chance to ask questions and raise any concerns they might have had about the study. They were also given the opportunity to raise these questions or concerns after class through their parents or another adult. No concerns or questions were raised from students at this point.

**Parental and student participant consent.** Further permission was sought from the parents and students of the selected music class before the study took place. Before the unit of work started, Zach distributed the information sheets and permission forms to students and parents. All student participants and their parents gave permission to participate in the study. On these permission forms, students and parents had the opportunity to raise issues or questions about the study. No issues or questions were raised by the students and their parents.

**Student interviews.** All students were invited to participate in semi-structured pre and post teaching audio recorded interviews. Parents had the option to give permission for their son or daughter to participate in the study but not for interviews on all permission forms. Additionally, students could also agree or disagree to be interviewed. Only students who both themselves and their parents had agreed (through signing the permission forms), were considered for an interview. A total of ten students and their parents had given this permission to be interviewed.
Confidentiality. All data and information obtained from all participants remained confidential throughout the research process. Pseudonyms were used for all participants and the participating school so their privacy and confidentiality can be adhered to. I am the only person with access to the matching list of real names to pseudonyms. I collected data only relevant to the study based on the information sheets participants were given prior to the teaching phase starting. All data was kept digitally and secure with a password coded cloud storage system and laptop computer. The University of Canterbury Educational Research Human Ethics Committee requires data is kept for five years and then destroyed, which will be followed.
This chapter aims to present the results aligned to the research questions in this study, which are:

Main research question: How can Computational Thinking (CT) support Year 8 students' learning outcomes in Programming and Music with the Sonic Pi platform?

Sub-research question: To what extent can the creative activity of composing music in the Sonic Pi platform help to promote positive attitudes towards programming?

Findings for the main research question are presented first, followed by the sub-research question. As recommended by Creswell (2014), the relatively robust quantitative results are presented before qualitative data according to the directed content analysis approach. Main sub-headings for each research question are divided according to the theoretical coding frameworks employed (outlined in Chapter 3 section 3.5.2). A summary of findings also concludes each research question.

4.1 Main Research Question

The main research question findings are presented through the three dimensions and their elements from the Brennan and Resnick’s (2012) CT assessment framework under the following sub-headings:

4.1.1 CT concepts
- Quantitative findings - project grades and quiz scores
- Sequences
- Loops and parallelism
- Data
- Conditions and Operators
4.1.2 CT practices

- Being incremental and iterative
- Testing and Debugging
- Reuse and remixing
- Abstracting and modularising

4.1.3 CT perspectives:

- Quantitative findings
- Expressing
- Connecting
- Questioning

4.1.4 Summary of findings

4.1.1 CT concepts. The dimension of CT concepts identify *sequences, loops, events, parallelism, conditionals, operators*, and *data* as key transferable concepts applying to many programming languages (Brennan & Resnick, 2012). This section focuses on how the data coded and analysed under each element of the CT concepts dimension supported the set learning outcomes for programming and music composition. Project grades and end of class quizzes in both music and programming were the primary quantitative measures for the main research question, which are presented first.

**Project grades.** Each student handed in two music compositions (individual and groups in pairs), which were both graded by the researcher against a designed rubric (see Appendix B). These grades assessed the holistic integration of all CT concepts from music and programming perspectives (see Appendix I for individual student results). Each music composition (group and individual) was evaluated for both programming and music, making a total of four grades for each student. Grades from the Structure of Observed Learning Outcomes (SOLO) Taxonomy were assigned a numerical value to enable statistical analysis (see Table 3).
Table 3
SOLO Taxonomy grades assigned values to enable statistical analysis

<table>
<thead>
<tr>
<th>SOLO Taxonomy Grade</th>
<th>Value assigned for statistical analysis</th>
</tr>
</thead>
<tbody>
<tr>
<td>Extended abstract</td>
<td>5</td>
</tr>
<tr>
<td>Relational</td>
<td>4</td>
</tr>
<tr>
<td>Multi-structural</td>
<td>3</td>
</tr>
<tr>
<td>Uni-structural</td>
<td>2</td>
</tr>
<tr>
<td>Pre-structural</td>
<td>1</td>
</tr>
</tbody>
</table>

Table 4 shows all mean results for students’ project grades are comparatively close (between $M = 3.45$ and $M = 3.59$). The standard deviations are also close (between $SD = .91$ and $SD = 1.18$). Most students achieved at least a multi-structural grade (3/5) for both projects in music and programming. Moreover, Table 5 shows no student received the lowest pre-structural grade for both projects. Because the rubric was designed to be reflective of the set learning outcomes (see Appendix B), these results collectively suggest CT concepts supported many learning outcomes in music and programming for most students in this study.

There are strong correlations between the group and individual project for programming ($r = .71$) and music ($r = .88$). These correlations suggest there is little difference in how students used CT concepts when collaborating in comparison to their individual work.
Table 4
Mean and standard deviation of final grades for individual and group projects out of five
(see Table 3 for scaling)

<table>
<thead>
<tr>
<th></th>
<th>Individual project programming</th>
<th>Individual project music</th>
<th>Group project programming</th>
<th>Group project music</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>M</strong></td>
<td>3.55</td>
<td>3.59</td>
<td>3.55</td>
<td>3.45</td>
</tr>
<tr>
<td><strong>SD</strong></td>
<td>1.06</td>
<td>1.10</td>
<td>.91</td>
<td>1.18</td>
</tr>
</tbody>
</table>

Table 5
Student counts for music and programming grades in their individual and group projects
(see Appendix I)

<table>
<thead>
<tr>
<th>Category of the rubric</th>
<th>Individual project grade for programming</th>
<th>Individual project grade for music</th>
<th>Group project grade for programming</th>
<th>Group project grade for music</th>
</tr>
</thead>
<tbody>
<tr>
<td>Extended Abstract</td>
<td>5</td>
<td>6</td>
<td>4</td>
<td>6</td>
</tr>
<tr>
<td>Relational</td>
<td>6</td>
<td>5</td>
<td>6</td>
<td>4</td>
</tr>
<tr>
<td>Multi-structural</td>
<td>7</td>
<td>7</td>
<td>10</td>
<td>6</td>
</tr>
<tr>
<td>Uni-structural</td>
<td>4</td>
<td>4</td>
<td>2</td>
<td>6</td>
</tr>
<tr>
<td>Pre-structural</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**Quiz scores.** The end of class quizzes from Lessons 1 to 5 in programming (six items per lesson) and music (four items per lesson) involved the use of CT concepts based on the set learning outcomes. Total mean results for all lessons indicate most
students answered at least half the items correctly in programming ($M = 18.27/30$, $SD = 5.57$) and music ($M = 15.5/20$, $SD = 3.20$). These results reinforce the project grades that many set learning outcomes were understood by most students in both subjects.

Figure 1 and Figure 2 indicate the total quiz scores for programming and music in box and whisker charts. The interquartile range and upper whisker are above 50% for both subjects. However, the lower whisker is below 50% for programming (Figure 1) and the majority above 50% for music (Figure 2), which suggests less competent students found the programming quiz items more difficult. This difference in the lower whisker for both subjects is likely due to students’ prior experience with music (as the unit of work was conducted with music students). However, there were two additional programming items per quiz, which increases the likelihood of incorrect answers.

*Figure 1.* Total programming quiz scores (maximum 30).
**Differences between individual quizzes.** A repeated-measures Analysis of Variance (ANOVA) rejects the null hypothesis of no significant changes in scores between lessons for programming ($F(4, 84) = 7.999, p < 0.001$) and music ($F(4, 84) = 8.147, p < .001$). Post-hoc tests using Tukey's honestly significant difference (HSD) reveal programming quiz results are statistically lower for Lesson 3 ($p = .018$ with a mean difference of $M = 0.682$) and Lesson 4 ($p = .001$ with a mean difference of $M = 1.182$) than Lesson 1. When compared to Lesson 1, these findings suggest many students struggled to understand the CT concepts in Lesson 3 (where the CT concepts of conditions and operators were introduced) and Lesson 4 (where the in-class quiz tested students on audio effects and making synthesisers in Sonic Pi) (see Appendix C for all quizzes). Figure 3 illustrates the range of scores across all lessons, indicating Lessons 3 and 4 had fewer students answering correct items within the interquartile range. Notably, Lessons 1, 2 and 5 are similar across all quartiles and whiskers in Figure 3.
For the music quiz items, post-hoc tests using Tukey's HSD reveal results are statistically significantly lower for Lesson 3 ($p = .008$ with a mean difference of $M = 0.50$) and Lesson 4 ($p = .002$ with a mean difference of $M = .682$) than for Lesson 2 (excluding Lesson 1). These significant differences indicate the quiz scores in Lesson 3 and 4 for music are overall statistically significantly lower than Lesson 2. Figure 4 presents the range of scores for music in all lessons, which visually confirms Lessons 3 and 4 have fewer correct marks for their interquartile results compared to all other lessons. Figure 4 also illustrates Lesson 1 and 2 were almost identical with all interquartile results above 50%. Like Figure 3 for the programming quiz scores, the interquartile results for music quiz scores drop in Lessons 3 and 4 when compared to all other lessons. The Lesson 3 and 4 music quiz items aurally tested students on identifying specified instruments, sounds, textures, and pitches.
Thus, the music quiz items in Lesson 3 (on algorithmic music) and 4 (on making a synthesizer) are statistically significantly lower in both music and programming than previous lessons. These lower scores suggest the learning outcomes and the associated CT concepts in these lessons were more difficult for most students than Lessons 1 and 2. However, mean results still reveal most students were answering close to 50% correct for both programming (Lesson 3 with $M = 3.55$ and Lesson 4 with $M = 2.95$) and music (Lesson 3 $M = 2.91$ and Lesson 4 $M = 2.73$).

**Correlations between quiz scores and final project grades.** Strong correlations were found between quiz scores and final grades for students' individual projects in both programming ($r = .92$) and music ($r = .78$). Moreover, there are strong correlations between quiz results and their group project for programming ($r = .67$) and music ($r = .82$). These findings collectively suggest grades for both final projects (group and individual) and quiz scores for music and programming are likely to be similar for each student. For example, students with low quiz scores for programming likely have low programming grades (also likely for average and high performing students). However, these correlations are sensitive to the small sample size in this study ($n = 22$).
Sequences. All data indicated an understanding of sequences for all students throughout the unit of work. However, the depth and nuance students used to integrate sequences to a collective musical composition varied according to their level of competence. This variation in sequence use is reflected in students’ overall grades; for example, lower grades generally indicated less evidence of musical refinement and blending with other sequences than those with higher grades in their music compositions.

A simplistic use of sequences is illustrated in Appendix F with Lucas’s code. For example, on lines 23-27 (see Figure 5), there are three play commands with no manipulation.

![Figure 5. Excerpt of Lucas’s final individual project code.](image)

This lack of refinement contributed to Lucas receiving a pre-structural grade (2/5) in both music and programming for this project (see Appendix F for Lucas’s complete final project code). Lucas’s total quiz scores confirm he did not understand many CT concepts with only 7/30 programming quiz items correctly answered. In contrast, Emma’s exemplar from lines 1-7 (see Figure 6) selects a synthesiser more carefully and manipulates a sequence of notes with reverb effect and many different parameters.

![Figure 6. Excerpt of Emma’s final individual project code.](image)
Emma’s sequence contributed to an extended abstract grade been given in music (4/5) and a relational grade in programming (5/5) (see Appendix F for Emma’s complete final project code). Her total quiz scores also reinforce she was able to use the CT concept of sequences to answer programming quiz items with 19/30 correctly answered. Figure 6 shows a more nuanced and complex sequence, which demonstrates greater awareness on how sounds blend with her overall music composition in comparison to Lucas’s example (Figure 5). Thus, evidence of refinement and sophistication in the use of sequences contributes significantly to the final grades given.

Post interviews indicate how a few students were able to verbally describe sequences within a looping code block. For example, Ben was asked to reflect on the section of code (see Figure 7) in his post-teaching interview (Ben, si, 25/05/2018):

CP: Tell me about what is going on in this code block on lines 8 to 14 in your group project. Step through each line of code for me.

Ben: Ok, I think we were going for some sort of bass line because Norman said he thought we should have bass in our project. But I wanted it to not repeat so much so we wrote an array on line 10 that had different numbers. Then on line 13 we use that for the sleep time so the time changes.

CP: What about line 12? What is going on there?

Ben: Um, basically it plays whatever note is in the random variable. That is actually made random on line 11 with a different scale. Then we use that random array [points to line 10] to control release and another random thing to control the cutoff. Then on line 13 we used a random sleep for each time it plays.

This interview excerpt demonstrates that Ben is able to accurately describe his sequence within the looping code block in Figure 7. The musical effect of the code in Figure 7 is it algorithmically generates melodies based on an E minor pentatonic scale with random variations in notes, release, cutoff and sleep times contained within a loop. Ben’s total quiz scores also reinforce he was able to use the CT concept of sequences to answer programming quiz items with 28/30 correctly answered. Other post-teaching interviews
reveal more examples of students describing sequences to a similar degree of accuracy and descriptiveness. Thus, evidence across data indicates all students used the CT concept of sequences to support learning outcomes in music and programming to varying degrees of complexity and refinement.

Figure 7. Excerpt of Ben and Norman’s final group project code.

*Figure 7. Excerpt of Ben and Norman’s final group project code.*

---

*Misconception with melody writing in Sonic Pi.* A notable misconception unique to Sonic Pi occurred when introducing sequences in Lesson 1. Students unanticipated a sleep command is needed to create a time delay between notes to sequence a melody (and not have notes sound simultaneously). This unique characteristic in Sonic Pi highlighted the essential role of time (or the spaces) between notes to create rhythm, which supported learning outcomes in music.

**Loops and parallelism.** Loops and parallelism were introduced in Lesson 1 and 2. Upon counting all loop code blocks in final project code for all students, each project had an average of four loops. All music compositions generally have a different sound or sequence within their loops, indicating an average of four sounds or sequences that feature in each music composition.

Many students were initially confused that a sleep command is required in a loop when using Sonic Pi (rr, 09/05/2018; rr, 11/05/2018). If no sleep command is coded in a Sonic Pi sequence, students receive the error, “Thread death! Loop did not sleep or sync!”. The sleep command is needed because a loop would repeat each sound almost simultaneously otherwise, which Sonic Pi stops before it creates a cacophony of sound. Because the resulting error message gives the user the problem’s cause with “Loop did not sleep”, the majority of students had little trouble solving these errors. This unique
characteristic highlights a notable difference Sonic Pi has in comparison to loops in other programming languages, which helped to support learning outcomes relating to parallelism in programming and the importance of time within musical repetition.

Many students were heard using the terms “loop” or “repeat” interchangeably throughout the unit of work (rr, 11/05/2018; rr, 25/05/2018). For example, Sarah commented on Kate's project after listening “I really liked how your live loops were slightly out of time with each other” (rr, 25/05/2018). Zach (the participant music teacher) reinforced this observation in his post-unit of work questionnaire, where he said “students were communicating through Sonic Pi syntax and music concepts” (post tq, 25/05/2018). Five examples of student reflections in various lessons were also found using the word “loop” and “repeat” to describe what they planned to work on in following lessons. For example, “our song repeats too much” (Charlotte, sr, 16/05/2018) and “we need to take out some loops” (Liam, sr, 18/05/2018). This wide use of the term ‘loop’ indicates that students were able to communicate and reflect with the CT concept of loops to support the refinement of their final music compositions.

Particularly noteworthy, was a planned group listening exercise with Hans Zimmer's music composition called Time (Zimmer, 2010) from the film Inception in Lesson 2. In this piece, almost all instruments loop with repeating sequences (or ostinatos in music). All groups were observed to correctly identify and write down a few loops they heard (rr, 11/05/2018). A few students were able to describe the nature of a loop within the piece accurately in the class discussion after listening. For example, William said: “the guitar is really simple, it is just looping two notes over and over” (rr, 11/09/2018). No student contributed incorrect answers in this class discussion, which may suggest only those that felt confident contributing did so. This evidence indicates the activity supported the music learning outcome “All students will recognise basic composition repetition/variation in ‘Time’ by Hans Zimmer” to understand the CT concepts of loops and parallelism.

No significant differences were found between all students in the way they used loops. This finding is most evident in students’ saved code where all code blocks almost
exclusively use the *live* loop. Live loops in Sonic Pi enable users to layer sounds and
sequences, which also helped to illuminate the CT concept of parallelism in programming
and layering sounds in music. All students used the CT concept of loops and parallelism
to layer sounds in their music compositions, which supported the set learning outcomes in
Lessons 1 and 2 in music and programming (see Appendix A).

However, two other forms of Sonic Pi syntax involving loops exist: (1) a user can
specify the number of times a code block loops (e.g. “4.times do” loops a code block four
times) and (2) another simple loop command (e.g. “loop do” repeats a code block
forever). These other loops were only found twice from Laura, Oliver and Ava in their
final projects. Additionally, there were only a few examples of nested loops (loops inside
of loops) in all final project code. These findings suggest the use of looping in Sonic Pi
presents less rigour when compared to using a *for* or *while* loop in other text-based
programming languages like Python (where students need to consider the condition(s)
upon which the loop is entered and exited more carefully).

*Data.* The CT concept of using data was introduced as a task in Lesson 2, where
students were asked to store a collection of notes (as data) in a variable. This collection of
notes were then programmed to be played in a manner of each student’s preference. The
intended musical outcome was to create a harmonic or melodic palate that reflected a
personalised musical feeling (suiting their chosen video according to the project brief in
Appendix B). In this way, students’ use of lists and variables were able to support
learning outcomes in music and programming in Lesson 2.

Figure 8 is an example of Sam using data in his final individual project, which
uses two separate lists to store two collections of notes on lines 17 and 18 (called
“myscale” and “myscale1”). With a different sleep time on lines 22 (0.2) and 27 (0.3), the
code blocks from lines 20-23 and 25-28 are slightly out of time with each other. This
small .1 second of time difference means the two loops slowly phase in and out with each
other through the music notes in “myscale” (line 17) and “myscale1” (line 18), which
results in musical harmonic movement between the two lists of notes. Additionally, these
two code blocks make a texture of sound through the layering of different synthesisers (“square” on line 21 and “mod_beep” on line 26).

```
17 myscale = [:A7, :C7, :B7, :C3, :A3]
18 myscale1 = [:G3, :D3, :B3]
19
20 live_loop :synth do
21  synth :square, note: myscale.choose, cutoff: rrand(0.2, 40), amp: rrand(0.01, 0.3), pan: rrand(-1, 1)
22  sleep 0.2
23 end
24
25 live_loop :synth do
26  synth :mod_beep, note: myscale1.choose, cutoff: rrand(0.2, 40), amp: rrand(0.01, 0.3), pan: rrand(-1, 1)
27  sleep 0.3
28 end
```

_Figure 8._ Excerpt of Sam’s final individual project code.

Sam was asked to reflect on this section of code in Figure 8 in his post-unit of work interview:

> CP: Tell me about this code block from lines 17 to 28.
> Sam: Um, basically lines 17 and 18 have two different scales I made. I wanted to use them in a loop that went in different times with each other.
> CP: Can you tell me about the loops themselves? Are they similar or different?
> Sam: I think basically they are the same. But actually, I have different sounds for each of them, and like I said, they were out of time with each other, but basically, they're the same. (Sam, si, 25/05/2018)

Sam’s reflection on this code block in Figure 8 is accurate and indicates the musical effect is intentional. This level of nuanced experimentation contributed to Sam receiving the highest grade of _extended abstract_ (5/5) in programming and music.

However, the development of lists and variables varied in-depth and complexity for other students. For example, Figure 9 shows William’s use of lists on line 17 that stores number values in the variable “n”, which is called on line 20 to manipulate sleep on each iteration of the loop. This example demonstrates a high degree of experimentation in William’s use of lists, which contributed to a _relational_ grade (4/5) for programming.
In Figure 10, Charlotte stores a number in a random number generator (between .5 and 1) on line 13, which is used for a sleep time on line 15. Similar to William’s example in Figure 9, this example demonstrates a high degree of experimentation that contributed to a relational (4/5) grade for Charlotte’s overall project in music and programming.

In contrast, Figure 11 is Daniel’s example of using a list, which has less complexity in the use of data compared to the examples in Figures 8, 9, and 10. A list called “notes” is created on line 11, which is executed on line 14 in a loop that iterates with the use of Sonic Pi’s “.tick” method. The code in Figure 11 indicates a lack of musical variation and evidence of refinement in comparison with Sam’s (see Figure 9) and Charlotte’s (see Figure 10) examples, which contributed to Daniel receiving a uni-structural (2/5) grade in both music and programming.
Students were mixed in the descriptiveness of their variable names. Of the 28 variables used across all final project code, more than half (16) were evaluated as inappropriately named. For example, Emma's variable (see in Appendix F on line 13) is named “yep” to store notes in a scale; it would be more appropriate to name this variable “sadScale” or another descriptive name. The analysis of students’ code also reveals that 20 variables are only called upon once, and the remaining eight instances were found to be called upon twice. Because variables are minimally used in students’ code, the need to give them descriptive names is less obvious to novice programmers (as any changes made result in fewer potential errors across their whole project). This finding is similar to students’ naming of functions, which is presented under the sub-heading Abstracting and Modularising in this Chapter (see Section 4.1.2). These findings highlight an area where students were not effectively developing conventional programming habits, which may create a barrier for future growth in programming.

Other forms of data were also used by students that came pre-installed in Sonic Pi, such as: audio samples, synthesiser sounds, and pre-programmed scales and chords. Analysis of student code reveals all students had evidence for the use and manipulation of these data forms. For example, Figure 12 from Liam’s project shows the use of chord one and five from the A minor tonality on line 20. Figure 9 on line 19 and Figure 8 on line 14 (above) are examples of how audio samples were used often in students’ code. Similar to the findings on storing notes and numbers in variables in Figures 8, 9, 10, and 11, those who received higher grades used more sensitive manipulation and refinement of this pre-installed data in the musical development of their projects than students with lower grades.

```
19  \live_loop :chords do
20  c = (chord_degree, [:i, :v].ring.tick, :A3, :minor, 4)
21  play chord.inv(c, [-1, 0, 1].choose), amp: 0.5, release: 1, attack: rrand(0.1, 2)
22  sleep rrand(0.1, 3)
23 end
```

*Figure 12.* Excerpt from Liam’s final individual project code.
Conditions and operators. After a class demonstration in Lesson 3, students were observed to successfully implement conditions and operators in Sonic Pi (16/05/2018). However, the quiz results from testing conditions and operators in Lesson 3 countered this observation because results were statistically significantly lower than previous lessons in programming ($p = .018$ with a mean difference of $M = 0.682$). This contradiction indicates conditions and operators were both more difficult to understand than was first observed and not well understood by many students.

Only three students (Ben, Laura, and Emma) used conditions and operators in their final projects. For example, Figure 13 shows a code block from Laura’s final individual project that uses a condition and a less than operator ($<$). She has music notes selected from an “egyptian” scale within the first branch of her condition (lines 33 and 34), and the “else” branch playing inversions of chords one and five within an E minor tonality (lines 37 and 38).

Laura was asked to describe this code in her post-unit of work interview:

CP: Can you please describe for me what is going on in lines 26 to 40 here?
Laura: Umm, basically it plays chords and a melody kind of randomly.
CP: Can you tell me what lines play chords and what lines play the melody?

```clojure
26  live_loop :chords do
27  #use_random_seed 2435
28  sample :guitar_em9
29  nlen = [1, 2, 3].choose
30  cho = (chord_degree, [:i, :v].ring.tick, :e3, :minor, 4)
31  if rand() > 0.7 then
32     3.times do
33       play scale([:e6, :e6].choose, :egyptian).choose, amp: 0.2, release: nlen / 2.0
34       sleep nlen / 4.0
35     end
36   else
37       play chord_invert( cho, [-1, 0, 1].choose), amp: 0.5, release: nlen
38       sleep nlen
39   end
40 end

Figure 13. Excerpt of Laura's final individual project code.
```
Laura: Yep, so lines 31 to 35 plays the melody and then lines 36 to 39 plays chords.

CP: Can you tell me what condition needs to be true in order for the melody to be played?

Laura: Umm, so I think a random number on line 31 needs to be over 0.7. Then that plays. Otherwise the chords get played. (Laura, si, 25/05/2018)

This interview excerpt demonstrates Laura was able to accurately describe the logic of the condition and operator she used in her final project. The musical effect of the code block in Figure 13 is it algorithmically generates an almost infinite amount of variation within the set bounds of the “egyptian” scale and minor chords (one and five in E minor).

This example demonstrates the CT concepts of conditions and operators are able to support learning outcomes in music and programming through the Sonic Pi platform. However, Laura was likely to be already familiar with these CT concepts through prior programming experience in Python before the unit of work took place.

The post-unit of work interviews with Ben and Emma did not cover the conditions and operators they used in their final projects, but they integrated these concepts with a similar complexity to Laura’s example shown in Figure 13. Ben and Emma also reported prior programming experience, which indicates that Ben, Laura, and Emma were likely transferring knowledge from their experiences in Scratch and Python (T1, 09/05/19). These three students’ quiz results for testing conditions and operators in Lesson 3 confirm that they mostly understood how to solve bugs involving these CT concepts (Ben 5/6; Laura, 5/6; Emma 6/6). Nevertheless, these results collectively suggest the unit of work is significantly limited for most students in the way the CT concepts of conditions and operators can support learning outcomes with the designed unit of work and project brief (see Appendices A and B).

4.1.2 CT practices. The computational practices dimension focus on how students think and learn computationally (Brennan & Resnick, 2012), which has the following four elements: (1) being incremental and iterative, (2) testing and debugging, (3) reusing and remixing, (4) and abstracting and modularising. This section focuses on
how the data coded and analysed under each element of the CT practices dimension supported the set learning outcomes for programming and music.

**Being incremental and iterative.** Brennan and Resnick (2012) define being incremental and iterative as an “adaptive process, one in which the plan might change in response to approaching a solution in small steps” (p. 7). Students showed evidence for this CT practice through saving their code under a new file name before the end of each lesson. Most music compositions had three or four saved files, which helped to provide snapshots of students being incremental and iterative.

Comparing similar code blocks side-by-side revealed instances of incremental and iterative development between two or more lessons in all students’ music compositions. For example, Figure 14 presents an excerpt from Ben and Norman's group project highlighting incremental and iterative development over three lessons. Analysis of Figure 14 exposes three major changes made over this time:

- In Lesson 4, new code from lines 43-47 was copied exactly from a code block on lines 49-53 (with minor differences in the release and sleep parameters)
- In Lesson 5, the amplitude and panning parameters were added on lines 45 and 50
- Also in Lesson 5: the “notes” variable changed its stored values, and the naming of both live loops were updated to “hocket1” (line 43) and “hocket2” (line 48).

Similar refinements in other parts of this project contributed to extended abstract grades (5/5) given in both music and programming for this music composition.
Ben was questioned about this code in his post-unit of work interview:

CP: Can you describe for me your revisions on this code block over the lessons you were making it?

Ben: Um, yeah, so it started with just playing the notes we wanted then it kind of changed to two sounds going out of time with each other.

CP: Can you remember what triggered this idea? It seems like you came up with it in Lesson 4.

Ben: I think maybe it was just because we were playing around and then we realised we can make it sound like one loop was going faster than the other.

CP: Can you describe what triggered that realisation?

Ben: I think we just wanted something more cool than notes just repeating in a scale so we were trying ideas.

CP: Can you remember how many ideas you tried and why did you picked this one?
Ben: I think maybe we went through about 3 ideas. I think we picked this one because we think it fitted best with the other sounds, like we really liked the sound we were using but we thought it was boring by itself here [points to code block written in Lesson 2 in Figure 14]. (Ben, si, 25/05/2018)

Ben’s interview excerpt accurately highlights the rationale for the code developments featured in Figure 14. Notably, the musical blend shaped the rationale for selecting sounds with the following quote: “I think maybe we went through about 3 ideas. I think we picked this one because we think it fitted best with the other sounds” (Ben, si, 25/05/2018). Thus, Figure 14 is an example where being incremental and iterative supported a higher quality of meeting learning outcomes in music and programming. However, prior programming experience reported by both Ben and Norman most likely contributed to the level of sophistication in this example.

In contrast, Figure 15 presents an example of less exploration and refinement in being incremental and iterative from Ava and Sophia’s music composition. Five modifications are observed over Lessons 4 and 5:

- lines 18 and 19 were removed from Lesson 4 in the Lesson 5 code
- the collection of notes changed to two notes in line 16 in Lesson 5
- a sustain parameter is added on line 16
- the synthesiser sound changed from “beep” to “prophet” on line 14
- the attack and sleep values were modified on lines 16 and 17.

All qualitative data revealed no rationale for these changes in Figure 15. However, this example demonstrates less refinement and exploration when compared to the changes made in Figure 14. The code block in Figure 15 also musically blended less effectively in the context of the full music composition (for example, the two notes drowned out other sounds), which contributed to an overall uni-structural grade in music and programming (2/5). Thus, being incremental and iterative contributed to the quality of refinement and musical blend students achieved in their final music compositions.
All qualitative data presented only vague glimpses of students being incremental and iterative. This is because the evidence gathered focused on a different aspect of their music compositions in each reflection. For example, some students reflected on what they thought needed work in the next lesson in a general way: “maybe add a piano next time” (Sam, sr, 16/05/2018), and Oliver reflected briefly “add more sounds” (sr, 11/05/2018). Therefore, the design of student and post-lesson researcher reflection data largely failed to provide the desired descriptive evidence of students being incremental and iterative.

Testing and debugging. Brennan and Resnick (2012) define testing and debugging as “strategies for dealing with – and anticipating – problems” (p. 7). All class quizzes for programming were designed to test debugging skills (see Appendix C). A box and whisker chart (see Figure 5 in this Chapter) for these quizzes indicate the interquartile range and upper whisker are all above 50% for all lessons. These results suggest the majority of students were successful in deploying testing and debugging strategies over the whole unit of work. However, post-hoc tests using Turkey’s HSD exposed the quiz results for Lesson 3 (algorithms in music) and 4 (making a synthesiser) were statistically significantly lower than all other lessons. This significant reduction in quiz scores suggest students had less ability to employ effective testing and debugging strategies to support the learning outcomes in Lessons 3 and 4.
These quantitative results are limited in understanding how students used testing and debugging to answer quiz items and solve problems in their music compositions. To analyse the qualitative data for this CT element, a coding scheme recommended by Lye and Koh (2014) is employed to illuminate strengths and weaknesses of the different phases in testing and debugging. This coding scheme consists of four categories: (1) understanding the problem, (2) devising a plan, (3) carrying out the plan, (4) and reviewing the plan (Lye & Koh, 2014, p. 58).

The methods capturing evidence for the *devising a plan* and *carrying out the plan* phases were discovered to be significantly limited because they required students to reflect and remember processes they were not consciously monitoring. For example, some interviewees said they could not remember when asked about their testing and debugging processes:

> CP: Did you try any other ways to solve the same problem?
> Laura: I can't really remember sorry. (Laura, si, 25/05/2018)

Consequently, only a small fraction of insight was gained in how students used testing and debugging to support learning outcomes. This difficulty of capturing evidence in CT practices reinforces limitations identified in the CT studies (Brennan & Resnick, 2012; Lye & Koh, 2014) and the development of metacognitive skills in adolescents (Flavell, 1979).

It was discovered that there was no code commenting upon analysis in all final project code. Comments enable others to read and make modifications to code more easily (Lye & Koh, 2014). In the delivery of the unit of work, code commenting was not taught to students. Therefore, all students were likely not aware that code commenting is a common and necessary practice in programming, which could help students to solve bugs they encounter. This finding indicates that if students do not encounter this concept, they will not use it.

*Understanding the problem.* Throughout lessons, many students reacted to unexpected audio output through verbally describing problems they encountered. For example, Jacob said out loud in Lesson 3: “My scale is too loud, and I need it to be
Written reflections also revealed instances of students describing specific problems: for example, Emma wrote: “Our drum didn't fit in timing with the melody” (Emma, sr, 18/05/2018). These examples indicate students were understanding the problem they encountered through verbal or written descriptions of the audio output and the desired musical effect.

The majority of students’ problems were a consequence of incorrect spelling of Sonic Pi commands (rr, L1 to 6, 09/05/2018 to 25/05/2018). For example, Norman said he struggled most over the whole unit of work with “fixing things when they didn’t work, like the program wouldn’t run” (Norman, si, 25/05/2018). These syntax errors were often understood and resolved from simply reading and making inferences from the resulting console error messages. For example, when the user forgets to add a sleep command inside a loop, Sonic Pi displays “Thread death! Loop did not sleep or sync!” Thus, typing accurately and recognising syntax errors were a regular barrier for Norman and other students.

Devising a plan. Few examples of qualitative evidence were found of students devising a plan for problems. Moreover, descriptions were often general and non-specific. For example, Sarah described a bug she encountered when her chords sounded out of time:

CP: Can you describe a time when your code didn't run as expected?
Sarah: Umm, there was a time when it was playing the chords in the wrong place.
CP: Can you describe how you devised a plan to solve this problem?
Sarah: I think we just changed it so it was in the right timing
CP: How did you find the solution?
Sarah: I think I just tried different things out till it fitted. (Sarah, si, 25/05/2018)

Sarah recalled no plan to debug the problem she described beyond “tried different things till it fitted” (Sarah, si, 25/05/2018), which suggests she primarily employed a trial and error approach. Other evidence of students adopting a trial and error approach were also
confirmed in their reflection diaries, for example: “we just played around till it worked” (Sophia, sr, 16/05/2018) and “we just changed it, so it was right then it worked” (Sam, sr, 23/05/2018). Thus, students were likely limited to trial and error when devising a plan to solve bugs in their code. If a trial and error approach was used exclusively, then this indicates the strategy of ‘thinking before doing’ approach emphasised in the teaching on the unit of work (see Chapter 3) was not being adopted by some students. However, other approaches may have been revealed if there were more effective methods for gathering data for this CT practice.

**Carry out the plan.** A consequence of students primarily using a trial and error approach in planning to solve problems is that no qualitative data was found for the *carrying out a plan* phase. Therefore, they were likely restricted in supporting learning outcomes with this phase of the debugging process.

**Reviewing the solution.** Students often expressed their excitement or disappointment when reviewing the success or failure of a trialled solution. This occurred in reaction by students primarily when audio output sounded (or not sounded) as intended. For example, Kate said: “that sounded right that time” (rr, 16/05/2018) after comparing a combination of notes for a melody. At times, solving problems spurred new creative ideas: for example, “We should try a higher note as well” (rr, 11/05/2018). These qualitative examples suggest students were reviewing the success of a solution according to personal preferences of both what enabled the code to run without errors and what sounded more pleasing.

**Reuse and remixing.** Brennan and Resnick (2012) define reuse and remixing as “building on other people's work” (p. 8). Throughout the unit of work, students were encouraged to collaborate, share and learn from one another. Over Lessons 1-5, reuse and remixing were frequently observed to occur between students, which supported the completion of final projects (rr, L1-5, 09/05/2018 to 23/05/2018).

Students were often motivated to reuse and remix from what sounded appealing upon reviewing each other’s work. For example, in Lesson 4 Ben and Norman shared their work after a request was asked to do so from James (rr, 18/05/2018). Thus, reuse
and remixing helped to facilitate learning between students, which supported learning outcomes in music and programming through the sharing of skills and knowledge.

On close analysis of saved files across all lessons, a few examples of near identical code blocks revealed some evidence of reuse and remixing. For example, Figure 16 and Figure 17 are examples where both Liam's and Michael's code block are almost identical in Lesson 3.

```
11   myscale = [:A7, :D7, :C7]
12   live_loop :synth do
13      synth :square, note: myscale.choose, cutoff: rand(0.2, 40)
14      sleep 0.2
15   end
```

*Figure 16.* Excerpt from Liam’s individual project saved code the end of Lesson 3.

```
4    myscale = [:G3, :F3, :E3, :A3]
5
6    live_loop :synth do
7      synth :square, note: myscale.choose, cutoff: rand(0.2, 60)
8      sleep 0.2
9    end
```

*Figure 17.* Excerpt from Michael's individual project saved code the end of Lesson 4.

However, if we look at Liam’s project code saved in Lesson 5 (see Figure 18), Michael *remixed* Liam’s original idea to be unrecognisable from the code block in Figure 16, whereas Liam removed this code block from his project. For example, on line 19 in Figure 17 in Michael’s example, a random number is generated and stored in the variable ‘r’, which is used as a sleep time on line 21. These changes result in an irregular rhythm on each iteration the loop sounds. Furthermore, the original code on line 7 in Figure 17 changed further, which is seen in Figure 18 on line 20 with many changed and added parameters. Despite the obvious copying of code blocks in Michael’s code in Figure 17, he subsequently remixed and personalised this idea significantly. Thus, the level of remixing in this example helped Liam to achieve a relational programming grade (4/5) for his individual project.
However, no qualitative evidence was found where students described how they reused and remixed code. For example, Norman’s example in Figure 19 and interview excerpt below reveal a lack of understanding of the code he was remixing from Ben's work:

```
12    with_fx :panslicer, phase: 0.21, wave: 0, mix: 1.0 do
13      loop do
14        | sample :guit_harmonics, amp: rand(0.2, 1.5)
15        | sleep rand(5, 11)
16      end
17    end
```

Figure 19. Excerpt of Norman’s final individual project code.

CP: Can you point an idea that was reused and remixed from code other than your own?

Norman: Yeah, this code block [points to lines 12-17 in his final project in Figure 19] was used from Ben's code in lesson 3.
CP: Can you explain what you changed and how you changed Ben's original idea?
Norman: Um, I think I just changed the sounds and numbers and stuff. I can't remember exactly what I did sorry.
CP: Can you describe how line 12 works? What is a panslicer and how is it changing the sound?
Norman: Umm, I don't really know what a panslicer does exactly – I just thought it sounded cool. But I was just playing around and using Ben’s code for my project. (Norman, si, 25/05/2018)
This interview excerpt suggests evidence from final project code is not sufficient to indicate understanding of learning outcomes. Norman’s lack of awareness also highlighted an issue of authorship with individual assessment, where the practice of reuse and remixing made less clear what was understood by each student. Thus, the practice of reuse and remixing made music composition grades less reliable as a measure for what learning outcomes individual students achieved.

Abstracting and modularizing. Abstracting and modularising is defined by Brennan and Resnick (2012) as “building something large by putting together collections of smaller parts” (p. 9). On close inspection of all final code for each music composition, the Sonic Pi syntax of live loops were almost exclusively used as code blocks that abstracted musical sequences, which made a modular structure. Live loops enabled students to layer repetitive and musical sequences of sounds. Thus, the support of learning outcomes with this CT strategy was made possible mostly through Sonic Pi’s design, where students arranged many code blocks containing live loops.

There were no obvious differences in the way students used a modular structure in their final code from the grade they received. All five interviewed students were able to successfully describe the output of each code block in their individual projects. For example, Emma said (see Appendix F to see Emma’s final project code):

CP: Can you talk about what is going on in each of your four code blocks at the end of your saved project for lesson 5?
Emma: Umm, ok. Like the first one just plays random notes. The second also just plays random notes but from a scale in the program. This one plays a phone sound but we slowed it down so it makes it sound a bit scary. The last plays some chords kind of randomly as well. (Emma, si, 25/05/2019)

This interview excerpt indicates Emma accurately summarised the resulting output of each code block (or module) in her final project. Emma’s explanation of her final code suggests she was thinking of each module as a different instrument or musical sequence that made up a texture of sound for the whole music composition. However, due to time
constraints, post interviews did not go into details on how and why Emma arranged each module the way she did. Nevertheless, Emma’s interview excerpt suggests she was aware of how each code block contributed to her whole music composition.

However, on analysis of all 33 final projects, only 63 of 121 (52%) functions (or modules that needed naming) were evaluated as using descriptive names. Appropriate names could include a description of the audio output for easier code readability. For example, Emma’s exemplar (see Appendix F) on line 1 uses “rad” and on line 12 “th”, which is not descriptive; a possible descriptive name for Emma’s code block could have been “melody1” on line 1 and “melody2” on line 12.

There are two likely explanations for the lack of descriptive function or module names found in students’ code. Firstly, some students reported they did not have enough time to finish their music compositions (see sub-heading Expressing in this Chapter in Section 4.1.3). Second, the functions were never called in other parts of students’ code. The connection of modules is one important reason to describe the structure of code through descriptive naming (Brennan & Resnick, 2012). For example, the logic of how functions connect to one another is more easily followed and understood with descriptive names, which decreases the chance of errors and bugs when changes are made. Therefore, students had limited time and reasons to implement descriptive function names in their projects with Sonic Pi.

4.1.3 CT perspectives. Computational perspectives focus on the shifts in perspective observed in young people as they develop their computational thinking (Brennan & Resnick, 2012). Brennan and Resnick (2012) describe three elements that make up this dimension: expressing, connecting, and questioning. This section focuses on how the data coded and analysed under each element of the CT perspectives dimension supported the set learning outcomes for programming and music.

Expressing. The CT perspectives element of expressing is defined by Brennan and Resnick (2012) as “something they [students] can use for design and self-expression” (p. 10). In this unit of work, the majority of students successfully expressed themselves through the creative activity of composing music through the Sonic Pi platform for the
project brief given. See student complete exemplars of final project code from four students that received different grades in Appendix F. For example:

- In Lesson 2, all students explored making their own scale as a collection of notes that expressed how they felt about the topic of their chosen video (see Ben’s exemplar in Appendix F lines 35-47 for a student example)
- In Lesson 3, many students explored the use of random number generators to algorithmically generate music within set parameters (see Emma’s exemplar in Appendix F lines 11-17 for an example)
- In Lesson 4, students successfully sculpted waveforms with code to make their own electronic instrument (see lines 13-16 in Grace’s exemplar in Appendix F).

Zach confirmed that the expressive freedom in Sonic Pi for the project brief was appealing to students:

> It is nice for students to start from a point where you free yourself from this constraint and simply deal with how do I feel about this sound? and how do these two notes put together make me feel in relation to this topic depicted in this video?... I was also surprised how much students cared about these issues and were thinking creatively about each project’s merits in response to the issue. (Zach, ti, 25/05/2018)

Zach’s evaluation was confirmed by Norman through providing some insight into how he expressed himself: “I think basically I was trying things out and trying to get sounds that suited the video… I was looking for kind of slow sounds or depressing sounds because the film was about how people don't care enough about global warming” (Norman, si, 25/05/2018). These participant reflections suggest many students found expressing themselves in accordance to the project’s brief positively influenced their level of engagement, which likely helped to support the set learning outcomes. However, as evidenced in the analysis of saved code in Sections 4.1.1 and 4.1.2 in this Chapter, students who developed more skills and knowledge were able to express themselves with more scope in Sonic Pi (see Appendix F for student exemplars).
Limited time to complete projects. Notably, some students reported struggling with the completion of both projects. For example: “it was really difficult to get both projects in on time” (Ben, sr, 25/05/2018) and “I wish we had more time” (Oliver, sr, 25/05/2018). Observations also noted similar comments made out loud by students (rr, 23/05/2018). These reflections suggest some students were not able to fully express themselves with a lack of time, which is likely to have limited their ability to meet the set learning outcomes.

Programming in Sonic Pi versus Python. Ben, Laura, and Sam commented in their post-unit of work interviews on what aspects they thought programming in Sonic Pi is different to programming in Python. For example, Ben said:

I think in some ways it was more free than making a game or something… like because music is maybe just sounds, in Python you have to make something work with logic and stuff like a score or something and it takes a while to figure it out if you don’t know what you’re doing. (Ben, si, 25/05/2018)

Sam and Laura confirmed Ben’s assessment on these different aspects between Sonic Pi to Python. Thus, some students who had prior experience with learning Python thought programming in Sonic Pi was comparatively easier to express themselves in.

Music genre. In contrast to the positive reflections with the freedom given in the project brief, three students reported they would have preferred to learn about making familiar forms of music. For example, Grace said “[I] didn't like some of the music – I’d rather learn about pop or more modern music we listen to” (Grace, sr, 25/5/2018), and Sophia said “be cool to learn how to put in drums and vocals and stuff and different styles” (Sophia, sr, 25/5/2018). Zach did not confirm this objection from his post unit of work interview. Nevertheless, Grace and Sophia’s comments suggest some students would have preferred to express themselves through being taught how to compose in styles of music they were familiar with.

Creative identity. A few students had indicated pre-existing mental barriers in their creative abilities. Despite agreeing that programming can be creative in their pre and
post questionnaires, Sarah and Sam revealed that they did not think of themselves as creative individuals: “I'm like just not very good at art and stuff” (Sarah, si, 4/5/2018) and “I have no idea how to make a song so I don't think I'll be good at it” (Sam, si, 4/5/2018). For Sarah and Sam, viewing their creative abilities as limited may have contributed the extent they expressed themselves to their full potential in their music compositions. This suggests some students have self-limiting beliefs and assumptions on the subjects they are learning when engaging with creative activities.

**Connecting.** The CT perspectives element of connecting is defined as “interactions with others” (Brennan & Resnick, 2012, p. 10). One primary way students connected in this unit of work was through the development of their project in pairs. As reported under the CT concepts sub-heading in this Chapter (see Section 4.1.1), the individual marks and group marks were close with a strong correlation between both projects (programming $r = .71$ and music $r = .88$). Additionally, no student received the lowest pre-structural grade (see Appendix I for all student grades). Thus, the analysis of final grades suggest students shared knowledge and skills between their group and individual projects.

Seven students confirmed they preferred to work in pairs in their post-lesson reflections: for example, “I didn't like just working by myself all the time it was boring” (Emma, sr, 16/05/2018) and “it was maybe a bit hard to start again and do something by ourselves without help” (William, sr, 16/05/2018). Laura reinforced these reflections in her post-interview because: “... you get more ideas and it is more interesting, we could work together, and I didn’t get so bored.” (Laura, si, 25/05/2018). Similarly, Norman said he liked working in pairs because “you have someone there to talk to and figure things out with.” (Norman, si, 25/05/2018). These reflections suggest collaboration was cooperative for many students, which likely supported their understanding of learning outcomes. However, Sam revealed he preferred working individually because: “... I think sometimes [William] would be really dumb or he didn't know as much as me, and so I ended up doing most of it.” (Sam, si, 25/05/2018). Thus, these reflections indicate the
success of group work relies upon cooperation and participation of all group members, otherwise, groups projects may negatively impact the achievement of learning outcomes.

All interviewed students were also asked whether they had disagreements and how they were resolved. Sarah, Norman, Laura, and Ben reflected they had to compromise on their idea at times and try another they both agreed upon instead. For example, Ben reflected, “Like sometimes I thought what he thought sounded good sounded really bad, so sometimes I had to just go with it.” (Ben, si, 25/05/2018).

Negotiating these differences likely supported learning outcomes because another student’s perspective inevitably had a different set of knowledge and skills to expose their partner to.

Throughout the unit of work, students often gave feedback across groups and individuals, which influenced how they made creative decisions. Many students often spontaneously asked others to listen to progress: for example, “Hey, come and listen to this!” (rr, Oliver to Emma, 11/05/2018) or “Can I have a listen?” (rr, Charlotte to Emma, 18/05/2018). Occasionally, these impromptu reviews led to the reuse and remixing of each other’s code, which indicated students were generally observed to be open to sharing their work with others (also see the Reuse and Remixing sub-heading in this Chapter in Section 4.1.2). Upon listening, many students were also overheard to give general feedback based on progress made; for example, “I liked it more like it was before” (Sarah, rr, 23/05/2018). At times, specific suggestions were made as a result: “I think that drum is too loud” (Liam to James, rr, 16/05.2018) or “It needs a bass or something low” (Laura to Emma, rr, 23/05/2018). These interactions directly contributed to the development of students’ music compositions, which positively supported learning outcomes. Zach reinforced these observations in his post-interview, where he reported “students were communicating through music concepts and ideas...” (Zach, ti, 25/05/2018). These reflections and observations suggest students connecting with each other regularly supported learning outcomes through giving and receiving feedback on their music compositions.
**Questioning.** Brennan and Resnick (2012) define the CT perspectives element of questioning as how students “feel empowered to ask questions about and with technology” (Brennan & Resnick, 2012, p. 11). Most observed student questioning occurred between students when they were listening to other projects and giving feedback (rr, 09/05/2018 – 25/05/2018). For example, it was observed that Michael said to Sophia in Lesson 2 “how did you make that sound” (rr, 11/05/2018). This suggests students were asking questions to help solve problems and realise ideas to support the development of their music compositions.

Post-lesson reflection notes indicate the students who received uni-structural grades (Ava, Aiden, Daniel, and Lucas) needed help with syntax related problems more often than other students (rr, 09/05/2018 – 25/05/2018). Instead of asking a targeted question, these students often voiced comments like “it doesn’t work” (rr, 18/05/2018). This observation suggests students with limited knowledge and skills need more support in formulating targeted questions to help support learning outcomes.

Brennan and Resnick (2012) state questioning in CT is also about debunking assumptions with and about technology. Many assumptions about programming and music composition from students were challenged with Sonic Pi in this unit of work. For example, six students commented they were surprised that making music with code was possible in the post-lesson reflections in Lesson 6: e.g. “I was really surprised you can code music!” (Elizabeth, sr, 25/05/2018). However, assumptions were most often debunked not through questioning generated from a student’s voice. Rather, they were debunked because it was required in understanding how to use some Sonic Pi commands (e.g. play commands need a sleep time to create rhythm in music). These observations suggest students were limited in formulating questions that challenged their assumptions about the behaviour of Sonic Pi.

**4.1.4 Summary.** Overall, the results across all dimensions from the CT framework by Brennan and Resnick (2012) indicate they were all able to support learning outcomes in music and programming. However, they were utilised to mixed degrees in their scope and rigour. For example, trends in the data across each dimension consistently
reinforced that students who received higher grades and quiz scores had explored, experimented and refined ideas to a greater extent than those with lower grades and scores. Those students with prior programming experience revealed some evidence of knowledge and skill transfer from other programming languages, which likely contributed to higher grades and quiz scores for these students. A summary of findings for each CT dimension is presented as follows:

**CT concepts.** Mean grades indicate most students were able to achieve at least a multi-structural grade (3/5) for projects in music and programming, which suggested students knew how to apply many CT concepts. The end of class quizzes also reinforced this skill with the majority of students having correctly answered each quiz at least half of the time in both subjects. However, quiz items in Lesson 3 (on algorithmic music) and 4 (on making a synthesiser) were statistically lower in music and programming when compared to previous lessons. These findings suggested students struggled with the CT concepts of conditions and operators in particular. Still, mean quiz scores were found to be all close to 50% for Lessons 3 and 4. Additionally, effective overlapping CT concepts that supported learning outcomes in programming and music composition were found to be between:

- sequences and melodies
- loops and repetition (additionally, ostinatos and riffs)
- parallelism and the layering of sounds
- lists (data) and making a musical scale.

The live loop in Sonic Pi enabled the layering of sounds, which was almost exclusively used as the only loop employed by all students. Saved code across all music compositions indicated there were an average of four live loops per project.

Over half of the variables used across students’ projects (16/28) had non-descriptive naming, which may present a barrier for future growth in programming. 20/28 of these variables were called upon only once in each project, suggesting students had little reason to use descriptive variable names.
Students were first observed to understand conditions and operators, but could not answer quiz questions and integrate these CT concepts into their final project. Additionally, the three students who integrated conditions and operators in their music compositions all had prior programming experiences. These findings indicate conditions and operators did not support learning outcomes for almost all students.

**CT practices.** The findings for the CT practices dimension are considered limited because the data gathered only provided fragmented snapshots. Most notably, all phases of Lye and Koh’s (2014) debugging phases indicated a limitation in both data gathering and the range of approaches students employed for the testing and debugging CT practice. For example, a trial and error approach was likely used as a primary debugging strategy by many students. Additionally, syntax errors were reported as a major struggle for many students. In contrast, the CT practice of being incremental and iterative was found to support the development of music compositions effectively for many students. However, being incremental and iterative may not be as appropriate in a live-coding context, which is promoted as the key activity in Sonic Pi over music composition (Aaron, 2016).

The reuse of Sonic Pi code from other students occurred frequently, which facilitated sharing of skills and knowledge between students to support the development of their music compositions. However, the CT practice of reuse and remixing made the assessment of individual learning outcomes less reliable. For example, students could not remember how they remixed code, which highlighted an issue of authorship with individual assessment.

An average of four loops were found per music composition (suggesting an average of four sounds or sequences in each). However, the connecting of modules (also known as functions) programmatically (and not musically) were found to be lacking in their code (through the calling of functions or modules). This lack of connection may have contributed to the finding that 52% of modules had non-descriptive names, which was a similar finding to students’ naming of variables in CT concepts dimension.
Functions were generally not connected in students’ code and never found to be calling each other, which suggests a reason for non-descriptive names being used.

**CT perspectives.** The creative activity of music composition with code for a purposeful outcome was a common aspect found to be engaging for the expressing element. Notably, interviewed students who had prior experience with learning Python said programming in Sonic Pi was comparatively less restrictive and more expressive. However, three students (that were not interviewed) said they would have preferred to be taught how to make music within a genres they were familiar with (like pop music). Two students also indicated they had pre-existing mental barriers in their creative abilities, which may have limited the extent students expressed themselves to their full potential.

The group project, planned feedback activities, and final presentations in Lesson 6 were found to be particularly beneficial for the Connecting element, which helped to provide ideas and develop students’ music compositions. Most students stated they liked working in pairs, but Sam reported he liked working individually. This difference in student preference for working on projects suggests working in pairs relies on cooperation and can either support or negatively impact learning outcomes.

Sonic Pi challenged assumptions about the behaviour of programming languages, which led to a greater understanding in music and programming. For example, six students highlighted they were surprised that coding music compositions was possible. However, greater understanding was generally not as a result of questioning from a student voice, rather from the teacher questioning students. This lack of student voice in questioning suggests the they were limited in knowing how to ask questions that questioned their assumptions. Although, many students were often observed to ask questions between each other when giving and receiving feedback on their music compositions.

### 4.2 Sub-Research Question: Attitudes towards Programming

The attitude subscales by Teo (2007) were used as a framework and modified for the sub-research question (*enjoyment*, *importance*, and *self-confidence*). As mentioned,
the statistical analysis of the pre and post questionnaire attitude items are presented first and followed by sub-headings that focus on the findings under each subscale.

4.2.1 Pre- and post-Questionnaire Attitude Items. A pre (T1) and post (T2) questionnaire (see Appendix D) were taken by all student participants to help measure changes in attitudes in programming and music for the sub-research question. Based on Cohen’s (1992) guidelines (strong > .65; moderate between 0.35 and 0.65; and weak between .2 and .35), Table 6 indicate t-test and Cohen’s d values for programming and music have strong effect sizes with minimal p-values of < .001. All programming attitude subscales indicate higher t-values than music, suggesting the unit of work had a more significant difference in all attitude subscales for programming in comparison to all attitude subscales for music. The greatest positive increase is the attitude programming subscales for importance (t = 12.28, Cohen’s d = 1.72, and p < .001) and self-confidence (t = 12.28, Cohen’s d = 1.72, and p < .001).

Table 6

<table>
<thead>
<tr>
<th></th>
<th>Programming enjoyment</th>
<th>Music composition enjoyment</th>
<th>Programming importance</th>
<th>Music composition importance</th>
<th>Programming self-confidence</th>
<th>Music composition self-confidence</th>
</tr>
</thead>
<tbody>
<tr>
<td>t-value</td>
<td>8.39</td>
<td>6.07</td>
<td>12.28</td>
<td>6.49</td>
<td>8.71</td>
<td>7.21</td>
</tr>
<tr>
<td>Cohen’s d</td>
<td>1.31</td>
<td>1.39</td>
<td>1.72</td>
<td>1.48</td>
<td>1.54</td>
<td>.70</td>
</tr>
<tr>
<td>p-value</td>
<td>p &lt; .001</td>
<td>p &lt; .001</td>
<td>p &lt; .001</td>
<td>p &lt; .001</td>
<td>p &lt; .001</td>
<td>p &lt; .001</td>
</tr>
</tbody>
</table>

Notably, the smallest Cohen’s d effect size from T1 and T2 is the music self-confidence attitude subscale (d = .70). Students may have had a greater prior self-confidence in music because the unit of work was conducted with music students. This
explanation is confirmed with positive T1 responses for music \((M = .39)\) in comparison to programming \((M = -.98)\) for the self-confidence attitude subscale (a 1.37 difference).

Strong correlations are indicated when comparing all T2 subscales between programming and music (enjoyment \(r = .82\), importance \(r = .68\), self-confidence \(r = .83\)). According to Dowdy et al. (2004), a risk of multicollinearity can occur when there is a linear relationship among two or more independent variables with a variance inflation factor (VIF) above 5. Tests indicated a low level of multicollinearity for all attitude subscale correlations were present (enjoyment VIF = 3.28, importance VIF = 1.72, and self-confidence VIF = 1.89). As a result, these strong correlations may suggest students’ attitudes may have increased because of: (a) exposure to music composition and programming; (b) the unit of work; (c) or the Sonic Pi platform. However, because there was no study to compare results with, the degree possible explanations may have been factors for these correlation results could not be determined.

**Zach’s attitude results.** Table 7 show the results for the attitude questionnaire items Zach answered in T1 and T2. Except for programming enjoyment, findings indicate a positive shift in all subscales for music and programming. However, enjoyment for both subjects were closely positive with a .5 difference before and after the unit of work. The most significant differences from T1 and T2 indicate Zach’s perception of programming increased in the importance subscale (a +3 difference); his self-confidence in programming (a +2 difference) and music composition (a +2.33 difference) also increased significantly.
Table 7
Zach’s T1 and T2 attitude results scaled from -3 (negative) to +3 (positive)

<table>
<thead>
<tr>
<th></th>
<th>Programming enjoyment</th>
<th>Music composition enjoyment</th>
<th>Programming importance</th>
<th>Music composition importance</th>
<th>Programming self-confidence</th>
<th>Music composition self-confidence</th>
</tr>
</thead>
<tbody>
<tr>
<td>T1</td>
<td>2.5</td>
<td>2.5</td>
<td>0</td>
<td>2.5</td>
<td>-.75</td>
<td>0</td>
</tr>
<tr>
<td>T2</td>
<td>2</td>
<td>3</td>
<td>3</td>
<td>3</td>
<td>1.75</td>
<td>2.33</td>
</tr>
</tbody>
</table>

Perceptions of creativity in programming. The T1 and T2 questionnaires asked: “Do you think programming can be creative?” to measure potential changes in students’ perception of the role of creativity in programming. T1 indicated 12 out of 22 students answered this question “yes”, which increased to 20/22 in T2. Only Ava and Aiden answered “no” in T2; no explanations were found why in all qualitative data gathered. Nevertheless, this increase between T1 and T2 suggests eight students reconsidered the role of creativity in programming through participating in the unit of work. As this study employed an quasi-experimental single-case design, it is difficult to conclude if exposure to programming specifically with Sonic Pi and this unit of work would have different results with another programming language or another unit of work. This notion is tentatively confirmed when seeing the T1 measure responses for the ten students having prior experience already all thought of programming as creative. Thus, exposure is potentially a major contributing factor to this increase in students’ perception as to whether programming can be creative.

4.2.2 Enjoyment. Figure 20 provides a box and whisker chart as a visual representation for the enjoyment subscale in programming. This chart indicates the interquartiles and upper whisker increased to above zero in T2, which suggests positive
attitudes for 75% of students. The mean also confirmed an increased from T1 \((M = -.45)\) to T2 \((M = 1.08)\) by 1.53. Standard deviations remained comparatively similar T1 \((SD = 1.35)\) to T2 \((SD = 1.21)\). With the high \(t\)-test value and Cohen’s \(d\) effect size \((t = 8.39, \text{Cohen’s } d = 1.31, \text{ and } p < .001)\), these results strongly suggest the unit of work increased the enjoyment subscale for most students in programming significantly.

Figure 20. Box and whisker plot chart for the enjoyment subscale in programming.

A weak correlation was found between the enjoyment subscale in programming \((T2)\) and students’ total quiz scores for programming \((r = .18)\). This correlation suggests students who achieved higher quiz scores had a weak chance of finding more enjoyment towards programming. However, a moderate correlation between this subscale and final individual project grades for programming was found \((r = .32)\), which suggests students with higher individual programming grades had a moderate chance of finding more enjoyment towards programming.

**Qualitative data.** Post-lesson observation notes reveal all students were generally on task and engaged in all lessons \((rr, 09/05/2018 – 25/05/2018)\). Additionally, Zach confirmed this positive observation of students’ enjoyment in his interview: “students
responded very positively to making music in this way, and for the most part, they were engaged and positive” (Zach, ti, 25/05/2018). These reflective observations from both participant teachers reinforce the quantitative results that the majority of students enjoyed programming by the end of the unit of work.

Questionnaire data revealed students’ enjoyment of programming in response to the short answer question “Write a few short sentences about your feelings towards learning more Programming or Coding” in the pre and post student questionnaire (see Appendix D). These responses were evaluated as either positive or negative: 14 of 22 T1 responses were evaluated as positive, which increased to 20/22 positive responses in T2.

Three notable contrasting changes from T1 to T2 in this short answer question were found from Jacob, Charlotte, and William:

Jacob: “boring” (Jacob, T1, 4/05/2018)
Jacob: “coding is rel[y]y fun and interesting, I liked working with my fr[i]end on cool sounds” (Jacob, T2, 25/05/2018).

And:

Charlotte: “not sure sorry” (Charlotte, T1, 4/05/2018)
Charlotte: “I feel quite good, it was quite fun thanks!” (Charlotte, T2, 25/05/2018).

And:

William: “OKK” (William, T1, 4/05/2018)
William: “coding can be rel[y]y cool, I feel rel[y]y good” (William, T2, 25/05/2018).

These three responses reinforce the quantitative results that significant positive changes occurred in students’ perception of programming before and after the unit of work. The two negative responses emerged from the T2 responses were: “it did get a bit
hard” (Sophia, T2, 25/05/2018) and Ava “[con]fusing” (Ava, T2, 25/05/2018), which suggest the difficulty of the unit of work presented the most significant barrier to enjoyment for Ava and Sophia. Nevertheless, the majority of data confirms that most students enjoyed programming after the unit of work.

End of class reflections. The end of class reflection in Lesson 6 asked students to evaluate the unit of work, which were summarised as follows:

- Eight students commented they found the novelty of coding music in music class the most enjoyable aspect. For example: “coding music was actually great. I was surprised how into it I was” (Sam, sr, 25/05/2018).
- Similarly, five students specified they particularly enjoyed coding music. For example: “I was surprised how fun it was. it is re[al]ly cool coding music!!!!! i re[al]ly liked learning about it” (Ben, sr, 25/05/2018).
- Four students commented specifically they liked the creative aspect of programming. For example: “I liked working on making and creating stuff” (Charlotte, sr, 25/05/2018).
- However, four responses were evaluated as incomprehensible. For example: “dkjvnksn”, (Ava, sr, 25/05/2018).

Similar to all other findings, the end of class reflection in Lesson 6 mostly confirms that the majority of student participants enjoyed programming in Sonic Pi. These responses also helped to identify two themes that emerged from the qualitative data: (1) novelty of making music with code and (2) working in pairs.

Novelty of making music with code. A theme around students enjoying the novelty of making music with code was also common across interview data. For example:

- Laura said “I really like making my own music and it was cool to learn to make stuff with Sonic Pi” (Laura, si, 25/05/2018);
- Ben said he was surprised about how you could code music, “I think it is a different way of coding that I never thought about before. I think it is really cool” (Ben, si, 25/05/2018);
Sam said he was mostly surprised that he “didn’t think you could code music” and said that he liked coding in Sonic Pi more than he previous experiences with Python (Sam, si, 25/05/2018). With support from the end of unit reflections in Lesson 6, the novelty of making music with code was found to be the most common theme that emerged explaining why students enjoyed the unit of work.

**Working in pairs.** Working in pairs emerged as one other of the notable themes explaining why students enjoyed programming in Sonic Pi (also see the sub-heading Connecting in this Chapter in Section 4.1.3). For example, “I liked working on the group project more” (Oliver, sr, 25/05/2018) and “it was cool to work with my friend” (Charlotte, sr, 25/05/2018). Post-unit of work student interviews reinforced this preference for working as Laura, Ben, and Sarah specifically commented they liked working in pairs more (si, 25/05/2018). However, Sam was one student countering this data, because he found his partner difficult to work with (see Connecting sub-heading in this Chapter in Section 4.1.3), which suggests working in pairs may have not have been enjoyable for all students.

**4.2.3 Importance.** Figure 21 box and whisker chart indicate the interquartiles and both whiskers increased to above zero in T2 for the programming importance subscale. However, three outlier cases (Grace, Sophia, and Ava) indicated below zero results for this subscale in T2. Comparing these individual three outlier cases with T1 results indicate a positive or negative average change within a range of 1 (see Appendix I), suggesting these students had slightly more negative attitudes in their perceived importance of programming after the unit of work. Nevertheless, mean calculations for all students indicated an increase of 1.88 (from T1 M = -.65 to T2 M = 1.23). Standard deviation results were similar but became narrower from T1 (SD = 1.23) to T2 (SD = .95). With supportive evidence from the high t-test value and Cohen’s d effect size (t = 8.39, Cohen’s d = 1.31, and p < .001), this quantitative analysis collectively suggests the
A unit of work increased the importance subscale for programming significantly for most students.

A moderate correlation was indicated between results for this subscale and students’ total quiz scores ($r = .32$). Additionally, a moderate correlation was also found between this subscale and all individual project grades for programming ($r = .45$). Thus, both correlations suggest a moderate chance that students who achieved higher quiz scores and grades for programming think of programming as more important.

**Qualitative data.** No post-lesson observation notes specifically reported on examples where students expressed their feelings on the importance of programming. However, the participant music teacher (Zach) thought:

This is a really exciting way of linking two disciplines, which could help to influence the perception of music and creative disciplines in schools to be directly relevant to developing 21st century skills, thereby raising the profile of music in schools (increasing funding maybe?) and the
The potential for Sonic Pi to improve the perception that music can help students prepare for the future is seen by Zach as a notable benefit. This indicates that he thinks teaching skills in programming is valuable and sees Sonic Pi as a way to participate with the integration of the new and revised Digital Technologies content (DTC) in the Technology learning area of the New Zealand Curriculum (NZC). This interview excerpt also confirms Zach’s questionnaire results, which indicated an increase in the importance subscale for programming (see Table 6 with a +2 difference).

*Programming skills helps students prepare for the modern workforce.* The idea that programming could help prepare students for the future emerged as the only common theme reflected in students’ reflections and post unit of work student interviews for this subscale. For example:

- Norman thought he would study programming in high school and or university because “you could get a job that pays lots of money” (Norman, si, 25/05/2018).
- Laura perceived that programming will be an important skill to learn in the future because “we all use technology a lot” (Laura, si, 04/05/2018);
- Ben thought programming as valuable because “I think maybe everything is going to get taken over by robots, so I’ll want to program robots to do things for us.” (Ben, si, 25/05/2018).

Six similar comments were identified in the end of class reflection data from other students. A notable example of this perception by Olivia was expressed as “learning about this will probably be good for a job, so I think it would be good to do more of this” (Olivia, sr, 23/05/2018). Thus, programming was commonly reported as a valuable skill to learn by all participants to prepare for future employment.

4.2.4 Self-confidence. Figure 22 box and whisker chart provides a visual representation of the interquartiles and upper whisker had increased to above zero in the T2 questionnaire for the self-confidence programming subscale. A mean increase of 1.89 was indicated between the T1 mean ($M = -.98$) and T2 mean ($M = .91$). Standard
deviation remained comparatively similar between T1 ($SD = 1.09$) and T2 ($SD = .89$). With the high $t$-test value and Cohen’s $d$ effect size for this subscale ($t = 8.39$, Cohen’s $d = 1.31$, and $p < .001$), all quantitative evidence strongly suggests the unit of work increased self-confidence in programming significantly for the student participants.

**Figure 22.** Box and whisker chart for the self-confidence subscale of programming.

Moderate correlations were found between this subscale and students’ total quiz scores ($r = .39$). Additionally, moderate correlations were found between this subscale and individual project grades for programming ($r = .43$). Both correlations suggest a moderate chance that students who achieved higher programming quiz scores and grades had more self-confidence in programming.

In the pre-unit of work questionnaire, ten students reported prior programming experience in either Python or Scratch. The subsequent final programming grades for students’ individual projects indicate the majority of relational (4/5) and extended abstract (5/5) grades had students with prior programming experience (see Appendix I):

- 80% extended abstract grade (5/5)
- 83% relational grade (4/5)
- 14% multi-structural grade (3/5)
- 0% uni-structural grade (2/5)
- No student received a pre-structural grade (1/5).

This implied relationship between prior experience to programming ability was reinforced in post unit of work student interviews. For example, Ben wrote, “I am excited to learn more about coding because I do a lot of it.” (Ben, si, 4/05/2018), and Norman “I’ve done a little bit of it before so I think I know that I might enjoy it” (Norman, si, 4/05/2018). These findings also confirm Zach’s prediction in his pre interview that this unit of work may work particularly well for those already who “had an interest in coding and technology in the class” (Zach, ti, 25/05/2018). Thus, these findings strongly suggest that students with prior programming experience had more self-confidence than those without.

Those students who had no prior programming experience commonly described their unfamiliarity towards programming prior to the unit of work starting. For example, Michael wrote: “I’ve never done it so dunno” (Michael, T1, 04/05/2018). The moderate correlations between this subscale and both students’ individual project grades for programming ($r = .43$) and quiz scores ($r = .39$) for the programming items confirm Zach’s pre-unit of work prediction that highlighted Sonic Pi will be “new for the majority of students, which will be challenging” (Zach, ti, 25/05/2018). However, Zach reflected that “students did seem uneasy at first but were quick to feel at home and feel familiar” (Zach, ti, 25/05/2018), which reinforces the T2 results that these students had gained self-confidence through participating in the unit of work. Some students also confirmed Zach’s observation in other qualitative data gathered, reflecting they had become a more confident programmer. For example, Sarah (with no prior programming experience) said, “I think because I feel better about it like I know more now” (Sarah, si, 25/05/2018).

Thus, while students who were inexperienced in programming indicated a relatively low T1 self-confidence, the majority indicated an increase in this subscale by the end of the unit of work.
Programming perceived as difficult. A notable qualitative theme that emerged on students’ self-confidence was the perceived difficulty of programming in student reflections:

- “Coding with Sonic Pi was quite fun, but it did get a bit hard” (Emma, T2, 25/05/2018)
- “feeling good, it w[a]s easy but some p[a]rts were quite hard” (Sophia, T2, 25/05/2018)
- “I liked it, but it was hard tho” (Daniel, T2, 25/05/2018).

The idea of programming as a difficult skill to learn is also reinforced in post-unit of work interviews. For example, Norman thought learning how to program in high school or university is more difficult than other subjects because “you need to be really really good at computers, like know so much stuff about them” (Norman, si, 25/05/2018) and Laura thought high school or university programming classes are “really hard [because] I think it seems really hard, you have to be good at typing a lot and solving things that are hard.” (Laura, si, 25/05/2018). While the quantitative results indicated an increase in this subscale, these reflections suggest students’ perception of programming as a difficult skill to learn may have limited their sense of self-confidence. Notably, no instances were recorded of students who thought programming is easy or comparatively difficult to other subjects.

Student creative identity. As discussed in the Expressing sub-heading in this Chapter (see Section 4.1.3), Sarah and Sam revealed they did not think of themselves as creative. This finding suggests students come with assumptions and biases about themselves and the subjects they are learning, which may inhibit their self-confidence to do creative tasks. The degree to which students viewed themselves as creative may have limited their programming self-confidence. This issue is of increased importance because the unit of work focused on the creative activity of music composition through programming in Sonic Pi.

Zach’s perception as a music teacher new to programming. Zach reported in the pre-interview he did not feel confident with both digital devices and music composition.
Due to inexperience, he admitted there were limitations in the extent to which he could help students. For example, he “felt it was limiting [that I didn’t know how to help some students]... especially when they haven’t really been given the tools to self-problem solve in this context” (Zach, ti, 25/05/2018). Despite this, Zach reported he is now more confident in implementing a unit on Sonic Pi in the future: “I think now that I have been through this unit of work with you, I think I now know what to do in order to develop my skills and to teach this in Sonic Pi” (Zach, ti, 25/05/2018) and later said without hesitation he would “strongly consider planning a unit with Sonic Pi in the future” (Zach, ti, 25/05/2018). These interview excerpts reinforced the quantitative results that Zach increased his self-confidence in teaching programming with Sonic Pi.

4.2.5 Summary. Overall, strong effect sizes indicated more positive attitudes towards programming in all subscales (enjoyment, importance, and self-confidence), which were mostly confirmed across results from qualitative analysis. The most significant increases found were seen in the programming importance and self-confidence subscales, suggesting the unit of work helped students to perceive programming as an accessible skill and more influential in their lives. Perceptions of creativity in programming also increased from T1 to T2 by eight (the majority in T2 thought programming can be creative 20 out of 22 students), indicating the unit of work helped students to see the role of creativity in this skill. Additionally, moderate correlations were discovered between individual project grades for programming and T2 results for all attitude subscales, suggesting high programming competence has a moderate chance to indicate relatively positive attitudes towards programming.

Findings about the participant music teacher (Zach) also indicated increases particularly in the importance and self-confidence subscales, which were confirmed across the qualitative data gathered. These results suggest Zach was able to overcome a lack of awareness and feelings of anxiety towards computing (indicated in the pre-unit of work interview) through facilitating the teaching with me.

The following notable insights were also discovered for each subscale from the qualitative data, which mostly reinforced the quantitative data:
Enjoyment. The novelty of making music with code and working in pairs was found to be the main reasons students enjoyed the unit of work. However, Sam reported he did not like working in pairs, suggesting not all students preferred to work collaboratively.

Importance. Zach and many students thought programming could help students prepare for the modern workforce. However, there was a lack of students reporting intrinsic motivations for learning programming.

Self-confidence:

- Students perceived programming as a difficult skill to learn regardless of their level of competence. However, quantitative data suggests students can increase their self-confidence despite students holding this perception.
- Those with no prior programming experience commonly described their unfamiliarity towards programming to describe their pre-unit of work feelings towards programming.
- Student self-perception on being creative may have reduced Grace and Sophia’s self-confidence in programming, which could have been a limiting factor for other students.
- Zach increased his self-confidence in programming to the point he would like to include a unit on Sonic Pi in his future planning.
Chapter 5: Discussion

The aim of this Chapter is to provide an in-depth discussion of the findings and how they relate to the reviewed literature for each research question. The limitations of this study and suggestions for further research will then conclude this thesis.

5.1 Main Research Question Discussion

The main research question asked: How can Computational Thinking (CT) support learning outcomes in Programming and Music with the Sonic Pi platform? This question is answered through the CT assessment framework conceptualized by Brennan and Resnick (2012) with the dimensions of CT concepts, practices, and perspectives. First, this section discusses each CT dimension in detail and then concludes with overall implications and recommendations.

A trend applying to all CT dimensions from the findings indicated that the scope, refinement and depth of each were generally reflected in their grades and quiz scores. An explanation of this finding was found when discovering that the majority of students with the top two grade categories were dominated with most having had prior programming experience in Scratch and Python. This finding reinforces the notion from Brennan and Resnick (2012) that CT is transferable between programming languages. Thus, knowledge transfer between programming languages from prior experiences likely contributed heavily to students’ CT competence to support learning outcomes. The implications for educators signals this issue may further add to the demanding interdisciplinary challenges in supporting a wide range of abilities in both disciplines. Thus, it is recommended educators consider more time may be needed to support students with less programming experience in their planning.

5.1.1 CT concepts. For all students in this study, findings suggest sequences and loops supported learning outcomes in music and programming. These findings are consistent with results in case studies at a school level in the programming platforms Scratch (Allsop, 2018; Brennan & Resnick, 2012; Burke, 2012; Lee, 2010) and Stagecast...
Creator (Denner et al., 2012). However, Sonic Pi has the added benefit of highlighting overlapping concepts in both music and programming with sequences and loops. For example, melodies in music were easily grasped by all students while linking to the programming concept of sequences, and repetitive music composition concepts (e.g. ostinatos and riffs) also linked effectively while learning about looping in programming. Moreover, music listening activities, where the objective was to find repetitions (or loops) in a piece of music, were found to be effective for aiding students’ initial understanding in both disciplines. However, it was surprising their use of the three looping syntaxes available in Sonic Pi were underutilised. This finding suggests loops were implemented by all students in a limited way. In particular, conditional looping (which combine the concepts of loops, conditions and operators) are not possible with a single command in Sonic Pi. The implications for educators are students’ understanding of looping required less rigour when compared to traditional programming languages aiming to build software. While this implication suggests these concepts in Sonic Pi benefit beginners for an easier introduction to these concepts, it limits students’ future growth in their CT to apply transferable learning from Sonic Pi to other programming languages (like Python) for building software.

Sonic Pi also helps to illuminate the CT concept of parallelism for beginners because each line of code simultaneously sounds unless otherwise programmed not to. Parallelism can often be a CT concept reserved later for non-beginners in programming to understand how computers run several computational processes at the same time (Aaron & Blackwell, 2013). Consequently, students did not anticipate that they needed to program a sleep command when composing melodies to ensure music notes did not play together as chords. This misconception emphasised the need to consciously program time (or the spaces) between notes, which supported music learning outcomes with the core concept of rhythm. The results in this study confirm Aaron and Blackwell’s (2013) claim that Sonic Pi enables this concept to be more easily grasped by beginner students through coding music. This confirmation is also consistent with Brennan and Resnick’s (2012) study, where they have found the CT concept of parallelism can also be understood by
beginners in Scratch. Thus, Sonic Pi offers pedagogical benefits for educators on the CT concept of parallelism for beginner students with overlapping music concepts like rhythm, melodies and layering sounds.

The CT concept of data successfully supported learning outcomes for all students when they were tasked with selecting a collection of notes in a personalised musical scale (taught in Lesson 2). However, the majority of variables were given non-descriptive names and were only called upon a few times in their code. Other studies in Scratch have also found storing and using data in variables not to be challenging for beginners in programming but did not report on participants’ naming of variables (Allsop, 2018; Brennan & Resnick, 2012; Burke, 2012; Lee, 2010). If the role of variables cannot be evaluated from their name, then the readability of their code is compromised, which may unnecessarily complicate the problem solving process when errors and bugs occur (Brennan & Resnick, 2012). The lack of information in the literature on this issue suggests further studies are needed to compare findings on naming variables for different contexts. Despite this concern, the results suggest this approach is an effective way for educators to adopt because it enables beginners to experiment and manipulate data in Sonic Pi with the concept of scales in music. However, educators should consider emphasising the habit of descriptive variable naming in their instruction to aid students’ development of solving bugs and readability of their code.

Despite initial success from my observations when first introducing conditions and operators, quiz scores and analysis of students’ code had disappointing findings for supporting learning outcomes. For example, only three students integrated these concepts into their final music compositions. These findings are consistent with evidence of concepts students find challenging in Scratch (Brennan & Resnick, 2012; Burke, 2012; Lee, 2010) and Stagecast Creator (Denner et al., 2012). However, Allsop (2018) countered these findings where she found only a few students having trouble implementing conditional logic with a game design task in Scratch. This contradiction in the literature suggests students’ understanding of conditions and operators can vary significantly between studies. This issue also highlights that Sonic Pi does not have
syntax that allows for conditional loops (e.g. ‘for’ loops in Python), which combine the CT concepts of looping, conditions and operators. Nevertheless, the extent students in this study did not integrate conditions and operators into their final music compositions was not anticipated because this issue was not reported in the case studies on Sonic Pi to date (Burnard et al., 2014; Burnard et al., 2016; Cheng, 2018). Thus, implications for these findings suggest educators need to be especially aware of this limitation when planning interdisciplinary learning outcomes involving conditions and operators with Sonic Pi.

**Conclusion.** The overall implications are CT concepts offer beginner students insight into the overlapping concepts that support and do not support learning outcomes in both music and programming with Sonic Pi. In particular, the CT concepts of sequences, loops, parallelism and data yielded noteworthy evidence for interdisciplinary skills and knowledge transfer in music. However, the lack of descriptive variable names indicate a challenge for educators to consider carefully. In contrast, the lack of evidence gathered on the CT concepts of conditions and operators illuminate a concerning gap for beginner programmers with Sonic Pi. Despite Edwards (2011) highlighting that conditions and operators have existed for millennia across cultures in music, the way beginner students in programming and music composition implement these two CT concepts is not obvious. This major weakness has not been reported in existing case studies on Sonic Pi (Burnard et al., 2014; & Cheng, 2018). Thus, the implications for educators indicate that conditions and operators are challenging CT concepts to integrate into music compositions with Sonic Pi, which illuminates a likely gap educators need to anticipate in their planning. Therefore, it is recommended that educators:

- Consider utilising the overlapping CT concepts that were found to be successful (sequences, loops, parallelism, and data) in the way they were presented in this unit of work for beginner students.
- Emphasise the use descriptive variable names.
- Recognise conditional loops are not possible in Sonic Pi, which is a limitation to anticipate in planning learning outcomes.
Anticipate the CT concepts of conditions and operators will likely be challenging to support learning outcomes in programming and music for beginners in Sonic Pi. Therefore, plan to teach these CT concepts with another programming language.

5.1.2 CT practices. Being incremental and iterative. All student participants in this study showed some evidence of being incremental and iterative, which helped to support learning outcomes through the development of their music compositions. This finding confirms the literature on this CT practice, where being incremental and iterative was found to be effective for supporting learning in other subjects, besides computer science (Brennan & Resnick, 2012; Fronza et al., 2017; Kafai et al., 2014; Lin & Liu, 2012). The studies on Sonic Pi by Burnard et al. (2014) and Cheng (2018) focused on live-coding performance, where the objective was to use Sonic Pi like a music performance instrument. It is suggested that being incremental and iterative is less appropriate in the live performance context because it involves preparing for a performance through practice instead of developing a music composition to be presented. For educators, the implications of these findings are that being incremental and iterative is an appropriate and effective way to support learning outcomes in both music and programming through the development of music compositions in Sonic Pi.

Testing and debugging. The findings for the testing and debugging CT practice were disappointing because the data gathered gave little insight into the four phases of the debugging process outlined by Lye and Koh (2014, p. 58). While there was evidence of some success with the first phase of understanding the problem in Lye and Koh’s (2014) framework, the remaining three phases (devising a plan, carrying out a plan and testing the plan) were not illuminated effectively from the data gathered. However, the average quiz results (that quizzed students with debugging problems) in this study for all lessons indicated students experienced success when debugging. This contradiction in the data suggested that students were able to successfully solve debugging problems, but found it difficult to describe the process they adopted. One possible explanation could be that student participants simply struggled to remember details on exactly what they did when
being asked afterwards in interviews and written reflections. If this is the case, more explicit teaching of debugging processes could have been helpful to help solve this problem. However, this methodological issue to record meaningful and robust data on testing and debugging practices mirrors many studies on CT (Brennan and Resnick, 2012; Lye & Koh, 2014). For example, Kafai et al. (2014) found that students struggled with debugging in a crafts-oriented approach when programming e-textiles, but provided no details to on this process beyond general researcher observations. Similarly, Denner et al. (2012) also did not describe the debugging processes students adopted beyond general observations that students found it challenging. The implications of these findings are they contribute little about how to best teach effective testing and debugging processes for beginners in programming. Consequently, further investigation on how this CT practice can be monitored and recorded in an effective and robust way is needed for educational research.

In addition, syntax errors were reported to be a major struggle for many students in this study, which also reflects some participants’ experiences in a study by Kafai et al. (2014). The findings alluded only to a trial and error approach to solve bugs and syntax errors, which was also found to be the case in Lin and Liu’s (2012) study of parent-child collaborations with beginner programmers. Lister (2011) emphasises a trial and error approach should be discouraged with novice programmers so they can develop effective abilities in problem solving practices. The implications for educators are that students in this study tended to employ a trial and error approach to solving syntax errors, which ineffectively supported learning outcomes.

The lack of code commenting in all the student code gathered could have contributed to a trial and error approach, which may have partly explained why some students did not show evidence for a ‘thinking then doing’ approach to programming. However, it is difficult to conclude the extent students may or may not have used a ‘thinking then doing’ approach because the data gathering strategies were not able to capture non-verbal evidence effectively. No case study from the reviewed literature revealed how code commenting were utilised, which exposes a gap in the literature on
CT. However, Brennan and Resnick (2012) suggest code commenting may be a way to aid students’ CT practices (e.g. devising a plan for debugging). The implications for educators reveal students do not comment their code in Sonic Pi if they are not taught this practice as to aim problem solving. Moreover, it also indicates that the student participants were not developing their code commenting abilities, which may limit how CT practices can support learning outcomes with the designed unit of work.

**Reuse and remixing.** Reuse and remixing effectively facilitated the sharing of skills and knowledge between students for the development of their music compositions. However, similar to data collected for the testing and debugging element, students could not remember how they remixed code, which also brought up issues around individual student authorship and assessment practices raised by Brennan and Resnick (2012). These issues are reinforced by Van Aalst (2013), where individual contributions in group work have been evaluated as challenging to track and assess. However, authentic learning in a professional programming setting includes code that is often shared and remixed (Brennan and Resnick, 2012). Therefore, a disconnect and tension exists between traditional assessment in schools and the new and revised Digital Technologies content (DTC) in the Technology learning area of the New Zealand Curriculum (NZC), which promotes authentic learning (Ministry of Education [MoE], n.d.a). While reuse and remixing compromises the clarity in knowing what learning outcomes are achieved by individual students, the implication of the findings for educators suggest this CT practice benefits learning through allowing students to collaborate and share ideas, which supports learning outcomes (but not the individual assessment of them).

**Abstracting and modularising.** All students’ final music compositions were discovered to abstract short sequences of sounds that were contained in separate modules (or code blocks) predominantly through the use of live loops. The way in which students structured these modules were motivated by the musical blend with other modules within their music compositions. Other case studies on programming at a school level have not reported and analysed details on the way students’ code is modularised (Allsop, 2018; Burke, 2012; Denner et al., 2012; Kafai et al., 2014; Lee, 2010), which indicates this CT
practice needs further research. Abstracting and modularising highlights a major difference between the modules in Sonic Pi found and how they are typically used in a programming languages designed to build software. For example, in the music composition context in this study, modules were *musically* connected (e.g., a module for chords and another module for the melody), however, these modules were not *programmatically* connected because their code did not call each other to trigger behaviours like in the study by Brennan and Resnick (2012). Because the findings indicated that students were not exposed to Sonic Pi code being programmatically connected, it may explain why the majority of live loops had non-descriptive names. For educators, the implications are that programmatically abstracting and modularising code will likely not be developed with beginners in Sonic Pi to support learning outcomes in programming. However, this CT practice does support music learning outcomes through the musical blending and layering of different sounds and sequences in each module.

**Conclusion.** The overall implications for educators are that employing all elements of CT practices support learning outcomes in music and programming through the development of music compositions. However, ‘testing and debugging’ and ‘reuse and remixing’ had limited qualitative evidence describing the extent to which students employed each CT practice, which mirrored data gathering issues in literature on CT (Brennan & Resnick, 2012; Lye & Koh, 2014). Students’ lack of memory yielded little data for each CT practice from the methods and instruments used in this research, which may also reinforce the studies by Flavell (1979) and Hu (2011) on adolescents’ metacognition could be limited and still emerging at this age. However, the lack of ability to remember and articulate processes may also be due to the way in which the students were taught and the pedagogical approach used. With more explicit teaching and scaffolding to help communicate computational practices that were not based on a constructionism pedagogy, the student participants may have been more successful to remember and describe their processes. With the consideration of these unresolved issues, the most effective way to teach, monitor and assess CT practices needs further research to understand what is appropriately challenging for beginners at this level. Thus,
based on the outlined implications for each CT practice, the following recommendations are made for educators:

- Being incremental and iterative is recommended for the development of music compositions over a series of lessons (rather than a unit of work aimed at live-coding with Sonic Pi).
- A trial and error approach to solving errors and bugs should be discouraged through providing effective alternatives to solving these. Modelling examples from a variety of effective approaches is suggested as a possible way help illuminate these alternative methods for students.
- As recommended by Brennan and Resnick (2012), the unit of work should be modified to teach and emphasise the value of code commenting in order to aid the development of CT practices (particularly testing and debugging).
- Beginners new to text-based programming will likely struggle with syntax errors commonly from the incorrect spelling of Sonic Pi commands. Therefore, educators should emphasise how to quickly overcome these errors through teaching how to read and understand the console error messages as well as effective ways to look up documentation to compare example code.
- Reuse and remixing is recommended as a highly beneficial way to share and build awareness of a range of creative approaches to music composition with Sonic Pi between students. However, educators need to be aware that encouraging this CT strategy will take away the reliability of evidence to show individual understanding of learning outcomes.
- Findings on abstracting and modularising dimension highlighted that students were not developing abilities to programmatically connect their code together to trigger behaviours with Sonic Pi. Therefore, it is recommended that educators to plan to develop this CT practice in another programming platform to support learning outcomes in programming.

5.1.3 CT perspectives. *Expressing*. Brennan and Resnick (2012) suggest that learning is more engaging and effective if students are able to express themselves through
their intrinsic interests. This claim is confirmed in the results of this thesis, where it was discovered all students successfully expressed themselves to support learning outcomes in music and programming. An explanation of these findings is likely attributed through the design of the given project brief and lesson activities to develop two music compositions (see Appendix A and B). Additionally, some students also reflected the freedom to express themselves with Sonic Pi was easier and more engaging than their experiences of programming in Python. Previous studies on Sonic Pi for a live-coding performance context also mirror these findings that creating music was an engaging way for students to express themselves while learning about programming (Burnard et al., 2014; Cheng, 2018). These findings also reinforce studies that interest driven projects maximise student expression for middle school students, which are effective for supporting learning outcomes in both a programming context (Peppler & Kafai, 2009) and a music composition context (Leung, 2004). Surprisingly, there were no case studies found in the literature countering the notion that students expressing themselves negatively affect learning outcomes. However, there were three common themes discovered that were barriers for students to fully express themselves in this study:

1. A lack of time to complete music compositions, which confirmed Leung’s (2004) warning that creative projects do not necessarily fit well into time constraints;

2. Some students said they would have preferred to learn music composition techniques on music genres they were familiar with (like pop music);

3. A few students expressed that they did not think of themselves as creative.

These barriers highlight tensions between a balance of teaching knowledge and skills while allowing creative freedom and enough time for students to express themselves. Collectively, the implications of these findings suggest that while the unit of work supported learning outcomes through the development of music compositions in Sonic Pi, these barriers impacted the extent to which students were able to express themselves to their full potential. However, it is likely these issues will remain in other contexts in a
school environment, which are challenges for the learner and teacher to reflect on regularly.

Connecting. Brennan and Resnick (2012) argue learning is more effective if students learn and share both with and for each other. The findings in this study confirmed connecting in a variety of ways supported learning outcomes, which may be explained through the combined connecting activities in this study (for example: group compositions, class discussions, presenting music compositions in a final presentation, feedback between students, and reuse and remixing). Burnard et al. (2016) and Cheng (2018) further confirm learning outcomes in music and programming were supported through students connecting in similar ways for a live-coding context with Sonic Pi. Furthermore, this notion that ‘connecting’ benefits learning between students is confirmed by Werner and Denning (2009) in a case study on pair programming at middle school, and a group music composition context by Thorpe (2017). However, not all forms of collaboration were universally reported to be beneficial as a few students in this study said they preferred working by themselves. Surprisingly, accounts of students preferring to work individually did not appear in the reviewed literature. This preference for individual versus group learning indicates an important consideration for educators that activities connecting students together do not necessarily support learning outcomes effectively for all students. Therefore, the implications of these findings suggest that educators allow the option for students to work collaboratively in order to align with student preferences for learning.

Questioning. Brennan and Resnick (2012) suggest students should be asking questions that could be answered through computation to increase understanding of themselves and the world around them. While the findings in this study confirmed some students could formulate questions to support learning outcomes in music and programming, there was a lack of student voice in initiating this questioning. This finding implies that students may not have: (a) understood the benefits of effective questioning, and (b) been unsure of what an effective question entails. For example, while Sonic Pi challenged assumptions about the behaviour of programming languages that led to a
greater understanding about music and programming, these assumptions were not understood as a result of questioning from the student. However, this finding may also reinforce the studies on adolescents’ metacognition raised by Flavell (1979) and Hu (2011) as the development of metacognition are found to have only started at this age (Flavell, 1979). The reviewed literature did not report on this CT perspective, which is surprising particularly in the studies using this framework by Brennan and Resnick (2012) to teach and assess CT (Kafai et al., 2014; Kong et al., 2018). The implications of these findings for educators indicate that it remains unclear the extent beginner students at a Year 8 school level can employ effective questioning from their own voice to support learning outcomes.

**Conclusion.** Brennan and Resnick (2012) state this CT dimension highlights the shifts in perspectives students have when developing their CT. Overall, the findings for this dimension were mixed. In particular, the expressing and connecting elements were confirmed to be effective for supporting learning outcomes in music and programming through the designed unit of work. A clear trend across the reviewed literature in Chapter 2 suggest other studies in both a music and programming contexts leaves these findings uncontested. However, it was discovered unavoidable barriers and student preferences for learning indicated ways these CT perspectives do not support learning outcomes for some students. Furthermore, the questioning element was discovered to be disappointing to support learning outcomes because there was a lack of a student voice in asking questions, which may further reinforce limitations in metacognitive abilities for young adolescents (Flavell, 1979). While the findings in this dimension largely confirmed the reviewed literature for all elements, the successes and barriers illuminate important considerations for educators on how CT can support learning outcomes. The implications for educators indicate the expressing and connecting CT elements can be effective for supporting learning outcomes through increased student engagement. However, student led questioning needs to be further scaffolded to support learning outcomes for beginner students at this level. Thus, the recommendations for educators are:
The activities promoting CT in the designed unit of work (See Appendix A) with Sonic Pi are recommended because they potentially enable beginner students at a Year 8 level to effectively express themselves. However, the limiting aspects of student preferences for learning and a lack of time need to be considered as potential barriers to enable the ‘expressing’ CT element to be fully realised.

The connecting activities of group compositions, class discussions, presenting music compositions in a final presentation, feedback between students, and reuse and remixing are all recommended to support learning outcomes. However, educators need to be aware that some students prefer working individually.

It is unclear the extent to which Year 8 students can effectively employ the questioning CT perspective because there may be limitations in metacognitive abilities in adolescents (Flavell, 1979). Nevertheless, it is recommended to design activities that encourage student led questioning through providing examples that beginner students at this level can easily use.

5.1.4 Overall conclusion for the main research question. Brennan and Resnick (2012) suggest CT is about the habits employed by computer scientists and programmers to solve computational problems. For the main research question, the major contribution of this study is that it illuminates many successes and challenges not reported in the literature on Sonic Pi to support learning outcomes in music and programming. Where possible, the findings mostly reinforced the reviewed literature across all CT dimensions and their elements. Additionally, they often expanded or exposed many gaps not in the literature for a more detailed understanding of how CT can support learning outcomes in music and programming. Thus, this study starts a detailed understanding on the ways in which CT can support learning outcomes in music and programming with the Sonic Pi platform, which could enhance the successful integration of the DTC in New Zealand (NZ).

More specifically, the findings particularly illuminated how programming music compositions in Sonic Pi is different to programming in traditional languages designed to build software (e.g. Python and Scratch). For example: most music is time bound, deals
with audio output exclusively, and has no inputs required during its execution (Edwards, 2011). In contrast, programming could include: any type of data output, most often has ‘inputs’ to process, and frequently has some degree of dynamic user interaction (Shute et al., 2017). Despite reporting that learning overlaps occurred between music and programming, these fundamental differences between both disciplines were not highlighted in prior studies on Sonic Pi (Burnard et al., 2014; Burnard et al., 2016; Cheng, 2018). For example, programming concepts like parallelism and sequences in Sonic Pi overlapped in a way that was beneficial for emphasising the importance of silence or time between sounds in music. However, significant challenges were discovered when closely analysing the integration of many CT elements for beginners with Sonic Pi, which have major limitations to develop learning outcomes in programming and music (e.g. there was minimal evidence of students integrating conditions and operators into their projects). Thus, the overall recommendations for educators are:

- Sonic Pi and the designed unit of work in this study are recommended as a creative way to introduce programming for interested beginners at a Year 8 level to support learning outcomes in music and programming – provided educators plan to compensate for the challenges outlined under each element of the three CT dimensions in this Chapter.

- In particular, it is recommended that the challenges of programming in the Sonic Pi platform need to be especially considered for the CT concepts of conditions and operators and the CT practice of abstracting and modularising.

- When teaching with Sonic Pi, emphasise music composition concepts that are similar to CT concepts. For example, sleep commands are required to sequence sounds, which highlights the role of time and space as an essential component of rhythm in music.
Research. This study expands the literature on interdisciplinary CT through Brennan and Resnick’s (2012) framework for the Sonic Pi programming environment. Using this framework to code the data using a directed content analysis approach helped to illuminate the strengths, challenges, and gaps associated with the unique aspects of programming in Sonic Pi when compared to traditional programming environments designed to develop software. However, there were limitations in the data gathered in this study to give reliable insight into what occurred in the CT practices dimension. For example, the results for testing and debugging revealed students were successfully solving bugs, but little insight was gained on how students were achieving or not achieving in this CT practice with Lye and Koh’s (2014) coding scheme. This gap may confirm literature that students only start to develop their metacognitive abilities in their adolescent years found by Flavell (1979). However, this challenge may also be explained only because students found it difficult to remember what processes and decisions they followed. Thus, it is difficult to draw conclusions on the effectiveness of students’ processes in each CT practice. Therefore, this gap in understanding mostly reinforces the challenges in gathering data that illuminate CT practices described by Brennan and Resnick (2012), Lye and Koh (2014) and Allsop (2018). The implication for researchers are that this study contributed little to the literature on the established challenges in gathering data on CT practices, but added to the literature on using Brennan and Resnick’s (2012) framework with the Sonic Pi platform to illuminate its unique characteristics. Thus, the recommendations for researchers are:

- The Brennan and Resnick (2012) CT assessment framework is recommended to code data using a directed content analysis approach to illuminate a holistic understanding of strengths, gaps and challenges of CT at a school level.
- Methods and instruments that require recalling from memory the processes and decisions participants make in the CT practices dimensions are not recommended as a data gathering strategy for Year 8 beginners in
programming (see Section 5.4 for recommendations for possible ways to overcome this limitation).

**Policy.** The findings in this study highlight the potential benefits of an interdisciplinary approach to CT that can support learning outcomes in music and programming. Moreover, the participant music teacher (Zach) was willing and able to start integrating these concepts into his future teaching. Recently, there has been a growing argument that CT has limited efficacy in supporting interdisciplinary learning outcomes in non-computing subjects (Denning, 2017; Tedre & Denning, 2016), suggesting CT should be only taught in Digital Technologies (DT) classes. In this study, it was discovered that those with prior programming experience were more successful in achieving learning outcomes. A possible implication from this finding could be that having specialist learning opportunities greatly compliments interdisciplinary learning (whether in or out of school). However, if the implementation of the DTC is presented as exclusive to computing subjects, there is a danger of missed opportunities like the ones found in this study to enrich the interdisciplinary learning experiences of students developing CT at a school level. Thus, the implications suggest CT may be a way to recognise that computation can be used as an effective skill to be taught and developed for learning in domains other than DT, which potentially supports the successful integration of the DTC in NZ. The recommendations at a policy level are:

- Ensure there are specialist learning opportunities accessible to all students in programming and music
- Ensure professional development opportunities are available for non-DT teachers so that they can take a role in CT teaching and learning to aid the successful integration of the DTC in NZ schools.
- Fund further research into ways CT can (and cannot) effectively overlap and integrate into other non-computing subjects.
Design and implement education policies that incentivise and enable teachers to collaborate and share knowledge between staff and students for the effective development of interdisciplinary CT.

5.2 Sub-research Question Discussion

The sub-research question aimed to answer: *To what extent can the creative activity of composing music with the Sonic Pi platform help to promote more positive attitudes towards programming?* This question is answered through the subscales of a modified framework by (Teo, 2007), which has the three elements of enjoyment, importance, and self-confidence. First, overall findings across the three subscales are discussed, which is followed by an in-depth discussion of qualitative themes identified for each subscale. This section then concludes with implications and recommendations for the sub-research question.

5.2.1 Results across all attitude subscales. Overall, the results indicated all students’ subscales (enjoyment, importance, and self-confidence) for attitude increased significantly in programming from T1 (pre-unit of work) to T2 (post-unit of work). In particular, the importance and self-confidence subscales yielded the largest effect sizes in programming. These large effect sizes are encouraging because they suggest the designed unit of work with the Sonic Pi platform particularly promotes that both programming is an important skill to learn and an increased self-confidence in this skill. Thus, this approach may be an effective way to introduce programming to students at a Year 8 school level to aid the successful integration of the DTC in NZ. The previous studies on Sonic Pi by Burnard et al. (2014) and Cheng (2018) reinforce more generally that Sonic Pi promotes an increased engagement with programming. However, both of these studies did not quantitatively measure attitudes, nor did they record data prior to the unit of work starting to measure potential differences with post unit of work data. Therefore, it is difficult to compare results beyond a general confirmation that both studies found the student participants reacted positively to the unit of work. Nevertheless, the findings in this thesis could be attributed to the design of its unit of work because it enables the creative freedom for students to explore and experiment with code in Sonic Pi, which
could be aligned and linked with their intrinsic preferences in music. The T1 and T2 questionnaire results support this idea because there was an increase in student perception on whether they thought programming can be a creative activity. The reviewed literature with case studies using a variety of programming platforms and tasks also unanimously support the notion that students react positively to creative programming tasks (Allsop, 2018; Brennan & Resnick, 2012; Burke, 2012; Denner et al., 2012; Lee, 2010; Kaifai et al, 2014; Kong et al., 2018; Vekiri, 2010). The overall implication of these findings for educators is that the creative activity of music composition with the Sonic Pi and the designed unit of work could be a way to promote more positive attitudes towards programming for other contexts.

However, many studies have discovered that increased exposure to general computer use can also promote more positive attitudes (Barron et al., 2010; Bovée et al., 2007; Cazan et al., 2016; Teo, 2006;2008). The strong correlations found between the music and programming T2 results may also suggest that exposure generally leads to more positive responses in attitude tests. Therefore, it is difficult to specifically attribute the large increases in attitudes found in this study with the creative activity of music composition using Sonic Pi and the design of the unit of work. However, the qualitative evidence was able to support aspects of activities associated with music composition in Sonic Pi and the design of the unit of work with emerging themes under each subscale (to be discussed later in this Chapter).

Moderate correlations were discovered between quiz scores and programming grades for all subscales (except for a weak correlation found between the enjoyment programming subscale and individual student programming grades). These findings suggest a predominantly moderate relationship between programming skill level and attitude. Supporting this notion that a correlation exists between these factors, Başer (2013) found significant correlations between attitude and academic performance in a programming context. Cazan et al. (2016) also discovered a lower self-confidence in general computer use leads to students using computers less as a learning tool, which is likely to decrease academic performance when learning programming skills. Thus, the
findings in this thesis confirms this literature that student attitudes are correlated to their level of competence in a skill. The implication of this finding for educators is approaches and factors that relate to promoting more positive attitudes are important to adopt to increase student academic performance.

The participant music teacher’s (Zach) attitude subscales either increased or remained the same from T1 to T2. No subscale indicated a negative attitude in T2, which was supported in all qualitative data gathered from Zach. Similar to the results for the student participants, Zach’s subscales for programming importance and self-confidence saw the most significant increases. This result is encouraging because his programming self-confidence was initially lacking in T1 due to inexperience. A major finding in the study by Burnard et al. (2014) reports generally that participant teacher attitudes to be positive towards Sonic Pi. Aaron et al. (2016) pushes this further and argues that educational partnerships for learning computer programming offer rich and effective opportunities and experiences for learning with teachers and students. Findings in this thesis suggest the chance to experience and learn programming with Sonic Pi was a re-invigorating experience for Zach, which supports the idea that educational partnerships between teachers in different disciplines can be beneficial for teacher engagement. The implication of these findings indicates a way to help overcome the lack of teacher capability with the implementation of the DTC. This approach can be fostered through inclusive and collaborative opportunities for non-computing specialist teachers to develop CT skills.

5.2.2 Enjoyment. The novelty of making music with Sonic Pi was found to be a common explanation as to why students enjoyed the unit of work. This theme mirrors interviews conducted from the reviewed literature on Sonic Pi by Burnard et al. (2014) and Cheng (2018) with student participants. Sonic Pi is unique in the way it combines two disciplines into one activity, which was a new experience for all student participants in this study. Therefore, the positive results may be also related to the idea that they were learning about a skill they had never experienced before. Other case studies involving creative activities that support student interest also reinforce the notion they are enjoyable
for students (Brennan & Resnick, 2012; Davies et al., 2013; Kong et al., 2018; Vekiri, 2010). Thus, the implication for educators indicate that the new and novel creative activity of the Sonic Pi platform and the designed unit of work may be a potential way to increase student enjoyment in other contexts.

Working on music compositions in pairs was a second common theme, which was also reflected as a positive factor in the study by Burnard et al. (2014). This theme relates to the findings for the Connecting CT perspective dimension (see Section 4.1.3). However, two students reported they preferred to work individually, which counters the notion that collaborative activities are supported by all students. Kong et al. (2018) found those student participants who wanted to collaborate more had more positive attitudes than those who wanted to work individually. However, there was not sufficient evidence to confirm this from the data gathered in this thesis. The designed unit of work enabled both collaborative and individual work, which may explain why students did not report their preference for working as they were able to engage in both. Thus, the implication for this theme suggests educators allowing students to choose collaborative or individual work may maximise their enjoyment.

5.2.3 Importance. The only theme emerging from qualitative data coded under the importance subscale indicated that students perceive programming skills important because it helps them prepare for the modern workforce. The DTC is aligned towards this goal (MoE, n.d.c), which may explain one reason why many students see programming in this way. While it is important students are aware of the potential extrinsic benefits of learning programming skills for their future employment, Kong et al. (2018) and Verkiri (2010) found learning activities that are intrinsically motivating was a significant predictor of students’ interest in computing. Music composition may be also intrinsically motivating for middle school students (Leung, 2004; Menard, 2013), therefore, the combination of music composition and programming skills with Sonic Pi potentially provides a link for students to become intrinsically interested in programming. However, the lack of themes from the findings in this study that suggest students had intrinsic interest in computer programming is concerning despite the opportunity to engage with
both subjects in Sonic Pi. Kay (1991) warned against too much emphasis on promoting computing as a literacy without an appreciation for the craft through relating it to music, saying that “... if teachers do not nourish the romance of learning and expressing, any external mandate for a new ‘literacy’ becomes as much a crushing burden as being forced to perform Beethoven's sonatas while having no sense of their beauty” (p. 138).

Thus, the implications of findings for educators indicate many students may be already aware of the potential employability benefits of programming through the promotion of the DTC. However, students may be less aware of the potential intrinsic benefits, which may be more motivating and rewarding.

5.2.4 Self-confidence. A major theme related to the self-confidence subscale found that many students perceive programming as a difficult skill to learn. All five interviewed students who all received the top two grades and relatively high quiz scores also thought programming as difficult, suggesting this perception exists regardless of the level competence in programming skills. This theme is consistent across the reviewed literature, despite males often reporting more self-confidence than females (Anderson et al., 2008; Margolis & Fisher, 2002). However, the perception that programming is difficult is surprising because the quantitative results for this subscale found a large effect size. Thus, these results are also encouraging because they indicate students increased their self-confidence significantly despite many perceiving programming as a difficult skill to learn.

A few students expressed that they do not see themselves as creative, which may also explain why they reported programming with Sonic Pi as difficult. Gläveanu (2018) and Edwards (2011) warn against idealist and romantic notions of creativity that promote the idea you need to be born with creative abilities. Moreover, learning programming has also been reported in the literature as having a similar stereotype for only those born with this skill (Margolis & Fisher, 2002; Abbiss, 2008). Thus, the implications of findings for educators suggest creative programming activities may decrease self-confidence in some students. However, findings indicated that the creative activity of music composition with
Sonic Pi may not necessarily pose a barrier to promote more self-confidence as this study found significant increases of this subscale for most students.

5.2.5 Conclusion. Overall, the findings indicated the unit of work significantly promoted more positive attitudes towards programming for all participants. These results add to a more detailed and robust understanding from existing literature on how the creative activity of music composition through Sonic Pi can promote more positive attitudes towards programming. The quantitative themes that emerged for each subscale largely supported the reviewed literature and helped to illuminate challenges in each subscale for educators. However, there was a notable lack of critical responses from students in their reflections on all subscales, which may suggest the instruments and methods were not effective in encouraging students to reflect in this way. All interviewed students received the highest grades and relatively high quiz scores for music and programming. Bovée et al. (2007) found that academic performance is significantly related to attitude, which may explain the lack of a critical voice from all the interviewed students. Nevertheless, the major implication is the creative activity of music composition with Sonic Pi can promote more positive attitudes towards programming. Thus, the recommendations for educators are:

- **Overall**, it is recommended that educators use Sonic Pi and the designed unit of work for those beginner programming students interested in music composition to potentially promote more positive attitudes towards programming.

- **Enjoyment**: It is recommended to allow for both individual and group projects, which may promote students’ enjoyment according to their preferences for working.

- **Importance**: While it is recommended to inform students that programming skills can offer bright employment opportunities in the future, it is more important to emphasise potential intrinsic benefits for learning programming skills as an empowering activity to express oneself.
Intrinsic interests in programming may be achieved through interest driven projects like music composition with Sonic Pi.

- **Self-confidence**: It is recommended to emphasise that programming is a skill any beginner student can learn. Sonic Pi is recommended as an accessible way for beginner students at a school level to effectively develop their self-confidence in programming.

**Research.** The research instruments used for the sub-research question had no apparent issues. Additionally, no obvious challenges were discovered when using the directed content analysis approach with a modified theoretical framework by Teo (2007) for attitude consisting of the subscales: enjoyment, importance, and self-confidence. However, it was surprising to discover there was a notable lack of negative responses across all qualitative data. This mirrored existing studies on Sonic Pi where participants reported positive experiences (Burnard et al., 2014; Cheng, 2018). There may be three main factors that could explain reasons for this:

- All interviewees received top grades and relatively high quiz scores.
- Students were supported more than usual with two teachers throughout the unit of work.
- The novelty of making music with Sonic Pi was a theme as to why this unit of work was exciting for students.

Therefore, the data gathered in this study were likely skewed towards positive findings. This bias indicates the instruments and methods should be modified to gather data from students with a range of programming competency levels. With these modifications, researchers could use the instruments and framework to measure student attitudes at a school level in other contexts. Provided these adjustments have been piloted, the recommendations for researchers are that the methods and instruments can likely be used to successfully measure student attitudes towards programming.
**Policy.** The positive results for the sub-research question suggest implications for the successful integration of the DTC in NZ. Many students thought programming can be beneficial for their future employability. Thus, the extrinsic aims of the DTC (MoE, n.d.c) can be a successful factor to promote the perception that programming is important. However, it is also concerning that intrinsic perceptions as to why programming is important to students were not reported. The participant music teacher was found to have a more positive attitude towards teaching programming and was willing to include a unit on Sonic Pi in the future as a result of participating in this research. Thus, the recommendations at a policy level are:

- Emphasise intrinsic motivations as to why learning programming is important in the DTC documents.
- Support teachers with professional development opportunities for those willing to develop their skills and deliver interdisciplinary units of work.
- Develop incentives for collaboration between teachers to team teach for sharing of knowledge and skills for interdisciplinary teaching and learning.

5.3 Limitations

*Small sample size and single-case study.* As this research was framed as a mixed-method single-case study, the data obtained was detail oriented and only provided a single snapshot of the designed unit of work. Therefore, the findings do not claim to be transferable, repeatable and dependable to other educational contexts (Cohen et al., 2011). The selective sampling strategy is likely to have impacted the results of this unit of work to be more positive, because the participant music teacher and I could collaborate effectively having had prior experiences working together. Despite this unknown impact on the results, the contribution of this mixed-method case study is it provided an in-depth description and analysis (Cohen et al., 2011) that may influence, researchers, educators.
and policy makers for the successful implementation of CT at a school level and the DTC in NZ.

Additionally, without a control group with an impossibly large sample size for statistical significance to compare data with, the extent the unit of work and the Sonic Pi platform were accountable for the results will remain unknown. For example, other studies on student attitudes towards computers have found those who have had more exposure to computers is correlated to academic performance and more positive attitudes (Başer, 2013). Thus, more studies in other contexts with Sonic Pi and the designed unit of work are needed to help understand if similar successes and challenges occur for others.

Lack of case studies at a school level on both research questions. A lack of similar case study research was discovered that had easily comparable results for both research questions. For example, the literature review found few case studies on the Sonic Pi platform (Burnard et al., 2014; Burnard et al., 2016; Cheng, 2018), which only reported on general student engagement and motivation. These studies only enabled shallow comparisons to be made. Furthermore, case studies on other programming languages at a school level could only broadly be compared with the results in this study. The reason for this is that music composition with code in Sonic Pi is different in character (as highlighted in Chapter 4) to the code produced in traditional programming languages’ designed to make computer software. Therefore, it is difficult to draw robust and reliable comparisons between studies to understand the significance of the findings.

Participant researcher bias. Cohen et al. (2011) state participant researchers have a high influence over the data gathered in research, which are subject to confirmation bias. This bias has been indicated in previous educational research on the Logo programming language with the involvement of Seymour Papert (Klahr & Carver, 1988). Additionally, the case studies on Sonic Pi involved its creator (Burnard et al., 2014), which is also likely to have influenced its positive findings. Mitigating against this issue according to Cohen et al. (2011) involves post-lesson reflections of my different roles, reflexivity, respondent checks, and checks by external reviewers, all of which have been embedded in the methodology of this thesis (see Chapter 3). Despite these precautionary
strategies, the results are still recognised to be prone to confirmation bias for positive findings because I designed the unit of work and was a participant researcher in this study.

*Modelling effects as a male teacher.* The modelling effects I had as a male teacher were likely to have had less impact for female participants to promote more positive attitudes towards programming (sub-research question). Previous studies on gender differences in learning programming have found that female teachers are more likely to positively influence and engage female students in computing subjects (Margolis & Fisher, 2002). While no apparent and observable differences were found between the male and female participants, the total sample size is statistically too small ($N = 22$) to compare any differences in gender. Therefore, it remains unclear the extent to which females may react differently to Sonic Pi and the designed unit of work.

*Accuracy and descriptiveness of qualitative data.* As mentioned in Section 5.1, the five selected students that were interviewed all were discovered to have received the top two grades for their music compositions and relatively high quiz score totals. Moderate correlations were found between programming competency and most subscales, which reinforced the literature that attitude correlates to academic performance in a programming context (Başer, 2013). Therefore, the in-depth descriptive interview data is likely to have influenced the findings to be more positive. Additionally, there was a notable lack of negative or critical responses discovered from all participants. As a result, it was recommended in this Chapter for researchers to modify the instruments and data gathering strategies to encourage responses from a range of student abilities.

*Participant absences.* Fortunately, there were no more than two students absent for any given lesson in this study, and numerical quiz score data were able to be estimated in for these gaps (see Chapter 3). However, qualitative data was left missing as recommended by Cohen et al. (2011). The impact these absences had on my findings were particularly considered when looking at individual student data. As there were relatively few student absences throughout the whole unit of work, the overall impact to the results of these missing cases is considered small.
**Questionnaire and quiz results.** The questionnaires and quizzes had multiple-choice and Likert style checkbox questions, which are prone to response biases. Particularly for adolescent participants, there is a danger with this style of data gathering that participants simply misinterpret questions and select answers without thinking (Cohen et al., 2011). However, the participant students may also have been limited in their metacognitive abilities found by Flavell (1979), which could have been a reason for not engaging with the questions asked. This limitation in metacognitive abilities was reinforced where students struggled to remember processes and decisions made for the findings under the CT practices dimension. The following strategies were employed to help prevent these issues:

- there were three questions in each subscale measure with one reverse coded so that a mean score for each subscale can be calculated;
- each item in the questionnaire were explained to students before commencing;
- the questionnaire and quizzes were checked for acceptable face and reading level for a Year 8 level from several teachers;
- students were told they could ask for clarification on items at any stage;
- mean scores for each attitude subscale were triangulated with other qualitative data where consistencies and inconsistencies were analysed.

While these strategies may have helped to mitigate against inaccurate data, it is not clear the extent students may have simply selected answers without thinking or misinterpreted the questions. Therefore, further research is needed with similar instruments and participants to compare the results to understand the extend this issue may have affected the data.

### 5.4 Further Research

This research raises critical questions around the educational value and integration of Sonic Pi in schools and the designed unit of work for the successful integration of the DTC in NZ. If the recommended modifications under each research question and their
instruments outlined in this Chapter are effected, researchers can expand on the findings in many ways in further research. Some notable possibilities for further research include:

- **In the course of conducting this research, gathering meaningful data was difficult for the CT practices dimension (main research question) and encouraging a critical student voice from a range of programming competency levels (sub-research question).** Further research could include real-time observations and recordings from a balanced range of student competency levels in programming, which may sufficiently illuminate both a critical student voice and the way students engage with CT practices. This data gathering strategy has also been recommended in the literature on CT (Brennan & Resnick, 2012; Lye & Koh, 2014), which may help to gather meaningful data for the CT practices dimension and to reveal a critical student voice.

- **In this study, it is recommended that Sonic Pi could be effective as a starting point for beginners (provided they are interested in music composition) for their progression to other programming languages. However, it is not clear to what extent CT knowledge and skill transfer can occur given the differences highlighted in this study between programming in Sonic Pi and traditional programming languages designed to develop software.** Further research could investigate the extent to which skill and knowledge for novices at a school level transfers from Sonic Pi to traditional programming languages like Python.

- **This case study could be repeated in different contexts and with different participants (e.g. all female or male classes, different cultures and backgrounds) to compare the results found in this study. Additionally, different contexts may also include studying teachers with little programming experience who lead the delivery of the unit of work, which will help to understand common successes and challenges teachers new to programming may face.**

In NZ, the successful implementation of the DTC will largely depend on educators’ understanding of CT (MoE, 2017). However, there is still little case study research on CT
and programming attitudes, which is urgently needed at a school level to inform effective ways to help promote more positive attitudes towards programming on an international level. These suggestions for further research will further contribute both to an understanding of effective CT teaching methods and for the successful integration of DTC in NZ.
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## Sonic Pi Unit Plan

### Contents:

<table>
<thead>
<tr>
<th>Topic</th>
<th>Duration</th>
</tr>
</thead>
<tbody>
<tr>
<td>Unit plan overview</td>
<td></td>
</tr>
<tr>
<td>Preparation tasks</td>
<td></td>
</tr>
<tr>
<td>Lesson #1 Get comfortable</td>
<td>1 hour 40 minutes</td>
</tr>
<tr>
<td>Lesson #2 Scales</td>
<td>1 hour 40 minutes</td>
</tr>
<tr>
<td>Lesson #3 Algorithms in music</td>
<td>1 hour 40 minutes</td>
</tr>
<tr>
<td>Lesson #4 Synthesisers</td>
<td>1 hour 40 minutes</td>
</tr>
<tr>
<td>Lesson #5 Finalising each project</td>
<td>1 hour 40 minutes</td>
</tr>
<tr>
<td>Lesson #6 Showcase of all projects</td>
<td>1 hour 40 minutes</td>
</tr>
<tr>
<td>Assessment plan (rubrics)</td>
<td></td>
</tr>
</tbody>
</table>
### Unit plan overview:

<table>
<thead>
<tr>
<th>Core subject(s)</th>
<th>Music (Composition); Digital Technologies (Programming)</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>New Zealand Curriculum</strong></td>
<td><strong>Computer Science:</strong> <a href="#">NZ Digital Technologies progress outcomes level 4</a>; <strong>Music:</strong> <a href="#">Music–Sound arts achievement standards level 4</a></td>
</tr>
<tr>
<td><strong>Level:</strong></td>
<td>Computer Science; Music – Sound arts</td>
</tr>
<tr>
<td><strong>Planned for:</strong></td>
<td>Year 8 music class. Individual, group, and class activities/projects</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>New Zealand Curriculum links</th>
<th>Music</th>
<th>Digital Technologies: Hangarau – Matihiko</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Practical Knowledge (PK):</strong></td>
<td>-Music theory focus: Timbre, Texture, Tonality, Rhythm, Layering, Pitch</td>
<td><strong>Computational Thinking (Brennan &amp; Resnick, 2012):</strong></td>
</tr>
<tr>
<td><strong>Developing ideas (DI):</strong></td>
<td>-Composition Techniques</td>
<td><strong>CT concepts:</strong> sequences, loops, data, parallelism, conditions</td>
</tr>
<tr>
<td><strong>Communicating and Interpreting (CI):</strong></td>
<td>-Individual Composition</td>
<td><strong>CT practices:</strong> being incremental and iterative, testing and debugging, reuse and remixing, abstracting and modularising</td>
</tr>
<tr>
<td></td>
<td>-Pair composition project</td>
<td><strong>CT perspectives:</strong> expressing, connecting, and questioning</td>
</tr>
<tr>
<td><strong>Classroom time required:</strong></td>
<td>Six 1 hour and 40-minute lessons</td>
<td></td>
</tr>
<tr>
<td>-----------------------------</td>
<td>---------------------------------</td>
<td></td>
</tr>
<tr>
<td><strong>Resources needed:</strong></td>
<td><strong>For the teacher:</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td>● Projector connected to a computer with high quality speakers loud enough to play music at high volumes and a wide range of frequencies</td>
<td></td>
</tr>
<tr>
<td></td>
<td>● Many spare headphones for students</td>
<td></td>
</tr>
<tr>
<td></td>
<td>● Internet connection for each computer</td>
<td></td>
</tr>
<tr>
<td></td>
<td>● Headphone splitters (one between two students)</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>Resources needed:</strong></th>
<th><strong>For each student:</strong></th>
</tr>
</thead>
</table>

- Writing music for videos with a brief (topical issues facing the world today, see Appendix B)

**Understanding Context (UC):**
- film music, algorithmic music, generative music
- Listening from Mozart, John Cage, Steve Reich, and generative music by Brian Eno

**Designing and Developing Digital Outcomes:**
- Two algorithmic projects that make music compositions for selected videos on topical issues facing the world today (see Appendix B)
<table>
<thead>
<tr>
<th>Notes</th>
<th>→ Computer for each student with an internet connection</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>→ All lessons will start with a 5-minute recap of concepts covered in previous lessons</td>
</tr>
<tr>
<td></td>
<td>→ For lessons 1-5: 20 minutes before each lesson finishing, students will:</td>
</tr>
<tr>
<td></td>
<td>a) Save progress (not overwriting previous saved files) and take screenshots of progress</td>
</tr>
<tr>
<td></td>
<td>b) Answer quiz on concepts covered in Programming and Music, complete short written reflections (5 minutes)</td>
</tr>
<tr>
<td></td>
<td>c) Participate in class discussion on what they found challenging and successful (5 minutes)</td>
</tr>
</tbody>
</table>

**Preparation tasks:**

- Confirm that computers are switched on, logged-in, connected to the internet and working with audio (speakers, headphones, headphone splitters)
- Ensure students can save their work.
IN PREPARATION FOR LESSON #6 ONLY:
- Ensure each project plays before this class starts; some students might have left bugs in their code that might be embarrassing for them if error messages appear when presenting their work

Lesson #1 Get comfortable:

<table>
<thead>
<tr>
<th>Suggested learning sequence</th>
<th>Key concepts</th>
<th>Sonic Pi syntax to be taught this lesson</th>
<th>Curriculum Links</th>
<th>Learning Outcomes</th>
</tr>
</thead>
</table>
| 1. *Introduction*: What is music composition? What is programming? 15 minutes | Music: -pitch (high and low) -timbre -synthesiser -repetition Programming: | **Activity #1** play, sleep  
**Activity #2** use_synth_times.do loop do | Debugging, abstraction, experimenting  
Iteration, loops, simple functions, sequence, output | Programming  
Music (strand(s)) | Music: a) All students will compose a melody in Sonic Pi  
b) All students will explore and experiment with at least three different |
<table>
<thead>
<tr>
<th>Activity</th>
<th>Description</th>
<th>Time</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. <strong>Activity 1</strong>: Explore Sonic Pi basic commands: play, sleep, run.</td>
<td>15 minutes</td>
<td></td>
</tr>
<tr>
<td></td>
<td>- sequence</td>
<td></td>
</tr>
<tr>
<td></td>
<td>- loop</td>
<td></td>
</tr>
<tr>
<td></td>
<td>- output</td>
<td></td>
</tr>
<tr>
<td></td>
<td>- debugging</td>
<td></td>
</tr>
<tr>
<td>3. <strong>Activity 2</strong>: Adjusting an algorithm to generate music.</td>
<td>30 minutes</td>
<td></td>
</tr>
<tr>
<td>4. <strong>Activity 3</strong>: Group composition brief.</td>
<td>20 minutes</td>
<td></td>
</tr>
<tr>
<td>5. <strong>Wrap-up Activity</strong>: Quiz and reflection.</td>
<td>10 minutes</td>
<td></td>
</tr>
</tbody>
</table>

**Programming**
- a) All students will make a sequence of at least four steps
- b) All students will make a loop to abstract repetition in their composition
- c) All students will synthesise sounds using Sonic Pi
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<table>
<thead>
<tr>
<th>Lesson #2 Scales:</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Suggested learning sequence</strong></td>
</tr>
<tr>
<td><strong>Key concepts</strong></td>
</tr>
<tr>
<td><strong>Sonic Pi syntax to be taught this lesson</strong></td>
</tr>
<tr>
<td><strong>Curriculum Links</strong></td>
</tr>
<tr>
<td><strong>Learning Outcomes</strong></td>
</tr>
</tbody>
</table>

<p>| 1. <em>Introduction</em>: What did we cover in the last lesson? <strong>5 minutes</strong> |
| Recognise repetition and loops in 'Time' by Hans Zimmer from the film 'Inception'. <strong>15 minutes</strong> |
| Music: -tonality -scale -pentatonic -octave -melody |
| Programming: -pattern recognition -functions -lists |
| <strong>Activity #1</strong> using note names e.g. :C4 |
| Debugging, iteration, abstraction, making algorithms, patterns |
| Functions, loops, argument types, data types, methods, naming conventions |
| PK, DI, UC |
| <strong>Music:</strong> |
| a) All students will recognise basic composition repetition/variation in 'Time' by Hans Zimmer |
| b) All students will layer three sounds on top of one another |
| c) All students will create their own |</p>
<table>
<thead>
<tr>
<th></th>
<th>Activity 2: Create your own music scale. <strong>30 minutes</strong></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Activity 3: Listening and reflecting. <strong>25 minutes</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Wrap-up Activity:</strong> Quiz and reflection. <strong>15 minutes</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>- naming conventions</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>- using the <code>.tick</code>, <code>.choose</code> and <code>.shuffle</code> methods</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Programming: a) All students will develop strategies to make an algorithm more efficient through using iteration b) All students will create an algorithm for that plays a series of notes (scale) in a loop</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
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Lesson #3 Algorithms in music:

<table>
<thead>
<tr>
<th>Suggested learning sequence</th>
<th>Key concepts</th>
<th>Sonic Pi syntax to be taught this lesson</th>
<th>Curriculum Links</th>
<th>Learning Outcomes</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. <em>Introduction:</em></td>
<td>Music:</td>
<td></td>
<td>Computational</td>
<td>Music:</td>
</tr>
<tr>
<td></td>
<td>-texture</td>
<td></td>
<td>Thinking</td>
<td>a) All</td>
</tr>
<tr>
<td></td>
<td>-mood</td>
<td></td>
<td>Programmin</td>
<td>students will</td>
</tr>
<tr>
<td></td>
<td>-sampling</td>
<td></td>
<td>g</td>
<td>identify and</td>
</tr>
<tr>
<td></td>
<td>-stretching</td>
<td></td>
<td></td>
<td>experiment</td>
</tr>
<tr>
<td></td>
<td>layering</td>
<td></td>
<td></td>
<td>with</td>
</tr>
<tr>
<td></td>
<td>-cutoff/high</td>
<td></td>
<td></td>
<td>characteristic</td>
</tr>
<tr>
<td></td>
<td>passes</td>
<td></td>
<td></td>
<td>s of</td>
</tr>
<tr>
<td></td>
<td>Programming:</td>
<td></td>
<td></td>
<td>algorithmic</td>
</tr>
<tr>
<td></td>
<td>-random</td>
<td></td>
<td></td>
<td>music and</td>
</tr>
<tr>
<td></td>
<td>number</td>
<td></td>
<td></td>
<td>mood/timbre</td>
</tr>
<tr>
<td></td>
<td>generator</td>
<td></td>
<td></td>
<td>b) All</td>
</tr>
<tr>
<td></td>
<td>-selection</td>
<td></td>
<td></td>
<td>students will</td>
</tr>
<tr>
<td></td>
<td>-arguments</td>
<td></td>
<td></td>
<td>be introduced</td>
</tr>
<tr>
<td>2. <em>Activity 1:</em></td>
<td></td>
<td></td>
<td></td>
<td>to sampling</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td><em>Activity #1:</em></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td><em>rate</em></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td><em>cutoff</em></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td><em>Activity #2:</em></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td><em>rrand()</em></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td><em>choose</em></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td><em>use_random_seed</em></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td><em>if else</em></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. <em>Activity 2:</em></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
music with Sonic Pi and student time on individual projects. **30 minutes**

4. **Activity 3:** Pair/group/class reflection on progress so far. **15 minutes**

5. **Wrap-up Activity:** Quiz and reflection. **15 minutes**

and experiment with basic sample manipulation

**Programming:**

a) All students will use a random number generator (rrand) within Sonic Pi
b) All students will experiment conditional
logic (if/else) in Sonic Pi

c) All students will use arguments to stretch and sculpt audio samples with .rate and .cutoff
**Lesson #4 Synthesisers and effects:**

<table>
<thead>
<tr>
<th>Suggested learning sequence</th>
<th>Key concepts</th>
<th>Sonic Pi syntax to be taught this lesson</th>
<th>Curriculum Links</th>
<th>Learning Outcomes</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. <em>Introduction:</em></td>
<td>Music:</td>
<td><strong>Activity #1</strong></td>
<td>Computation</td>
<td>Music:</td>
</tr>
<tr>
<td></td>
<td>-reverb, delay,</td>
<td>(none)</td>
<td>Thinking</td>
<td>a) All students</td>
</tr>
<tr>
<td></td>
<td>distortion</td>
<td></td>
<td>Programming</td>
<td>will create their</td>
</tr>
<tr>
<td></td>
<td>-attack,</td>
<td></td>
<td>(strands)</td>
<td>own unique</td>
</tr>
<tr>
<td></td>
<td>release</td>
<td></td>
<td></td>
<td>sounds using the</td>
</tr>
<tr>
<td></td>
<td>sustain, decay</td>
<td></td>
<td></td>
<td>square, triangle,</td>
</tr>
<tr>
<td></td>
<td>-sine,</td>
<td></td>
<td></td>
<td>and sine raw</td>
</tr>
<tr>
<td></td>
<td>sawtooth,</td>
<td></td>
<td></td>
<td>wave forms</td>
</tr>
<tr>
<td></td>
<td>triangle waves</td>
<td></td>
<td></td>
<td>b) All students</td>
</tr>
<tr>
<td></td>
<td>Programming:</td>
<td><strong>Activity #2</strong></td>
<td></td>
<td>will use basic</td>
</tr>
<tr>
<td></td>
<td>- decompositio</td>
<td>with <code>fx:</code></td>
<td></td>
<td>effects e.g.</td>
</tr>
<tr>
<td></td>
<td>n (making</td>
<td>-reverb</td>
<td></td>
<td>reverb, delay,</td>
</tr>
<tr>
<td></td>
<td>synthesizers)</td>
<td></td>
<td></td>
<td>cutoff</td>
</tr>
<tr>
<td>2. <em>Activity 2:</em></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Introduce new</td>
<td><strong>Activity #3 and</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Sonic Pi</td>
<td>#4</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>commands (with</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>sine, sawtooth,</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>triangle waves)</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>30 minutes</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Curriculum Links:**
- Abstraction, debugging, decomposition
- Methods, parameters
- PK, DI

**Learning Outcomes:**
- Music:
  - a) All students will create their own unique sounds using the square, triangle, and sine raw wave forms
  - b) All students will use basic effects e.g. reverb, delay, cutoff
3. **Activity 3:**
   - Reflection of progress so far and class discussion of selected listening examples. **10 minutes**

4. **Activity 4:**
   - Student time for group projects. **20 minutes**

5. **Wrap-up**
   - **Activity:** Quiz and reflection. **15 minutes**

---

**Programming:**
- All students will create and use their own personalised synthesiser.
- All students will explore attack, release and sustain of synthesising a unique and personalised electronic instrument.
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<table>
<thead>
<tr>
<th>Suggested learning sequence</th>
<th>Key concepts</th>
<th>Sonic Pi syntax to be taught this lesson</th>
<th>Curriculum Links</th>
<th>Learning Outcomes</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>1. Introduction:</strong></td>
<td>Music: using 6 music elements (pitch, texture etc) to give feedback on each other's composition</td>
<td>(none)</td>
<td>Abstraction, making algorithms, debugging, efficiency/optimisation</td>
<td>Computation (strands)</td>
</tr>
<tr>
<td></td>
<td><strong>Programming:</strong></td>
<td></td>
<td>As per lessons 1-4, debugging</td>
<td>DI</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Music (strands)</td>
<td>Music and programming:</td>
</tr>
<tr>
<td><strong>2. Activity 1:</strong> Class discussion on examples of film music about topical issues. <strong>10 minutes</strong></td>
<td></td>
<td></td>
<td>a) All students will optimise, refine and finalise musical ideas for both individual and group projects</td>
<td></td>
</tr>
<tr>
<td><strong>3. Activity 2:</strong> Recap of Sonic Pi</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
commands and student time for group compositions. **30 minutes**

4. **Activity 3**: Student time for the development of both projects and final hand in. **30 minutes**

5. **Wrap-up Activity**: Quiz and reflection. **15 minutes**

[Hyperlink to Lesson #5 plan PDF]
<table>
<thead>
<tr>
<th>Suggested learning sequence</th>
<th>Key concepts</th>
<th>Sonic Pi syntax to be taught this lesson</th>
<th>Curriculum Links</th>
<th>Learning Outcomes</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. <em>Introduction:</em></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Making</td>
<td>Music: -constructive feedback</td>
<td>Computatio</td>
<td>Music and</td>
</tr>
<tr>
<td></td>
<td>constructive</td>
<td>-arc of composition</td>
<td>nal Thinking</td>
<td>programming:</td>
</tr>
<tr>
<td></td>
<td>comments</td>
<td>- variation/repetition ratio</td>
<td>Programmin</td>
<td>a) All students</td>
</tr>
<tr>
<td></td>
<td>musically</td>
<td></td>
<td>g</td>
<td>will evaluate</td>
</tr>
<tr>
<td></td>
<td>and</td>
<td></td>
<td></td>
<td>their projects</td>
</tr>
<tr>
<td></td>
<td>computationally</td>
<td></td>
<td></td>
<td>for its fitness</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>with their chosen</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>video</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(none)</td>
<td>Evaluation/</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Reflection</td>
<td></td>
</tr>
<tr>
<td>2. <em>Activity 1:</em> Class</td>
<td>Programming:</td>
<td></td>
<td>As per</td>
<td></td>
</tr>
<tr>
<td></td>
<td>demonstration</td>
<td>-efficiency</td>
<td>lessons 1-4,</td>
<td></td>
</tr>
<tr>
<td></td>
<td>and</td>
<td>-optimisation</td>
<td>debugging</td>
<td></td>
</tr>
<tr>
<td></td>
<td>comments</td>
<td>-performance constraints</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>of all</td>
<td>(time limit)</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>projects</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>with film.</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>**70</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>minutes</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
3. Wrap-up  
   Activity: Quiz and reflection.  
   15 minutes

<table>
<thead>
<tr>
<th>Assessment plan:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Final Projects</td>
</tr>
<tr>
<td>End of lesson quizzes and reflections</td>
</tr>
</tbody>
</table>
Appendix B: Brief and assessment rubric for group and individual projects

**Brief and Rubric for Group and Individual Projects**

The purpose of your project is to write music suitable to the mood of a supplied short video of about 1 - 2 minutes in length both in pairs and individually. These videos have the following specific themes on current issues facing the world today: climate change, plastic in the oceans, and the refugee crisis. Your aim is to create what you think might be an appropriate musical background for your chosen film for both projects. There are no wrong answers and you are encouraged to creatively explore and experiment with different combinations of sounds. Please see the assessment rubric below for specific requirements for both final projects.
<table>
<thead>
<tr>
<th>Subject</th>
<th>Pre-structural</th>
<th>Uni-structural</th>
<th>Multi-structural</th>
<th>Relational</th>
<th>Extended abstract</th>
</tr>
</thead>
<tbody>
<tr>
<td>Programming (DT)</td>
<td>Substantially lacks programming constructs presented in lessons</td>
<td>Minor flaws in basic brief requirements</td>
<td>A valid solution according to the brief given</td>
<td>Removed most code redundancy and has a clear logical structure</td>
<td>As per Relational with:</td>
</tr>
<tr>
<td></td>
<td>Code has bugs that prevent it from running</td>
<td>Minimal and basic use of programming concepts</td>
<td>Some code redundancy</td>
<td>Advanced use of sequences, loops, a random number generator, and a variety of Sonic Pi's commands to manipulate sound (including audio effects)</td>
<td>Skillfully uses constructs and concepts beyond those required in the exercise to provide an improved solution.</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Program runs but could have bugs that prevent some parts from running</td>
<td>Program runs bug free or has bugs that only very minimally affect the output</td>
<td>Program is bug free and runs as expected according to brief requirements</td>
<td>Efficient and creative use of algorithms</td>
</tr>
<tr>
<td></td>
<td></td>
<td>A functioning synthesiser has been created but with little evidence of refinement and exploration</td>
<td>Uses sequences and loops</td>
<td>A synthesiser has been created which demonstrates creative sculpting of waveforms with attack, release, sustain and decay</td>
<td>Obvious demonstration of creative exploration, refinement, and optimisation in final outcome</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Uses samples and effects</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Music (DI and CI strand only)</td>
<td>Incomplete or no audio</td>
<td>No engagement with the topic of the chosen film</td>
<td>Sounds and instrumentation used do not blend well</td>
<td>Obvious unintentional tonal clashing/unrelated sounds</td>
<td>Rhythms used lack variety, clarity, and clash between sounds</td>
</tr>
</tbody>
</table>
Appendix C: End of class quizzes and reflections

Reflection Diaries for Lessons 1-5:
1. What did you struggle with the most today? If something didn't work, how did you get it working?
2. How do you think your piece could be further developed? How do you think you would go about this?
3. What did you like most about today? Was there anything you disliked or were surprised about?

Reflection Diary for Lesson 6 only:
1. What parts or aspects of your projects did you tinker with the most?
2. What did you like/dislike most about the whole unit of work? What were you most surprised about?

Lesson #1 Quiz items [correct answers are highlighted]

Instructions for all quizzes:
- You can test code in Sonic Pi and look up documentation to find the right solution
- Circle only one letter for each question
- You are allowed to ask the teacher to help understand the question
- You are not allowed to communicate to other classmates during this quiz

Programming questions:
1. Which code block below repeats forever in Sonic Pi?

   (a)   
   1 repeat do
   2 play 60
   3 sleep 1
   4 end

   (b)   
   1 loop do
   2 play 60
   3 sleep 1
   4 end

   (b) is the correct answer.
2. How many syntax errors are in the following code? You can test each line in Sonic Pi to help find them.

```sonic-pi
1    do again
2    play 60
3    sleep 1
4    end
```

(a) 0  
(b) 1  
(c) 2  
(d) 3

3. Which description is the most accurate of the following Sonic Pi code?

```sonic-pi
1 loop do
2    play 60
3    sleep 1
4    play 56
5    sleep 1
6    end
```

(a) Play the notes 60 and 56  
(b) Forever loop two notes with one second sleep  
(c) Play the notes 56 then 60 with one second in-between  
(d) **Forever loop the notes 60 then 56 with one second sleep between each note**

4. This code is intended to play the first part of a well-known song. However, it has a wrong note and therefore has a bug:
You can copy and paste this code into Sonic Pi to hear how it currently sounds; then test and debug the code to make it sound as intended.

Which code block of the following options sounds with the intended result?

(a)
```plaintext
1 play 70
2 sleep 0.5
3 play 68
4 sleep 0.5
5 play 67
6 sleep 0.5
7 play 68
8 sleep 0.5
9 play 70
10 sleep 0.5
11 play 70
12 sleep 0.5
13 play 70
14 sleep 0.5
```

(b) (b) is the correct answer

```plaintext
1 play 70
2 sleep 0.5
3 play 68
4 sleep 0.5
5 play 66
6 sleep 0.5
7 play 68
8 sleep 0.5
9 play 70
10 sleep 0.5
11 play 70
12 sleep 0.5
13 play 70
14 sleep 0.5
```
5. This code is intended to use the ‘dsaw’ synthesizer and forever loop the notes 60 and 63 with 0.2 seconds in-between each of these notes. However, it does not sound as intended and therefore has one or a few bug(s):

```plaintext
1  play 70
2  sleep 0.5
3  play 68
4  sleep 0.5
5  play 66
6  sleep 0.5
7  play 68
8  sleep 0.5
9  play 71
10 play 68
11 play 71
12 sleep 0.5
13 play 71
14 sleep 0.5
```

You can copy and paste this code into Sonic Pi to hear how it currently sounds.
Which code block of the following options sounds with the intended result?

(a)

```ruby
1 live_loop :myLoop do
2   use_synth :dsaw
3   play 60
4   play 63
5 end
```

(b)

```ruby
1 live_loop :myLoop do
2   use_synth :dsaw
3   play 60
4   play 63
5     sleep 0.2
6 end
```

(c) is the correct answer

(d)

```ruby
1 live_loop :myLoop do
2   use_synth :dsaw
3   play 60
4     sleep 0.2
5   play 63
6     sleep 0.2
7 end
```

6. What order should this code be in to make a loop that plays a note three times with 1 second of sleep after each note? Note that there may be one or two lines of code that are not needed.

```ruby
1 sleep 1
2 play :a4
3 3.times do
4 live_loop :drums do
5 end
```

(a) 4, 3, 1, 2, 5
(b) 3, 2, 1, 5
(c) 2, 4, 1
(d) 3, 2, 1
Music questions:

1. Click here and listen to the linked audio extract. Which if the following options best describes this sound in music terms?
   a) A melody
   b) A chord
   c) Drums
   d) Both melody and chords together

2. Click here and listen to the linked audio extract. Which if the following options best describes this compositional device in music terms?
   a) This audio is not a composition technique
   b) Repetition
   c) Sequence

3. Click here and listen to the linked audio extract. Which if the following options best describes the difference between these two sounds in music terms?
   a) The first sound is soft and the second loud
   b) Both sounds are roughly the same volume
   c) There is no sound
   d) The first sound is loud and the second is soft

4. Click here and listen to the linked audio extract. Which if the following options is the instrument that plays?
   a) Drums
   b) Piano
   c) Guitar
   d) Flute

Lesson #2 Quiz items [correct answers are highlighted]

Instructions for all quizzes:
- You can test code in Sonic Pi and look up documentation to find the right solution
- Circle only one letter for each question
- You are allowed to ask the teacher to help understand the question
You are not allowed to communicate to other classmates during this quiz

Programming questions:

1. Which code block below allows you to store notes in a variable with the name ‘notes’ in Sonic Pi?

(a) \[\text{notes} = \{E4, Fs4, B4\}\]
(b) \[\text{notes} = \{E4, Fs4, B4\}\]**(b) is the correct answer.**
(c) \[\text{notes} = \{E4, Fs4, B4\}\]

2. How many syntax errors are in the following code block?

```ruby
notes = \{F3, Fs4, C3, E2\}
loop do
  play notes.choose
  sleep 1
end
```

(a) 0
(b) 1
(c) 2
(d) 3

3. Which description below is the most descriptive of the following Sonic Pi code?

```ruby
notes = \{F3, Fs4, C3, E2\}
live_loop :melody do
  use_synth :dsaw
  play notes.choose
  sleep 1
end
```

(a) With the ‘dsaw’ synthesiser, play a random element from the ‘notes’ variable in a loop with 1 second sleep in-between each iteration
(b) Play notes stored in the ‘notes’ variable with the ‘dsaw’ synthesiser
(c) Loop the ‘melody’ code block
Use the ‘dsaw’ synth and loop with one second between each iteration

4. The code below is intended to iterate and play through each note stored in the ‘notes’ variable in the ‘melody’ live loop. However, it does not sound as intended and therefore has a bug:

```
notes = (ring :Fs4, :D5, :Cs5)
live_loop :melody do
  play notes
  sleep 0.33
end
```

→ You can copy and paste this code into Sonic Pi to hear how it currently sounds; then test and debug the code to make it sound as intended.

Which code block of the following options sounds with the intended result?

(a) 
```
notes = (ring :Fs4, :D5, :Cs5)
live_loop :melody do
  play notes
  sleep 0.33
end
```

(b) 
```
notes = (ring :Fs4, :D5, :Cs5)
live_loop :melody do
  play notes
  sleep 0.33
  play notes
  sleep 0.33
end
```

(c) 
```
notes = (ring :Fs4, :D5, :Cs5)
live_loop :melody do
  play notes
  sleep 0.33
end
```

(d) 
```
notes = (ring :Fs4, :D5, :Cs5)
live_loop :melody do
  play notes.tick
  sleep 0.33
end
```

← (d) is the correct answer
5. The code below is intended to randomly choose notes from the variable called ‘notes’ in the ‘repeatedCs’ live loop. However, it does not sound as intended and therefore has one or a few bug(s):

```ruby
notes = (ring :C3, :C5, :C4)
live_loop :repeatedCs do
  play notes.tick
  sleep 0.2
end
```

→ You can copy and paste this code into Sonic Pi to hear how it currently sounds.

Which code block of the following options sounds with the intended result?

(a) is the correct answer

(b)

```
live_loop :repeatedCs do
  play notes.choose
  sleep 0.2
end
```

(c)

```
live_loop :repeatedCs do
  play notes
  sleep 0.2
end
```

(d)

```
live_loop :repeatedCs do
  play notes.choose
  sleep 0.2
  notes = (ring :C3, :C5, :C4)
end
```

6. What order should this code be in to make a loop that of a cymbal repeating every two seconds and plays forever? There may be one or two lines of code that are not needed.
(a) 4, 3, 2, 5
(b) 3, 2, 1
(c) 5, 2, 1, 3
(d) 2, 1, 5, 4

Music questions:

1. [Click here](#) and listen to the linked audio extract. Which if the following options best describes this sound in music terms?
   a) A melody
   b) A chord
   c) Drums
   d) Both melody and chords together

2. [Click here](#) and listen to the linked audio extract. Which if the following options best describes this compositional device in music terms?
   a) This audio is not a composition technique
   b) Layering sounds
   c) Sequence

3. [Click here](#) and listen to the linked audio extract. Which if the following options best describes the difference between these two sounds in music terms?
   a) The first sound is low and the second is high in pitch
   b) The first sound is high and the second is low in pitch
   c) Both sounds are roughly the same pitch
   d) They are both different percussion instruments

4. [Click here](#) and listen to the linked audio extract. Which if the following options is the instrument that plays?
   a) Drums
   b) Piano
   c) Guitar
   d) Flute
Lesson #3 Quiz items [correct answers are highlighted]

Instructions for all quizzes:
- You can test code in Sonic Pi and look up documentation to find the right solution
- Circle only one letter for each question
- You are allowed to ask the teacher to help understand the question
- You are not allowed to communicate to other classmates during this quiz

Programming questions:

1. Which code block below allows you to randomly select a sleep time between 0.5 and 1 seconds in Sonic Pi?

(a) `sleep random .5 to 1`
(b) This is not possible in Sonic Pi
(c) `sleep rrand(0.5, 1)` ← (c) is the correct answer.

2. How many syntax errors are in the following code block?

```ruby
1 live_loop :piano do
2   play rrand(60 65)
3   sleep rrand(0.3, 0.7)
4 end
```

(a) 0
(b) 1
(c) 2
(d) 3

3. Which description below is the most descriptive of the following Sonic Pi code?
(a) Loop lines 1-9 containing a condition (if/else). Lines 2-4 is executed if one is calculated in a random selection between one and two; line 3 randomly chooses one note from a list on this line, then a one second of sleep.

(b) Loop lines 1-9. Line 3 randomly chooses one note from a list on this line, then a one second of sleep. Lines 6-7 plays an E minor chord followed by a sleep time of 0.7.

(c) Lines 2-4 is executed if one is calculated in a random selection between one and two; line 3 randomly chooses one note from a list on this line, then a one second of sleep. However, if ‘2’ is calculated from line 2, then line 6-7 get executed – which plays an E minor chord followed by a sleep time of 0.7.

(d) Loop lines 1-9 containing a condition (if/else). Lines 2-4 is executed if one is calculated in a random selection between one and two; line 3 randomly chooses one note from a list on this line, then a one second of sleep. However, if ‘2’ is calculated from line 2, then line 6-7 get executed – which plays an E minor chord followed by a sleep time of 0.7.

4. The code below is intended to play random notes in a minor pentatonic scale from the note 50 and have a random sleep time between each note between 0.3 and 0.5 in a live loop using the ‘dsaw’ synthesizer. However, it does not sound as intended and therefore has a bug:

```plaintext
live_loop :melody do
  use_synth :saw
  play scale(:minor_pentatonic).choose
  sleep rrand(0.3, 0.5)
end
```

→ You can copy and paste this code into Sonic Pi to hear how it currently sounds; then test and debug the code to make it sound as intended.

Which code block of the following options sounds with the intended result?
5. The code below is intended to randomly choose a branch of a condition (if/else); each branch is intended to play the same collection of notes but with different synthesizers. However, it does not sound as intended and therefore has one or a few bug(s):

You can copy and paste this code into Sonic Pi to hear how it currently sounds.

Which code block of the following options sounds with the intended result?

```plaintext
(b) is the correct answer
```
6. What order should this code below be in to make a loop repeat 8 times and plays random notes between 50 and 95 with a sleep time of 2 seconds between each iteration? There may be one or two lines of code that are not needed.

(a) 4, 3, 2, 1
(b) 3, 2, 4
(c) 5, 2, 1, 3
(d) 2, 3, 5, 4

Music questions:
1. Click here and listen to the linked audio extract. Which if the following options best describes this sound in music terms?
   a) A melody
   b) A chord
   c) Drums
   d) Melody and chords together

2. Click here and listen to the linked audio extract. Which if the following options best describes this compositional device in music terms?
   a) Base line
   b) Arpeggiation
   c) Drone

3. Click here and listen to the linked audio extract. Which if the following options best describes the difference between these two sounds in music terms?
   a) The first sound is shorter than the second
   b) The first sound is longer than the second
   c) Both sounds are the same length

4. Click here and listen to the linked audio extract. Which if the following options is the instrument that plays?
   a) Violin
   b) Clarinet
   c) Synthesiser
   d) Saxophone

---

Lesson #4 Quiz items [correct answers are highlighted]

Instructions for all quizzes:
- You can test code in Sonic Pi and look up documentation to find the right solution
- Circle only one letter for each question
- You are allowed to ask the teacher to help understand the question
- You are not allowed to communicate to other classmates during this quiz

Programming questions:
1. Which code block below correctly plays the note :C4 and manipulates the attack, release, sustain, and decay of a saw synthesiser in Sonic Pi?

(a) 1 synth :saw, note: :C4, release: 3, sustain: 0.7, decay: 1

(b) This is not possible in Sonic Pi

(c) 1 synth :saw, attack: 2, release: 3, sustain: 0.7, decay: 1

(d) 1 synth :saw, note: :C4, attack: 2, release: 3, sustain: 0.7, decay: 1  \(\Rightarrow\) (d) is the correct answer.

2. How many syntax errors are in the following code block?

1 Synth :tri, attack: 2 release: 3, sustain 0.7, decay: 1

(a) 0
(b) 1
(c) 2
(d) 3

3. Which description below is the most descriptive of the following Sonic Pi code?

(a) In a live loop called ‘synth’, play an ‘fm’ synth with the note d4; on each iteration of the loop, have one second sleep

(b) In a live loop called ‘synth’, play an ‘fm’ synth that manipulates the release, cutoff, amplitude and attack.

(c) In a live loop called ‘synth’, play an ‘fm’ synth with the note d4 that manipulates the release, cutoff, amplitude and attack; and on each iteration of the loop, have one second sleep
(d) Play the note d4 that manipulates the release, cutoff, amplitude and attack; on each iteration of the live loop, have one second sleep.

4. The code below is intended to play the ‘guit-hamronics’ sample in a loop with a random amplitude and sleep time on each iteration; it is also intended to use the audio effect ‘bitcrusher’. However, it does not sound as intended and therefore has a bug:

   → You can copy and paste this code into Sonic Pi to hear how it currently sounds; then test and debug the code to make it sound as intended.

Which code block of the following options sounds with the intended result?

(a) loop do
   sample :guit_harmonics, amp: rrand(0.4, 2.4)
   sleep rrand(1, 3)
end

(b) loop do
   with_fx :bitcrusher do
      sample :guit_harmonics, amp: rrand(0.4, 2.4)
      sleep rrand(1, 3)
   end
end

(c) with_fx :bitcrusher do
   loop do
      sample :guit_harmonics, amp: rrand(0.4, 2.4)
      sleep rrand(1, 3)
   end
end

← (c) is the correct answer
5. The code below is intended to use the variable ‘r’ to randomly manipulate the ‘rate’ of which the sample on line 3 is played. However, it does not sound as intended and therefore has one or a few bug(s):

```ruby
loop do
  r = rrnd(0.2, 3)
sample :ambi_piano, amp: r
  sleep 0.1
end
```

You can copy and paste this code into Sonic Pi to hear how it currently sounds.

Which code block of the following options sounds with the intended result?

(a)

```ruby
loop do
  r = rrnd(0.2, 3)
sample :ambi_piano, r
  sleep 0.1
end
```

(b)

```ruby
loop do
  r = rrnd(0.2, 3)
  sample :ambi_piano, rate: r
  sleep 0.1
end
```

(c) is the correct answer

(d)

```ruby
loop do
  use r
  r = rrnd(0.2, 3)
sample :ambi_piano, r
  sleep 0.1
end
```
6. What order should this code below be in to play the note 60 with the echo audio effect and one second sleep? There may be one or two lines of code that are not needed.

```plaintext
1    sleep 1
2    with_fx :echo do
3    play 60
4    end
5    8.times do
```

(a) 5, 2, 1, 3  
(b) 2, 3, 1, 5  
(c) 2, 1, 5, 4, 3  
(d) 2, 3, 1, 4

**Music questions:**

1. [Click here](#) and listen to the linked audio extract. Which if the following options best describes this sound in music terms?  
   a) A melody  
   b) A chord  
   c) Drums/percussion  
   d) Both melody and chords together

2. [Click here](#) and listen to the linked audio extract. Which if the following options best describes this compositional device in music terms?  
   a) Base line  
   b) Arpeggiation  
   c) Drone

3. [Click here](#) and listen to the linked audio extract. Which if the following options best describes the difference between these two sounds in music terms?  
   a) The first sound is brighter than the second  
   b) The first sound is darker than the second  
   c) Both sounds are have roughly the same tonal colours

4. [Click here](#) and listen to the linked audio extract. Which if the following options is the instrument that plays?
Lesson #5 Quiz items [correct answers are highlighted]

Instructions for all quizzes:
- You can test code in Sonic Pi and look up documentation to find the right solution
- Circle only one letter for each question
- You are allowed to ask the teacher to help understand the question
- You are not allowed to communicate to other classmates during this quiz

Programming questions:

1. Which code block below correctly plays the 1st element of the notes variable in Sonic Pi?

   (a) ```
   play notes[0], attack: 1, release: 2
   ```
   (b) This is not possible in Sonic Pi

   (c) ```
   notes = [:Fs4, :G4, :B4]
   play notes[0], attack: 1, release: 2
   ```

   (d) ```
   notes = [:Fs4, :G4, :B4]
   play notes[1], attack: 1, release: 2
   ```
   ← (d) is the correct answer.

2. How many syntax errors are in the following code block?

   ```
   c = (chord_degree, :i, :c4, :minor
   play C
   ```

   (a) 0
   (b) 1
3. Which description below is the most descriptive of the following Sonic Pi code?

(a) Play random notes from the C aeolian scale in the 4th octave.
(b) In a loop, play random notes from the C aeolian scale in the 4th octave with the ‘dpulse’ synthesiser and a random sleep time between 0.5 and 0.7 seconds on each iteration.
(c) In a loop, play random notes from the C scale with a random sleep time between 0.5 and 0.7 seconds.
(d) Play random notes from the C aeolian scale in the 4th octave with a random sleep time between 0.5 and 0.7 seconds.

4. The code below is intended to play the ‘ambi_choir’ sample in a loop with the rate, attack and decay manipulated with a 1 second sleep on each iteration. However, it does not sound as intended and therefore has a bug:

You can copy and paste this code into Sonic Pi to hear how it currently sounds; then test and debug the code to make it sound as intended.

Which code block of the following options sounds with the intended result?

(a)
5. The code below is intended to randomly play the notes C4, Db4, and G3 with the ‘tri’ synth in a loop with a random sleep time; it is also intended to systematically use the numerical values stored in the ‘r’ variable to manipulate the attack and sustain of each iteration through the ‘.tick’ method. However, it does not sound as intended and therefore has one or a few bug(s):

You can copy and paste this code into Sonic Pi to hear how it currently sounds.

Which code block of the following options sounds with the intended result?

(a)  

```plaintext
r = [1, 2, 3, 4].tick  
live_loop :phase do  
synth :tri, attack: 1, sustain: r, note: [:c4, :db4, :g3].choose  
sleep rand(0.2, 5)  
end
```

(b)  

```plaintext  
r = [1, 2, 3, 4]  
live_loop :phase do  
synth :tri, attack: r, sustain: 1, note: [:c4, :db4, :g3].choose  
sleep rand(0.2, 5)  
end
```
6. What order should this code below be in to play the note 49 with the synth called ‘beep’ and repeat forever with 0.5 seconds rest in-between each iteration? There may be one or two lines of code that are not needed.

```ruby
1  r = [1, 2, 3, 4].tick
2  live_loop :phase do
3    synth :tri, attack: r, sustain: r, note: [:c4, :db4, :g3]
4    sleep rand(0.2, 5)
5  end
```

(a) 4, 3, 2, 5  
(b) 2, 1, 3, 4  
(c) 2, 1, 5, 4, 3  
(d) 2, 3, 1, 4

**Music questions:**

1. [Click here](#) and listen to the linked audio extract. Which of the following options best describes this sound in music terms?
   a) A melody   
   b) A chord   
   c) Drums   
   d) Both melody and chords together

2. [Click here](#) and listen to the linked audio extract. Which of the following options best describes this compositional device in music terms?
   a) Arpeggiation
b) Sequence

c) Drone

3. Click here and listen to the linked audio extract. Which of the following options best describes the difference between these two sounds in music terms?

a) The first sound fades out and the second sound fades in
b) The first sound fades in and the second sound fades out

c) Both sounds stay at the same volume throughout

4. Click here and listen to the linked audio extract. Which of the following options is the instrument that plays?

a) Drums
b) Synthesiser
c) Guitar
d) Flute
Appendix D: Pre and post questionnaires for students

Pre questionnaire for students:

Information and instructions:

All names will be kept confidential through using pseudonyms in all publications relating to the study. The school's name will also not be revealed in any publications. Chris Petrie (the researcher) and the music teacher will be the only people with access to the matched list of names to pseudonyms.

This study is voluntary. If you do not wish to continue at any time, please quietly inform a teacher.

This questionnaire asks background information on your experiences in music and programming (also known as coding), and questions relating to your attitude to music and programming.

Once you click 'submit' at the end of this questionnaire, your responses are recorded. This will indicate that you agree to your responses to be used for the purposes of this study.

Please make sure you answer ALL questions as truthfully as possible.

Student Pre-unit of work Questionnaire Part 1

1. Please write your full name: ___________________________

2. Have you previously learnt any programming (or coding) skills? If so, for how long? (Please circle one of the following)

   None | A few weeks | A month | A few months | More than 6 months | Over a year

3. If you have had some experience, what programming languages did you use? ___________________________

4. If you have had some experiences programming, did you try to complete any projects? If so, briefly describe these below.
5. Do you play a musical instrument? If you do: what do you play? For how long?

6. Have you made your own music before? (Please circle one of the following)
   YES | NO

7. Have you made your own music on computers before? (Please circle one of the following)
   YES | NO

Student Pre-unit of work Questionnaire Part 2

8. Briefly describe your feelings towards learning to program (or code).

9. Briefly describe your feelings towards learning to make your own music.
10. Do you think programming (or coding) can be creative? (Please circle one of the following)

YES | NO

---

**Student Pre-unit of work Questionnaire Part 2**

1. I think programming (or coding) is a lot of fun. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

2. I think making music is a lot of fun. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

3. I think programming (or coding) is not enjoyable. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

4. I think making music is not enjoyable. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

5. I am excited to learn the skill of programming (or coding). (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree
6. I am excited to learn how to make music. (Please circle one of the following)
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

7. I think learning programming (or coding) skills are relevant for my future. (Please circle one of the following)
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

8. I think learning music composition skills is relevant for my future. (Please circle one of the following)
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

9. I can’t see the point in learning the skill of programming (or coding). (Please circle one of the following)
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

10. I can’t see the point in learning the skill of making music. (Please circle one of the following)
    Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

11. I might want to study programming (or coding) in senior high school or university. (Please circle one of the following)
    Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

12. I might want to study music composition in senior high school or university. (Please circle one of the following)
    Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree
13. I find (or might find) programming (or coding) easy. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

14. I find (or might find) making my own music easy. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

15. Programming (or coding) can only be learnt by really intelligent people. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

16. Making or composing music can only be learnt by really intelligent people. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

17. I feel I know what kinds of activities are involved with programming (or coding). (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

18. I feel I know what kinds of activities are involved with making (or composing) music. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

Please read this before submitting!

Please check over your answers to ensure you have answered ALL questions correctly.
I understand that by clicking on the submit button that I agree to participate in the study and that my information will be used for research purposes and will be kept anonymous.

Thank you!
Post questionnaire for students:

Information and instructions:

All names will be kept confidential through using pseudonyms in all publications relating to the study. The school's name will also not be revealed in any publications. Chris Petrie (the researcher) and the music teacher will be the only people with access to the matched list of names to pseudonyms.

This study is voluntary. If you do not wish to continue at any time, please quietly inform a teacher.

This questionnaire asks background information on your experiences in music and programming (also known as coding), and questions relating to your attitude to music and programming.

Once you click 'submit' at the end of this questionnaire, your responses are recorded. This will indicate that you agree to your responses to be used for the purposes of this study.

Please make sure you answer ALL questions as truthfully as possible.

Student Post-unit of work Questionnaire Part 1

1. Please write your full name: _______________________________

2. Briefly describe your feelings towards learning to program (or code).

   __________________________________________________________

   __________________________________________________________

3. Briefly describe your feelings towards learning to make your own music.

   __________________________________________________________

4. Do you think programming (or coding) can be creative? (Please circle one of the following)

   YES  |  NO
Student Post-unit of work Questionnaire Part 2

1. I think programming (or coding) is a lot of fun. (Please circle one of the following)
   
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

2. I think making music is a lot of fun. (Please circle one of the following)
   
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

3. I think programming (or coding) is not enjoyable. (Please circle one of the following)
   
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

4. I think making music is not enjoyable. (Please circle one of the following)
   
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

5. I am excited to learn the skill of programming (or coding). (Please circle one of the following)
   
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

6. I am excited to learn how to make music. (Please circle one of the following)
   
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

7. I think learning programming (or coding) skills are relevant for my future. (Please circle one of the following)
8. I think learning music composition skills is relevant for my future. (Please circle one of the following)

Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

9. I can’t see the point in learning the skill of programming (or coding). (Please circle one of the following)

Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

10. I can’t see the point in learning the skill of making music. (Please circle one of the following)

Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

11. I might want to study programming (or coding) in senior high school or university. (Please circle one of the following)

Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

12. I might want to study music composition in senior high school or university. (Please circle one of the following)

Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

13. I find (or might find) programming (or coding) easy. (Please circle one of the following)

Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree
14. I find (or might find) making my own music easy. (Please circle one of the following)

- Strongly disagree
- Moderately disagree
- Slightly disagree
- Slightly agree
- Moderately agree
- Strongly agree

15. Programming (or coding) can only be learnt by really intelligent people. (Please circle one of the following)

- Strongly disagree
- Moderately disagree
- Slightly disagree
- Slightly agree
- Moderately agree
- Strongly agree

16. Making or composing music can only be learnt by really intelligent people. (Please circle one of the following)

- Strongly disagree
- Moderately disagree
- Slightly disagree
- Slightly agree
- Moderately agree
- Strongly agree

17. I feel I know what kinds of activities are involved with programming (or coding). (Please circle one of the following)

- Strongly disagree
- Moderately disagree
- Slightly disagree
- Slightly agree
- Moderately agree
- Strongly agree

18. I feel I know what kinds of activities are involved with making (or composing) music. (Please circle one of the following)

- Strongly disagree
- Moderately disagree
- Slightly disagree
- Slightly agree
- Moderately agree
- Strongly agree

Please read this before submitting!

Please check over your answers to ensure you have answered ALL questions correctly.

I understand that by clicking on the submit button that I agree to participate in the study and that my information will be used for research purposes and will be kept anonymous.

Thank you!
Appendix E: Pre and post questionnaires for the participant music teacher

Pre-questionnaire for the participant music teacher:

Information and instructions:

All names will be kept confidential through using pseudonyms in all publications relating to the study. The school's name will also not be revealed in any publications. Chris Petrie (the researcher) and the music teacher will be the only people with access to the matched list of names to pseudonyms.

This study is voluntary. If you do not wish to continue at any time, please quietly inform a teacher.

This questionnaire asks background information on your experiences in music and programming (also known as coding), and questions relating to your attitude to music and programming.

Once you click 'submit' at the end of this questionnaire, your responses are recorded. This will indicate that you agree to your responses to be used for the purposes of this study.

Please make sure you answer ALL questions as truthfully as possible.

Music Teacher Pre-unit of work Questionnaire Part 1

1. Please write your full name: ___________________________

2. Have you previously learnt any programming (or coding) skills? If so, for how long? (Please circle one of the following)

   None | A few weeks | A month | A few months | More than 6 months | Over a year

3. If you have had some programming experience, what programming languages did you use?

   ______________________________________________________

   ______________________________________________________

4. If you have had some experiences programming, did you try to complete any projects? If so, briefly describe these below.
5. Do you play a musical instrument? If you do: what do you play? For how long?

6. Have you taught music composition before? (Please circle one of the following)

   YES  |  NO

7. Have you taught music production on computers before? (Please circle one of the following)

   YES  |  NO

Music Teacher Pre-unit of work Questionnaire Part 2

1. Briefly describe your feelings towards teaching programming (or coding)?

2. Briefly describe your feelings towards teaching music composition?
3. Do you think programming (or coding) can be creative? (Please circle one of the following)

YES | NO

Music Teacher Pre-unit of work Questionnaire Part 2

1. I think teaching programming (or coding) is a lot of fun. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

2. I think teaching music composition is a lot of fun. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

3. I think teaching programming (or coding) is not enjoyable. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

4. I think teaching music composition is not enjoyable. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

5. I am excited to learn about the skill of programming (or coding) so I can teach it. (Please circle one of the following)
6. I am excited to learn about music composition so I can teach it. (Please circle one of the following)

7. I think learning programming (or coding) skills are relevant for my future in teaching. (Please circle one of the following)

8. I think learning music composition skills is relevant for my future in teaching. (Please circle one of the following)

9. I can’t see the point in teaching the skill of programming (or coding). (Please circle one of the following)

10. I can’t see the point in teaching the skill of making music. (Please circle one of the following)

11. I might want to learn about programming (or coding) to teach this skill in the future. (Please circle one of the following)
12. I might want to learn about music composition to teach it in the future. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

13. I find (or might find) teaching programming (or coding) easy. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

14. I find (or might find) teaching making music easy. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

15. Programming (or coding) can only be learnt and taught by really intelligent people. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

16. Making or composing music can only be learnt and taught by really intelligent people. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

17. I feel I know what kinds of activities are involved with programming (or coding). (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

18. I feel I know what kinds of activities are involved with making (or composing) music. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree
Please read this before submitting!

Please check over your answers to ensure you have answered ALL questions correctly.

I understand that by clicking on the submit button that I agree to participate in the study and that my information will be used for research purposes and will be kept anonymous.

Thank you!
Post-unit of work questionnaire for the participant music teacher:

Information and instructions:

All names will be kept confidential through using pseudonyms in all publications relating to the study. The school's name will also not be revealed in any publications. Chris Petrie (the researcher) and the music teacher will be the only people with access to the matched list of names to pseudonyms.

This study is voluntary. If you do not wish to continue at any time, please quietly inform a teacher.

This questionnaire asks background information on your experiences in music and programming (also known as coding), and questions relating to your attitude to music and programming.

Once you click 'submit' at the end of this questionnaire, your responses are recorded. This will indicate that you agree to your responses to be used for the purposes of this study.

Please make sure you answer ALL questions as truthfully as possible.

---

Music Teacher Post-unit of work Questionnaire Part 1

1. Briefly describe your feelings towards teaching programming (or coding).

________________________________________________________________________

________________________________________________________________________

2. Briefly describe your feelings towards teaching music composition.

________________________________________________________________________

3. Do you think programming (or coding) can be creative? (Please circle one of the following)

YES | NO
Music Teacher Post-unit of work Questionnaire Part 2

1. I think teaching programming (or coding) is a lot of fun. (Please circle one of the following)
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

2. I think teaching music composition is a lot of fun. (Please circle one of the following)
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

3. I think teaching programming (or coding) is not enjoyable. (Please circle one of the following)
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

4. I think teaching music composition is not enjoyable. (Please circle one of the following)
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

5. I am excited to learn about the skill of programming (or coding) so I can teach it. (Please circle one of the following)
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

6. I am excited to learn about music composition so I can teach it. (Please circle one of the following)
   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

7. I think learning programming (or coding) skills are relevant for my future in teaching. (Please circle one of the following)
8. I think learning music composition skills is relevant for my future in teaching. (Please circle one of the following)

9. I can’t see the point in teaching the skill of programming (or coding). (Please circle one of the following)

10. I can’t see the point in teaching the skill of making music. (Please circle one of the following)

11. I might want to learn about programming (or coding) to teach this skill in the future. (Please circle one of the following)

12. I might want to learn about music composition to teach it in the future. (Please circle one of the following)

13. I find (or might find) teaching programming (or coding) easy. (Please circle one of the following)
14. I find (or might find) teaching making music easy. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

15. Programming (or coding) can only be learnt and taught by really intelligent people. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

16. Making or composing music can only be learnt and taught by really intelligent people. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

17. I feel I know what kinds of activities are involved with programming (or coding). (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

18. I feel I know what kinds of activities are involved with making (or composing) music. (Please circle one of the following)

   Strongly disagree | Moderately disagree | Slightly disagree | Slightly agree | Moderately agree | Strongly agree

Please read this before submitting!

Please check over your answers to ensure you have answered ALL questions correctly.

I understand that by clicking on the submit button that I agree to participate in the study and that my information will be used for research purposes and will be kept anonymous.

Thank you!
Appendix F: Student individual project exemplars (Ben, Emma, Grace and Lucas)

**Ben’s individual project (Extended abstract grade for programming)**

```plaintext
## A Homeless Bear in London

```live_loop :phase1 do
  use_synth :hollow
  with_fx :reverb, mix: 0.9 do
    play choose([:Fs4, :G4]), attack: 4, release: 5
  end
  sleep 10
end
``` live_loop :phase2 do
  use_synth :hollow
  with_fx :reverb, mix: 0.76 do
    play choose([:D4, :E4]), attack: 6, release: 6
  end
  sleep 8
end
```

```live_loop :phase3 do
  use_synth :hollow
  with_fx :reverb, mix: 1 do
    play choose([:A4, :Cs5]), attack: 5, release: 5
  end
  sleep 11
end
```

```live_loop :phase4 do
  use_synth :hollow
  with_fx :reverb, mix: 0.6 do
    play choose([:F4, :C4]), attack: 3, release: 4
  end
  sleep 15
end
```

```

```live_loop :first do
  use_synth :hollow
  play notes.tick, release: 0.5, amp: 0.2, pan: 0.8
  sleep 0.33
end
```

```live_loop :second do
  use_synth :hollow
  play notes.tick, release: 0.7, amp: 0.1, pan: -0.75
  sleep 0.294
end
```

```loop do
  rand(68, 119)
  if one_in(6)
    use_synth :dark_ambience
    play [:A, :E, :D, :G].choose, pan: 0.4, amp: 0.3
  end
  sleep 3
else
  use_synth :dark_ambience
  play [:C, :A3, :A5].choose, pan: -0.3, sustain: 0.5, amp: 0.4, decay: 2
  sleep 0.7
end```
Emma’s individual project (Relational grade for programming)

live_loop :rad do
  use_synth :prophet
  with_fx :reverb, sfx: 0.3 do
    play choose([[:C3,:D3, :A3, :G5]], attack: 5, release: 5, sustain: rrand(0.1, 3), decay: rrand(0.1, 3)
    sleep 2
  end
end

sleep 5

with_fx :reverb, phase: 0.5, decay: 8 do
  live_loop :th do
    yep = (scale :e4, :aeolian, num_octaves: 3).choose
    play yep, attack: rrand(1, 4), amp: rrand(0.4, 0.8)
    sleep rrand(3, 12)
  end
end

sleep 5

live_loop :low do
  sample :mehackit_phone3, rate: 0.15, beat_stretch: 1, attack: 2, decay: 4, amp: 2
  sleep 1
end

live_loop :chords do
  cho = (chord_degree, [:1, :v]).ring.choose, :C4, :major, 3)
  play chord_invert(cho, [-1, 0, 1].choose)
  sleep rrand(0.5, 2)
end
Grace's individual project (Multi-structural abstract grade for programming)

```lisp
live_loop :greg do
  synth :beep, note: [c3, c4, g3].choose
  sleep 0.2
end

with_fx :slicer do
  live_loop :sample do
    sample :ambi_glass_rub, rate: 0.2, amp: 0.5
    sleep 1
  end
end

live_loop :daniel do
  synth :dsaw, note: [c6, c5, g6].choose, amp: 0.1, attack: rand(1, 3)
  sleep 0.2
end

live_loop :ggg do
  play 60
  sleep 3
  play 53
  play 55
  play 66
  sleep 5
  sleep 3
  play 53
  play 55
end

live_loop :dm do
  sample :bd_008
  sleep 0.4
  sample :drum_cowbell
  sleep 0.4
end

loop do
  synth :noise
  sleep 2
  synth :supersaw
  sleep 4
end
```
Lucas’s individual project (Uni-structural grade for programming)

```plaintext
## my piece

```loop do
  synth :mod_dsaw, sustain: 2, decay: 6, attack: 2
  sleep 4
end

use_synth :prophet
live_loop :not do
  play choose([:d3, :g4]), attack: 2, sustain: 3
  sleep 4
end

loop do
  synth :fm
  sleep 2
end

sample ”/Users/user3/Desktop/samples/G0Sounds/Drones/Atmospheric/Abandoned Turbine.wav”
sleep 3

loop do
  play 22.444
  sleep 2
  play 53
  play 55
end

3.times do
  use_synth :pluck
  play rand([-44, 60])
  sleep 0.12
end```
Interdisciplinary Computational Thinking with Music and Programming: A Case Study on Algorithmic Music composition with Sonic Pi

Information Sheet for the Participant School and Music Teacher

Hello. My name is Chris Petrie and I am a Master of Education thesis student at Canterbury University. You are receiving this information sheet and attached consent form because [school name] has been identified as a potential participant school in a case study on an introduction to interdisciplinary learning with music and programming. I have designed a six-lesson unit of work to be completed aligned with the new Digital Technologies Curriculum the New Zealand Government is formally phasing in for all schools and years in 2018, which will be made compulsory in 2020. I’m an experienced music and computer science teacher with over 10 years teaching in schools in New Zealand, Germany, and Nepal. Recently, I have been the computer science teacher at Saint Kentigern College from Years 10 to 13. A small description of the research, what is involved, and what will be expected is given in this information sheet. Please do not hesitate to contact me using my email (cpe20@uclive.ac.nz) if you have any concerns, issues, or queries about this research at any time.

The newly developed unit of work would include six one hour and 40-minute lessons (total class time will be 10 hours spread over three weeks), and is designed to engage a Year 8 class of students using a software platform called Sonic Pi (http://sonic-pi.net). This is to be timetabled with the school’s administration and the music teacher. This research project aims to examine the effectiveness of this unit on students’ skill development and attitudes towards programming. Student participants will complete two music compositions (one in pairs, and one individually) using the Sonic Pi platform to one-minute films on current issues in the world today like pollution and climate change. The participant music teacher will be involved in professional development to help your school with the integration of the new Digital Technology Curriculum, and help facilitate these classes.

It is intended all students in the Year 8 class (selected by the music teacher, Board of Trustees and Principal) will be taught the unit of work. Only when all three consent forms have been signed (first school, second parent, and third the student themselves) to take part in this research, will a student within the class be able to participate.

The unit is designed for a minimum of 14 students with help from one of the school’s music teacher. Participation in this research will require participant students to take part in questionnaires both before and after the unit of work, two digital projects, in class quizzes, and student reflective diaries. These will be completed during the taught lessons (so no extra time will be needed). Non-participants will do every activity participants will do, except in-class quizzes and student diaries. While the participants are completing these activities, non-participants will be given this time to work more on their individual final projects for this unit with the music teacher. This extra time is relatively short (as the in-class quizzes and student diaries are planned to take up a maximum of 10 minutes per lesson), so the advantage non-participants receive in getting more time to improve their compositions will be relatively small. While participants are completing the 10 minute questionnaires both before and after the unit of work, non-participants will be involved in a listening activity with the music teacher.

Through the consent form for parents and caregivers, I will be asking permission for interviews from five selected student participants in class [class name] both before (5-10 minutes additional time) and after (10-15 minutes additional time) the unit of work. The purposes of these student interviews are to help investigate the aforementioned research aims from a student voice. The selection of these five students will be based on those
who will likely give useful and descriptive answers from the pool of students who have had the required consent forms signed and have indicated they would like to participate in these interviews. Parents or caregivers can opt their child out of these interviews and still participate in this research by ticking the appropriate box through the consent form attached to an information sheet I will provide. There will be an opportunity for the student to check the accuracy of the transcript of each interview for all selected students, which will be arranged with the school after the unit of work has been completed at an interval or lunchtime within school hours.

Please note, a school’s music teacher will also need to be engaged in order to help deliver and facilitate the unit of work. They will need to sign the consent form attached to this information sheet. The music teacher will also be asked to complete before and after questionnaires as well as semi-structured interviews. Also note that post-lesson reflections from myself will also be made after each lesson as part of the data gathering process. All observations, interviews, and questionnaires will carefully reflect only on the participants in the research (observations on non-participants in the class will not be recorded).

In this unit of work, you should be aware that there is a potential risk that some of the intended interdisciplinary learning outcomes in either music or programming will not be achieved because the design of the unit of work has not been trialled. As a consequence, there may be further time needed beyond this research project in order to fill in gaps. This is unlikely to be the case because the unit is designed for beginners and adaptable to the learning needs of the students, while still linking with the New Zealand Curriculum in both domains. The music teacher will need to be aware of this risk, and plan to ensure time is reserved for learning outcomes that may have been missed. Furthermore, there is a social risk where non-participants may be isolated or left out when their activities are different from the participants (of which take up a relatively small amount of time: in-class quizzes, student diaries, and questionnaires). What then will happen (where activities are different for participants and non-participants in this research) has been outlined above.

Participation in data gathering for this research is voluntary, and the school’s Board of Trustees, Principal, participant music teacher, parents or caregivers, and students have the right to have the data recorded about them returned or destroyed before the 1st of June 2018 (when analysis of raw data starts) without penalty. Please also note the final date for withdrawal from this study is the 1st of June 2018.

The results of the project will be published, but you may be assured confidentiality of data gathered in this investigation, as any participant’s identity will not be made public. All identities will be kept hidden through using pseudonyms in all publications relating to the study. The name of the school will also be substituted with a pseudonym in any published documents relating to this research. All material collected is securely stored for five years and destroyed after this time in accordance with the University of Canterbury’s Educational Research Human Ethics Committee policy. All data of participants will be kept digitally and secure by myself with a password coded cloud storage system and backed up on my personal laptop computer (also password protected). All participant data will be stored using pseudonyms, with no real names associated with this data. Even during the analysis and reporting of results, pseudonyms will also be used for all participants and the participating school so that privacy and confidentiality can be further ensured. Myself and the participant music teacher will be the only people with access to the matched list of names and codes. Please be aware that a thesis is a public document and will be available through the UCLibrary.

Please indicate to the researcher on the consent form attached if you would like to receive a copy of the summary results for this project.

The project is being carried out as a requirement to complete a thesis for a Master’s in Education by Chris Petrie under the supervision of Niki Davis (main supervisor, until approximately April 2018 where Cheryl Brown will take over as the main supervisor) and Valerie Sotardi (co-supervisor), who can be contacted at Niki Davis (niki.davis@canterbury.ac.nz); Valerie Sotardi (valerie.sotardi@canterbury.ac.nz); Cheryl Brown (cheryl.brown@canterbury.ac.nz). They will be pleased to discuss any concerns you may have about participation in this research.

This project has been reviewed and approved by the University of Canterbury Educational Research Human Ethics Committee, and participants should address any complaints to The Chair, Educational Research Human Ethics Committee, University of Canterbury, Private Bag 4800, Christchurch (human-ethics@canterbury.ac.nz).

If you agree for [school name] to participate in the study, you are asked to complete the consent form (attached) and have it returned to Chris Petrie.
Interdisciplinary Computational Thinking with Music and Programming: A Case Study on Algorithmic Music composition with Sonic Pi

Consent Form for the Participant School and Music Teacher

☐ I have been given a full explanation of this project and have had the opportunity to ask questions.

☐ I understand what is required for this unit of work.

☐ I understand that participation is voluntary and may stop the research before the 1st of June 2018. This will also include destroying of any information collected.

☐ I understand that any information or opinions given in the raw data will be kept confidential to the researcher and the music teacher [name here]. I understand that any published or reported results will not identify the participants or school. I understand that a thesis is a public document and will be available through the UC Library.

☐ I understand that all data collected for the study will be kept in locked and secure facilities and/or in password protected electronic form. I understand that all data will be destroyed after five years.

☐ I understand the risks associated with taking part and how they will be managed.

☐ I understand that I can contact the researcher (Chris Petrie, email: cpe20@uclive.ac.nz) or supervisors (Niki Davis niki.davis@canterbury.ac.nz; Valerie Sotardi valerie.sotardi@canterbury.ac.nz; Cheryl Brown cheryl.brown@canterbury.ac.nz) for further information. If I have any complaints, I can contact the Chair of the University of Canterbury Educational Research Human Ethics Committee, Private Bag 4800, Christchurch (human-ethics@canterbury.ac.nz)

☐ I would like a summary of the results for this research.

☐ I give permission to allow two audio-recorded semi-structured interviews (of the participant music teacher and participant students in the selected Year 8 class) on questions relating to the aims of this research before (for 15 minutes) and/or after (for 20 minutes) the taught lessons. I understand that the participant music teacher [name here] and students will have an opportunity to check the transcript of all interviews.

☐ By signing below, I agree for [school name, class name, and participant music teacher’s name] to participate in this research project.

Name: ___________________ Position: ___________________

University of Canterbury Private Bag 4800, Christchurch 8140, New Zealand. www.canterbury.ac.nz
Email address (for report of findings, if applicable):

Please return this form to Chris Petrie.
College of Education, Health and Human Development  
Telephone: +64 21 236 3100  
Email: cpe20@uclive.ac.nz  
16/01/2018

Interdisciplinary Computational Thinking with Music and Programming: A Case Study on Algorithmic Music composition with Sonic Pi

Information Sheet for Parents and Caregivers

Hello. My name is Chris Petrie and I am a Master of Education thesis student at Canterbury University. You are receiving this information sheet and attached consent form because your child’s class [class name] has been identified, with approval from [school name], as a potential participant in a research project on music composition and programming. I’m an experienced music and computer science teacher with over 10 years teaching in schools in New Zealand, Germany, and Nepal. Recently, I have been the computer science teacher at Saint Kentigern College of Years 10 to 13. A small description of the research, what is involved, and what will be expected of your child is given in this information sheet. Please do not hesitate to contact me using my email (cpe20@uclive.ac.nz) if you have any concerns, issues, or queries about this research at any time.

The newly developed unit of work would include six one hour and 40-minute lessons (total class time will be 10 hours spread over three weeks), and is designed to engage students using a software platform called Sonic Pi (http://sonic-pi.net). This research project aims to examine the effectiveness of this unit on students’ skill development and attitudes towards programming.

All students in [class name] will be taught the unit of work as [name of school and participant music teacher] have agreed to and planned this into the school’s timetable. Only those students where both themselves and their parents or caregiver have signed consent forms will data be collected for this proposed research. If you choose to give permission for your child to take part in this research, their involvement in this project requires participation in data gathering within their regular class-time. This is timetabled with the school’s administration and the music teacher from 09/05/2018 to 25/05/2018 on each Wednesday and Friday from 8:50am to 10:30am. Note that your child’s consent will also be formally asked if consent has been approved from you as parent or caregiver.

Participation in this research will require your child and other student participants to take part in questionnaires both before and after the unit of work, two digital projects, in class quizzes, and student reflective diaries. These will be completed during the taught lessons (so no extra time will be needed). Non-participants will do every activity participants will do, except in-class quizzes and student diaries. While the participants are completing these activities, non-participants will be given this time to work more on their individual final projects for this unit with the music teacher. This extra time is relatively short (as the in-class quizzes and student diaries are planned to take up a maximum of 10 minutes per lesson), so the advantage non-participants get in getting more time to improve their compositions will be relatively small. While participants are completing the 10 minute questionnaires both before and after the unit of work, non-participants will be involved in an activity with the music teacher [name here].

Through the consent form (attached to this information sheet), I will be asking permission for interviews from five selected student participants in class [class name] both before (5-10 minutes additional time) and after (10-15 minutes additional time) the unit of work. The purposes of these student interviews are to help investigate the aforementioned research aims from a student voice. The selection of these five students will be based on those who will likely give useful and descriptive answers from the pool of students who have had the required consent forms signed, and have indicated they would like to participate in these interviews. You can opt your child out of these interviews and still participate in this research by ticking the appropriate box through the consent form.
attached to this letter. There will be an opportunity for your child to check the accuracy of the transcript of the interview for all selected students, which will be arranged with the school after the unit of work has been completed at an interval or lunchtime within school hours.

Please note, the school’s music teacher [name here] will also be engaged with this research and help to deliver and facilitate the unit of work. The music teacher [name here] will also be asked to complete before and after questionnaires and semi-structured interviews. Post-lesson reflections from myself will also be made after each lesson as part of the data gathering process. Please note that all observations, interviews, and questionnaires will carefully reflect only on participants (observations on non-participants in the class will not be recorded).

In this unit of work, you should be aware that there is a potential risk that some of the intended interdisciplinary learning outcomes in either music or programming are not achieved because the design of the unit of work has not been trialled. As a consequence, there may be further time needed beyond this research project in order to fill in gaps. This is unlikely to be the case because the unit is designed for beginners and adaptable to the learning needs of the students, while still linking with the New Zealand Curriculum in both domains. The music teacher [name here] is aware of this risk and has planned to ensure time is reserved for learning outcomes that may have been missed. Furthermore, there is a social risk where non-participants may be isolated or left out when their activities are different from the participants (of which take up a relatively small amount of time: in-class quizzes, student diaries, and questionnaires). What then will happen (where activities are different for participants and non-participants in this research) has been outlined above.

Participation in data gathering for this research is voluntary, and your child has the right to have their data returned or destroyed before the 1st of June 2018 without penalty. Please be aware that once analysis of raw data starts on June 1st 2018, it will not be possible to remove data from the analysis.

The results of the project will be published, but you may be assured confidentiality of data gathered in this investigation, as your child’s identity will not be made public. All identities will be kept hidden through using pseudonyms in all publications relating to the study. The name of the school will also be substituted with a pseudonym in any published documents relating to this research. All material collected is securely stored for five years and destroyed after this time in accordance with the University of Canterbury’s Educational Research Human Ethics Committee policy. All data of participants will be kept digitally and secure by myself with a password coded cloud storage system and a back-up on my personal laptop computer (also password protected). All participant data will be stored using pseudonyms, with no real names associated with this data. Even during the analysis and reporting of results, pseudonyms will also be used for all participants and the participating school. Myself and the participant music teacher will be the only people with access to the matched list of names and codes. Please be aware that a thesis is a public document and will be available through the UC Library.

Please indicate to the researcher on the consent form attached if you would like to receive a copy of the summary results for this project, which will also be given to [school name] management.

The project is being carried out as a requirement to complete a thesis for a Master’s in Education by Chris Petrie under the supervision of Niki Davis (main supervisor, until approximately April 2018 where Cheryl Brown will take over as the main supervisor) and Valerie Sotardi (co-supervisor), who can be contacted at Niki Davis (niki.davis@canterbury.ac.nz); Valerie Sotardi (valerie.sotardi@canterbury.ac.nz); Cheryl Brown (cheryl.brown@canterbury.ac.nz). They will be pleased to discuss any concerns you may have about participation in this research.

This project has been reviewed and approved by the University of Canterbury Educational Research Human Ethics Committee, and participants should address any complaints to The Chair, Educational Research Human Ethics Committee, University of Canterbury, Private Bag 4800, Christchurch (human-ethics@canterbury.ac.nz).

If you agree for your child to participate in the study, you are asked to complete the consent form (attached) and have it returned to the school’s administration.
Consent Form for Parents and Caregivers

☐ I have been given a full explanation of this project and have had the opportunity to ask questions.

☐ I understand what is required of my child if I agree to for them to take part in the research as legal guardian.

☐ I understand that participation is voluntary, and I may request to remove my child’s raw data from being included in this study before June 1st 2018.

☐ I understand that any information or opinions my child provides will be kept confidential to the researcher and the music teacher [name here], and that any published or reported results will not identify any student or their school. I understand that a thesis is a public document and will be available through the UC Library.

☐ I understand that all data collected for this study will be kept in locked and secure facilities and/or in password protected electronic form. I understand that all data will be destroyed after five years.

☐ I understand the risks associated with participation and how they will be managed.

☐ I understand that I can contact the researcher (Chris Petrie, email: cpe20@uclive.ac.nz) or supervisors (Niki Davis, niki.davis@canterbury.ac.nz; Valerie Sotardi valerie.sotardi@canterbury.ac.nz; Cheryl Brown cheryl.brown@canterbury.ac.nz) for further information. If I have any complaints, I can contact the Chair of the University of Canterbury Educational Research Human Ethics Committee, Private Bag 4800, Christchurch (human-ethics@canterbury.ac.nz)

☐ I would like a summary of the results for this research.

☐ I give permission for my child to be selected for an audio-recorded semi-structured interview on topics related to the aims of this research before (5-10 minutes) and/or after the unit of work (10-15 minutes). I understand that there will be an opportunity for my child to check the transcript of the interview.

☐ By signing below, I agree for my child to participate in this research project.

Name:__________________Signed:___________________Date:

Email address (for report of findings, if applicable):

Please return this form to the administration of [school name here].
**Interdisciplinary Computational Thinking with Music and Programming: A Case Study on Algorithmic Music composition with Sonic Pi**

**Information Sheet for Participant Students**

Hello. My name is Chris Petrie and I am a Master of Education thesis student at Canterbury University. I am proposing to do some research on making music and learning to program (also known as coding).

**What will you do?**

During your music lessons [music teacher’s name] and I are going to be teaching you composition using a cool new computer program (called Sonic Pi) for about three weeks. This is part of your regular music lessons, so most of you will not need to put in extra time out of these classes. However, everyone who has agreed to participate in this research (as well as had their parents or caregivers sign consent forms), will be asked if it is ok to interview you both before these lessons for 5-10 minutes and after for 10-15 minutes. These interviews will ask what you think of programming and music, and to ask questions about your final projects at the end of this unit.

I will also need to know what you think about the lessons and what you have learnt, so I will ask you to help me in my research by also doing some in-class quizzes, keeping a diary, and having a chat to me (if you are happy to). No extra time out of class will be needed to do this (except if you agree to be interviewed).

**How much time will it take?**

What will be required will take place during your regular music lessons, but you will need to be quite attentive the whole time. There will be six lessons of 1 hour and 40-minutes each. Those who are have agreed to be interviewed and are selected (I will need five students) will need to see me for an extra 15-25 minutes total.

**Why is this research important?**

The government is requiring that all school children learn to program or code. I think learning to do this while being creative through making music with Sonic Pi could provide another cool way to learn about programming.

**What if I want to participate? What if I don’t?**

If you are reading this your school, teachers and parents have agreed for you to take part in this unit of work. It is simple to be included: (1) read through this information sheet and make sure you
understand everything (please ask if you don’t!), and (2) read and understand the consent form attached, then sign it if you would like to take part in this research.

If you don’t want to participate in this research, do not sign the consent form attached to this information sheet.

What should I do if I have a concern or issue about this research?

Please let the researcher (Chris Petrie) know about your concern (if you feel comfortable), but you can also tell any of your teachers. You can also tell your parent or caregiver, and they can then get in touch with someone responsible at school.

What information will you be recording about us?

You will be involved with: two questionnaires, class quizzes, and writing a diary about your work. I am happy to answer any questions you have about these. As mentioned before, five students who agree to be involved with interviews will need an extra 15-25 minutes from these lessons outside of class time. Those that are interviewed will have the opportunity to check if I heard what they said right by reviewing a transcript (what you have said written down) of the interview after the six lessons (I will arrange a time for this with you and your music teacher at an interval or lunchtime).

Participation:

Participation is voluntary and you have the right to withdraw from having information recorded about you at any stage (and have your information destroyed) before the 1st June 2018 without penalty.

The results of the project will be published, but your name and the name of your school will not. Your name (and your school name) will be changed to a fake name (pseudonym) in any published material. Also, anything you write or say during this study will be kept in a password protected computer. All information collected is securely stored for five years, and destroyed after this time.

You should know that this research is a little experimental (combining music and programming is experimental), and may not work exactly as planned. Your music teacher will ensure you will cover all that you need if there is anything missed (in future lessons) after this unit of work. Also, please be aware that some students in class may not participate in this research and may feel isolated or left out. The activities all students participate in will be exactly the same for the majority of class-time except for the in-class quizzes, student diaries, questionnaires and interviews. Non-participants will get extra time to complete their final projects and do a few listening exercises with the music teacher during these times. Non-participants will not be taking part in the interviews mentioned before outside of class time.

I will be sharing the results with the school and you can have the opportunity to view these results as well.

If you agree to participate in the study, you are asked to: (1) to make sure you understand everything (please ask questions until you do!), (2) complete and sign the consent form (attached on the next page but make sure you understand this as well), and (3) return the consent form to Chris Petrie or [name of participant music teacher].
Interdisciplinary Computational Thinking with Music and Programming: A Case Study on Algorithmic Music composition with Sonic Pi

Consent Form for Participant Students

☐ I have been given a full explanation of this project and have had the opportunity to ask questions.

☐ I understand what is required for this unit of work.

☐ I understand that participation is voluntary, and I may request to remove my raw data from being included in this study before June 1st 2018.

☐ I understand that any information or opinions given in the raw data will be kept confidential to the researcher and the music teacher [name here] that any published or reported results will not identify the participants or school. I understand that a thesis is a public document and will be available through the UC Library.

☐ I understand that all data collected for this study will be kept in locked and secure facilities and/or in password protected electronic form and will be destroyed after five years.

☐ I understand the risks associated with participation in this research and how they will be managed.

☐ I understand that I can contact the researcher (Chris Petrie, email: cpe20@uclive.ac.nz) or any teacher at the school if I have any concerns or issues with this research.

☐ I would like a summary of the results of the project.

☐ I give permission to be selected for an audio-recorded semi-structured interview on the aims of this research before (for 5-10 minutes) and after (10-15 minutes) the unit of work. I understand that I will have an opportunity to check the transcript of all interviews for accuracy.
By signing below, I agree to participate in this research project.

Name: ______________________

Signed: ____________________ Date: ____________________

Email address (for report of findings, if applicable):

Please return this form to Chris Petrie.
Appendix H: Semi-structured interview guide

**Student pre-unit of work interviews:**

Part 1 On attitude subscales (enjoyment, importance and self-confidence):

1. Can you describe your feelings towards programming? What aspects do you think you will enjoy or not enjoy? Why?
2. Do you think learning about programming will be important for you in the future? Why?
3. Do you think you’ll be able to learn (or learn more) about skills in programming in the next few weeks? Why?

Part 2 On creativity:

1. Do you think programming or coding can be creative? What aspects might be creative? Why?
2. Do you think of yourself as creative? Why?

Part 3 About prior experiences in music composition and programming (if the participant has any):

1. Can you describe your prior experiences in music composition? Can you describe your feelings towards these experiences?
2. Can you describe your prior experiences in programming? Can you describe your feelings towards these experiences?

**Student post unit of work interviews:**

Part 1 On attitude subscales (questions as per pre-unit of work for comparison):

1. Can you describe your feelings towards programming? What aspects do you think you enjoyed or did not enjoy? Why?
2. Do you think learning about programming will be important for you in the future? Why?
3. How confident do you feel about learning programming in the future? Why?

On creativity:

1. Do you think programming or coding can be creative? What aspects are creative? Why?
2. Do you think of yourself as creative now? Why?

Part 2 About the unit of work (compare with prior experiences if they have any):

1. Can you describe your feelings towards the unit of work we did on Sonic Pi over the last few weeks? What aspects were good or not so good? Why?
2. Can you describe your experiences in music composition with Sonic Pi? How do these experiences compare with your previous experiences in making music?
3. Can you describe your experiences in programming with Sonic Pi? Can you describe your feelings towards these experiences? How do these experiences compare with your previous experiences in programming?

Part 3 Digital Artefact based interview (various code blocks were selected prior to the interview starting):

Interviewer will point to a selected code block. Suggested questioning (in no particular order):
- Tell me what’s going on here?
- Step me through how each line of this code block works
- What does this code block do exactly?
- Why did you decide to have this sound/pattern?
- What did you struggle with the most here?
- What did you tinker with the most, why?
- How long did you work on this? How did it change over this time?

Pre-unit of work interview with the participant music teacher.

Part 1 Background:
1. Can you tell me about your prior training and teaching experiences in music?
2. Can you tell me about your prior teaching experiences in music composition? In music production?
3. Do you have any prior experiences in programming?

Part 2 On attitude subscales (enjoyment, importance and self-confidence):

1. Can you describe your feelings towards teaching programming? What aspects do you think you will enjoy or not enjoy? Why?
2. Do you think teaching programming will be important for you in the future? Why?
3. Do you think you’ll be able to learn (or learn more) about skills in programming in the next few weeks? Why?

Part 3 On creativity:

1. Do you think programming or coding can be creative? What aspects might be creative? Why?
2. Do you think of yourself as creative? Why?

Part 4 On potential successes and challenges of the unit of work:

1. What predictions would you make about the potential successes and challenges of this unit of work?
2. Do you see any benefits for music in schools?

Post unit of work interview with the participant music teacher.

Part 1 On attitude subscales (enjoyment, importance and self-confidence):

1. Can you describe your feelings towards teaching programming? What aspects do you think you will enjoy or not enjoy? Why?
2. Do you think teaching programming will be important for you in the future? Why?
3. How confident do you feel about teaching programming in the future? Why?

Part 2 On creativity:

1. Do you think programming or coding can be creative? What aspects might be creative? Why?
2. Do you think of yourself as creative? Why?

Part 3 Predictions from the pre-unit of work interview:

1. You made several predictions about the challenges and successes of this unit of work. [Read transcript of answers to these questions]. To what extent do you think these turned out to be true?
2. What were you surprised about?

Part 4

1. Can you comment on your confidence levels for teaching Sonic Pi in the future by yourself?
2. Do you think you will plan for a unit on Sonic Pi with your students in the future?
## Appendix I  Individual student results for questionnaires, quizzes and project grades

<table>
<thead>
<tr>
<th>Students grouped into grades for individual project programming</th>
<th>Programming</th>
<th>Music</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Pre program ming enjoyment</td>
<td>Pre program ming importance</td>
</tr>
<tr>
<td>Laura</td>
<td>1.33</td>
<td>0.67</td>
</tr>
<tr>
<td>Sarah</td>
<td>0.67</td>
<td>1.33</td>
</tr>
<tr>
<td>Ben</td>
<td>0.67</td>
<td>1.33</td>
</tr>
<tr>
<td>Sam</td>
<td>1.33</td>
<td>0.67</td>
</tr>
</tbody>
</table>

**Students who received 5/5 (Extended abstract) for programming in their individual project**

- Laura
  - Pre program ming enjoyment: 1.33
  - Pre program ming importance: 0.67
  - Pre program ming self-confidence: 1.00
  - Post program ming enjoyment: 2.67
  - Post program ming importance: 2.00
  - Post self-confidence: 2.00
- Sarah
  - Pre program ming enjoyment: 0.67
  - Pre program ming importance: 1.33
  - Pre program ming self-confidence: 0.00
  - Post program ming enjoyment: 3.00
  - Post program ming importance: 1.00
  - Post self-confidence: 2.00
- Ben
  - Pre program ming enjoyment: 0.67
  - Pre program ming importance: 1.33
  - Pre program ming self-confidence: 0.33
  - Post program ming enjoyment: 3.00
  - Post program ming importance: 2.67
  - Post self-confidence: 2.00
- Sam
  - Pre program ming enjoyment: 1.33
  - Pre program ming importance: 0.67
  - Pre program ming self-confidence: 0.33
  - Post program ming enjoyment: 2.33
  - Post program ming importance: 2.33
  - Post self-confidence: 1.67

**Total music quiz results:**
- Laura: 19
- Sarah: 18
- Ben: 19
- Sam: 17
<table>
<thead>
<tr>
<th></th>
<th>2.33</th>
<th>1.33</th>
<th>0.67</th>
<th>2.67</th>
<th>2.33</th>
<th>2.00</th>
<th>25</th>
<th>Extended Abstract</th>
<th>Extended Abstract</th>
<th>2.33</th>
<th>0.33</th>
<th>2.00</th>
<th>3.00</th>
<th>2.33</th>
<th>2.67</th>
<th>19</th>
<th>Extended Abstract</th>
<th>Extended Abstract</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Charlotte</strong></td>
<td>-0.67</td>
<td>-1.33</td>
<td>-0.33</td>
<td>1.67</td>
<td>1.67</td>
<td>1.33</td>
<td>19</td>
<td>Multi-structural</td>
<td>Relationa l</td>
<td>-1.67</td>
<td>-1.33</td>
<td>-2.33</td>
<td>1.33</td>
<td>1.67</td>
<td>1.00</td>
<td>16</td>
<td>Relationa l</td>
<td>Relationa l</td>
</tr>
<tr>
<td><strong>Emma</strong></td>
<td>1.00</td>
<td>-1.33</td>
<td>1.00</td>
<td>1.33</td>
<td>1.00</td>
<td>1.67</td>
<td>19</td>
<td>Relationa l</td>
<td>Relationa l</td>
<td>-0.33</td>
<td>-0.67</td>
<td>-1.33</td>
<td>1.33</td>
<td>1.67</td>
<td>1.00</td>
<td>18</td>
<td>Extended Abstract</td>
<td>Extended Abstract</td>
</tr>
<tr>
<td><strong>Kate</strong></td>
<td>-0.33</td>
<td>-1.33</td>
<td>-1.00</td>
<td>0.67</td>
<td>1.00</td>
<td>0.33</td>
<td>22</td>
<td>Extended abstract</td>
<td>Relationa l</td>
<td>-1.67</td>
<td>-1.67</td>
<td>-2.00</td>
<td>-0.67</td>
<td>0.67</td>
<td>-0.33</td>
<td>17</td>
<td>Extended abstract</td>
<td>Relationa l</td>
</tr>
<tr>
<td><strong>Olivia</strong></td>
<td>1.00</td>
<td>1.00</td>
<td>1.00</td>
<td>2.33</td>
<td>1.67</td>
<td>1.67</td>
<td>20</td>
<td>Multi-structural</td>
<td>Relationa l</td>
<td>-0.33</td>
<td>-0.33</td>
<td>-1.33</td>
<td>1.67</td>
<td>1.67</td>
<td>1.67</td>
<td>20</td>
<td>Relationa l</td>
<td>Multi-structural</td>
</tr>
<tr>
<td><strong>Liam</strong></td>
<td>-1.00</td>
<td>-1.67</td>
<td>-1.67</td>
<td>1.00</td>
<td>1.67</td>
<td>1.00</td>
<td>21</td>
<td>Relationa l</td>
<td>Relationa l</td>
<td>-0.33</td>
<td>-0.67</td>
<td>-0.33</td>
<td>1.33</td>
<td>1.33</td>
<td>1.33</td>
<td>15</td>
<td>Multi-structural</td>
<td>Relationa l</td>
</tr>
<tr>
<td><strong>William</strong></td>
<td>-0.33</td>
<td>-0.33</td>
<td>-1.33</td>
<td>2.00</td>
<td>2.00</td>
<td>1.33</td>
<td>20</td>
<td>Multi-structural</td>
<td>Relationa l</td>
<td>0.67</td>
<td>0.67</td>
<td>1.00</td>
<td>2.67</td>
<td>2.33</td>
<td>2.00</td>
<td>17</td>
<td>Relationa l</td>
<td>Multi-structural</td>
</tr>
</tbody>
</table>

**Students who received 4/5 (Relational) for programming in their individual project**

**Students who received 3/5 Multi-structural for programming in their individual project**
<table>
<thead>
<tr>
<th>Name</th>
<th>-0.67</th>
<th>-1.67</th>
<th>-2.00</th>
<th>0.33</th>
<th>1.33</th>
<th>1.67</th>
<th>0.33</th>
<th>1.33</th>
<th>1.00</th>
<th>1.67</th>
<th>0.67</th>
<th>1.67</th>
<th>15</th>
<th>Multi-structural</th>
<th>Relationa l</th>
</tr>
</thead>
<tbody>
<tr>
<td>Oliver</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Elizabeth</td>
<td>-1.67</td>
<td>-1.67</td>
<td>-2.00</td>
<td>0.33</td>
<td>1.33</td>
<td>0.33</td>
<td>18</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Multi-structural</td>
<td>Multi-structural</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>-2.67</td>
<td>-3.00</td>
<td>-2.67</td>
<td>-0.67</td>
<td>0.00</td>
<td>0.33</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>-1.67</td>
<td>-1.67</td>
<td>-1.33</td>
<td>0.33</td>
<td>1.33</td>
<td>0.00</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>-2.00</td>
<td>-2.00</td>
<td>-1.67</td>
<td>-0.67</td>
<td>-0.33</td>
<td>0.00</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Multi-structural</td>
<td>Multi-structural</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Uni-structural</td>
<td>Uni-structural</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
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Appendix K: List of YouTube video links

Video #1 (1:35)
Theme and goal: Climate change – United Nations Sustainable Development Goal 13
Title: A Homeless Polar Bear in London
Published by: Greenpeace International
Internet Link: https://www.youtube.com/watch?v=4XpF04nximI

Video #2 (1:15)
Theme and goal: Refugee crisis – United Nations Sustainable Development Goal 16
Title: What if Manhattan...
Published by: Hamdi Foundation
Internet Link: https://www.youtube.com/watch?v=Vc_VNvD9B3c

Video #3 (1:30)
Theme and goal: Refugee crisis – United Nations Sustainable Development Goal 16
Title: UNICEF | for every child
Published by: UNICEF
Internet Link: https://www.youtube.com/watch?v=E1xkXZs0cAQ

Video #4 (1:33)
Theme and goal: Refugee crisis – United Nations Sustainable Development Goal 16
Title: Most Shocking Second a Day Video
Published by: Save The Children
Internet Link: https://www.youtube.com/watch?v=RBQ-IoHfimQ

Video #5 (1:20)
Theme and goal: Refugee crisis – United Nations Sustainable Development Goal 14
Title: How does plastic end up in our oceans?
Published by: Greenpeace UK
Internet Link: https://www.youtube.com/watch?v=Our5CZz5qoU